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What is SCLM?

What is SCLM?

One of the biggest investments of any company is the application source code that is critical to
conducting everyday business. Application source code can be easily maintained and secured
using IBM’s Software Configuration and Library Manager, which is packaged as an integrated
component of ISPF. SCLM is a comprehensive tool that has two major functions: configuration
management and library management.

As a configuration manager, SCLM knows how all of the different pieces of an application’s
source code fit together. Not only can source, object and load modules be managed by SCLM,
but any asset that resides within the application’s set of libraries can be managed using SCLM,
such as documentation and JCL.

Using parameters defined to SCLM, it can translate inputs into outputs, and can drive almost
any procedure that translates an input to an output. Source modules can be ‘linked’ or ‘related’
to other modules such that when a change is made to one module, SCLM ensures the ‘related’
modules are all translated after a change is made. SCLM can also quantify the impact of a
change to an application’s source code.

As a library manager, SCLM controls the development cycle of the application by ensuring
translated modules are promoted to the next level within the development hierarchy. In addition,
SCLM can audit and track changes that are made over time to each module within the project,
allowing you to fall back to a previous version of a module if an undesired change was made.
SCLM can lock a module while under development to prevent concurrent work on the same
piece of source code.

Why use the SCLM Administrator Toolkit?

Defining an application’s source code within SCLM to create a project requires that the user
understand the SCLM parameters and their valid options and combinations to create the
desired behavior when translating an application’s source code modules into executable
programs. SCLM provides no user interface for creating or editing a project’s definition, leaving
the user to manually provide the appropriate macro parameters and their options within the
proper format.

To an inexperienced SCLM project administrator, editing an SCLM project can become a
daunting task, as one small change to a translator can result in project errors when used with
SCLM. In addition, an experienced SCLM project administrator might prefer a more efficient
and user-friendly interface, eliminating manual errors and reducing the amount of time it takes
to edit an existing project’s definition, or create a new project definition. Every SCLM macro,
parameter and corresponding value are supported from within the Administrator Toolkit,
allowing users to create simple or even complex projects.

The Administrator Toolkit is a product meant to ease the administration process by providing a
rich task-oriented user interface in either traditional ISPF panels or a graphical user interface.
Both new and experienced SCLM project administrators alike can benefit from content-sensitive
wizards that help prevent conflicting parameter values from being defined within a project. In




Why use the SCLM Administrator Toolkit?

addition, descriptive panel Help explains the purpose of each wizard and explains the details of
the parameters.

The following table lists the features and functions of the Administrator Toolkit and their benefit
to SCLM administrators in maintaining their SCLM project definitions.

Table 1: The features and functions of the Administrator Toolkit and the benefits they provide.

Feature Function Benefit
Proiect User-friendly guided interface to Users new to SCLM can be productive without
Edi:or create new projects, or edit understanding the logic behind SCLM'’s features

existing projects.

and functions.

Projects in a
Sandbox

Modify the project’s definition as
much or as little as necessary
without impacting production
projects.

Define and test a project’s definition in a safe
environment without impacting production.
Ensure that users who follow the rules only
deploy working projects into production.

Architecture

Create architecture definitions

Users are not required to know the nuances of
how to create an architecture definition. Instead,
the Architecture Definition Wizard can create an

Definition from JCL, from load modules, or architecture definition from a variety of sources.

Wizard from the guided wizard. Or, if an experienced user would prefer, they may
create the architecture definition from the wizard
which guides them through the process.

Crggte language definitions from Language definitions can be hard to get right.
Language existing JCL, from load modules, : e e
o " - Using the content-sensitive fields within the
Definition from existing language definitions, L )
; e Language Definition Wizard, languages are
Wizard or create them from within the . . .
. . created in less time with fewer errors.
guided wizard.

Projects can contain thousands of assets. With

Clone an Copy an existing project’s one keystroke or the click of one button, the

existing definition and optionally the Administrator Toolkit can automatically copy

project project everything within a project for inclusion in
another.
Users can pick and choose which assets to
include from another project, or outside of SCLM

L . . . . control using the guidance of the task-oriented

Migration Migrate assets into a project using . f he Admini ki

Wizard the guided wizard interface user inter ace.T eA ministrator Toolkit .

' effortlessly copies assets into the SCLM project
and registers the assets with the SCLM
accounting dataset.

Remote Migrate remote assets into a Users can easily migrate assets that reside on
Migration project using the guided wizard their PC or another remote location and maintain
Wizard interface. the assets within SCLM with no extra effort.
L The Administrator Toolkit provides users an
. Track EAC violations, create new | . " . . :

Administer EAC applications and profiles. edit intuitive graphical user interface to EAC to
EAC Profiles existinp%nes or deletg them ' administer EAC profiles within the same GUI

9 ' ' interface as they administer their SCLM projects.
Administer Create new RACF Data Set The Administrator Toolkit provides an intuitive
RACF Profiles, Edit, and Delete existing | graphical user interface to manage RACF data
profiles RACF Data set Profiles. set profiles.
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Feature Function Benefit
Create, maintain, and run arbitrary
Maintain a REXX _Execs that perform SCLM project administrators can either execute
o essential functions on SCLM- . )
project’s manaaed libraries. A list of REXX sample REXX Execs, or add their own scripts to
VSAM Execsgis rovided .to ot the the menu, providing flexible access to listing and
datasets S 1S P 9 . running those tasks most often used.
administrator started performing
common tasks.
Assemble and link JCL doesn’t need to be
Build a . . maintained. Rather, the Administrator Toolkit
: Automatically assembles project . .
project definitions with one click automatically creates all the components required
definition ' by SCLM to recognize the project as an SCLM
project.
. . . . Users can find the project they are interested in
Project Automatically discover existing S : ) .
i e administering from a list without having to know
Explorer SCLM Projects to administer. ; S
its location in the system.

3.1

A Practical Case Study

This white paper will focus on creating a new DB2 project definition from scratch using the
Project Editor. Existing language definitions will be copied into the project using the Language
Definition Wizard, but will be edited for the needs of this specific case. Assets from another
project will be migrated into this project using the Migration Wizard. The appropriate
architecture definitions required for a DB2 project will be created using the Architecture
Definition Wizard.

The new project will be built by the Project Editor and then used from within SCLM to
demonstrate the relationship between the SCLM Administrator Toolkit and SCLM.

The graphical user interface will be used for the purpose of this white paper. This white paper
makes the assumption that the Eclipsed-based graphical user interface has already been
installed and configured, as no further configuration instructions will be provided. For detailed
instructions on installing and configuring the graphical user interface, please refer to the IBM
SCLM Administrator Toolkit Installation and Configuration Guide, SC23-9567-00, in the chapter
entitled “Install and configure the Eclipse workstation client.”

A Brief Introduction

After logging into the host connection on which to create a new SCLM project, the Remote
System View will list those SCLM projects that already exist. Figure 1 displays the nodes that
display beneath SCLM within the Remote Systems View.
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Figure 1: Nodes within SCLM Administrator Toolkit.

When a host connection is made, the icon next to SCLM will appear green, and will be
connected. When a host connection is disconnected, that is, when you log off of a host
connection, the icon will appear red and separated.

The EAC icon allows you to access IBM Enhanced Access Control for SCLM, if it has been
installed on the host. However, you can still use the Administrator Toolkit's RACF Dataset
Profile functions without having Enhanced Access Control installed.

Within the EAC node, EAC profiles, application/function pairs, and high/low program pairs can
be created, edited, or deleted. Likewise, EAC violations can be tracked and viewed from within
the EAC node. For more information on the administration and management of EAC profiles
and applications, refer to the IBM SCLM Administrator Toolkit User's Guide, SC23-9566-00, in
the chapter entitled “Administer EAC and RACF".

When the EAC node is expanded, the RACF Dataset Profile node is displayed as shown in
Figure 1 on page 4. Using the interface the Administrator Toolkit provides, you can view, edit
and create RACF Dataset Profiles. However, you must have RACF Special authority to use edit
and create new RACF dataset profiles. For more information on the administration and
management of RACF Dataset profiles and applications, refer to the IBM SCLM Administrator
Toolkit User's Guide, SC23-9566-00, in the chapter entitled “Administer EAC and RACF”". For
more information on the RACF profile options available, refer to the IBM Security Server RACF
General User’s Guide.

The icon titled Editable Sandboxes, when expanded, will display a list of SCLM projects whose
definitions are in test and are not in production. Projects listed in Editable Sandboxes are in a
separate contained environment for the purpose of testing the behavior of the project without
affecting production. When a project’'s test results are successful, it can be deployed into
production. When a project is deployed, it will no longer appear in the list of Editable
Sandboxes; rather, it will appear in the list of Deployed Projects when the Deployed Project list
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is refreshed. Alternate projects are fully supported with sandboxes. All SCLM project
parameters are available and can be used to define alternate projects within the Administrator
Toolkit.

The icon titled Deployed Projects, when expanded, lists those SCLM projects whose definitions
are being actively used in production. The associated sandbox for these projects no longer
exists, and therefore cannot be tested without affecting production. If a project must be edited
to change its definition, you may either create a sandbox for your project in which to test your
edits, or make edits directly into the deployed project. When you edit a deployed project, it will
appear in the list of Editable Sandboxes for the duration of time the project is being edited.
Once your edits are complete, you must re-deploy your project for the edits to take effect.
Deployed alternate projects are treated in the same manner as full projects, in that deployed
alternate projects can be edited at any time and re-deployed when changes have been
completed.

The last icon listed within the Remote Systems view is Reports. When expanded, this node will
contain the results of the tasks you performed within the Administrator Toolkit. The reports are
for your information and to assist customer support. To delete a report, simply expand the node
to list all reports and highlight the one you want to delete. Right click the report, then select the
option titled Delete. To keep the report even after you close your Administrator Toolkit GUI
application, right click the report name, then select the option titled Make Persistent.
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3.2

Create a new project

Creating a new project can be done in one of three ways. An existing project can be imported,
cloned, or a new project can be created from the beginning. Importing an existing project is an
operation you do if you have SCLM projects created without use of the Administrator Toolkit
and want to manage the project with the Administrator Toolkit. Cloning an existing project
allows you to copy not only the project’s definition, but you may optionally choose to copy its
corresponding group/type data sets and their contents as well as accounting, audit, and version
history.

In this case, a new project will be created from scratch. Highlight the icon Editable Sandboxes,
then right click to get an additional menu. Select New then select SCLM Project, as shown in
Figure 2 below on page 6.

fﬂSELI-‘I Administrator Toolkit - IBM Software Configuration and Library Ma

File Edit Mavigate Search Project Run  Window Help
| il | Q-] +-]:5 - G >
F4 | B scum Administrator Toolkit

ﬁﬁRﬂnut& Systems i3 ||
& 8| B8 7

_éf Mew Connection

B Local

=il rRsz2vs.16A
#-*T Files

= scim
-4 EAC

=2 r
=g riter: A RSO 3 Project Fiter

. @3 Fitenc GoTo &l & scLM Project
.E Deployed Pr
-5 Reports

" Refresh

Figure 2: Create a new project.

A window titled Project Definition Wizard will display, allowing you to provide the project name.
Because SCLM uses the project name as the high level qualifier of all project-related data sets,
the project name you supply must follow MVS data set naming standards, as well as follow
RACF rules within your shop. Also within the Project Definition Wizard window is a checkbox
titled Create Sandbox, as shown in Figure 3 on page 7. It is this option that allows you to create
your project within a test environment before deploying the completed project into production.
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B Project Definition Wizard e _- o =] |

Project Definition

Specfy Project Definitions.

Project Name | CSIJENN

I Alternate |

Source Member | CSJENN

—DBCS Preferences
Language EM W

Codepage 1140 -

[~ DBCS Characters Present

¥ Create Sandbox
sandbox high level qualifier {if required): | CSIENMA

(7) = Back I Mext = I Einish Cancel

Figure 3: Provide a project name and sandbox name.

Provide a project name as well as a sandbox name. Both values will become the high level
qualifier of the SCLM-managed data sets and should adhere to MVS data set naming
standards as well as adhere to any RACF rules within your shop. That is to say, you must have
RACF authority to create data sets that begin with the project name and sandbox name you
provide. Click Next to continue.

Note: It is not recommended that you use a Codepage other than 1140 for your project
definition.




A Practical Case Study

The next window, titled Project Definition Data Sets, is displayed, allowing you to define the
data sets that will be used in creating the project, as shown in Figure 4. These data sets are
referred to as PROJDEFS data sets, and do not contain application source code; rather, these
data sets will be used by the Administrator Toolkit to store the parameters and options specified
to define the project, as well as the listings when the project’s load module is assembled and
linked.

fﬁ: Project Definition Wizard ; -0l x|
Project Definition Data Sets a
Spedfy Project Definitions Data Sets,
—Library Data Sets
& pDsE F‘QS_‘
—Project Definition Data Sets
Description | Data Set Mame |
SOURCE CSIENM.PROIDEFS. SOURCE
JCL CSIENM.PROIDEFS. ICL
PROC CSJENM.PROJDEFS. PROC Browse |
WORK CSIENM.PROJDEFS. WORK
LISTINGS CSJENN.PROIDEFS.LIST BICE Info |
LIME MAPS CSIENM.PROIDEFS.LMAP
QBIECT CSIENM.PROIDEFS.QB] Add |
CLIST CSIENM.PROIDEFS.CLIST
Eemove |
fddEa Erafile |
(7) < Back Finish Cancel

Figure 4: Specify the project definition data sets to use to create the project.

To change any of the data sets within this window, simply click on the data set name to activate
the field. It is advised, however, that the data set high level qualifier not be changed, as it
corresponds to the project’'s name. To add a data set to the list, you may click the button titled
Add. In this case, the project’'s default PROJDEFS data sets will be used. Click Next to
continue defining the project.

Note: There are several PROJDEFS data sets whose names cannot be changed since they
are required for the correct operation of SCLM and the SCLM Administrator Toolkit. These are
not shown on this screen and are the PROJDEFS.LOAD data set and
PROJDEFS.SETTINGS.* set of data sets.
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The next window, titled SYSLIB Data Sets, is displayed and lists those data sets that contain
copybooks, language definitions, or other SCLM macros that must be resolved when
assembling and linking the project’s load module, as displayed in Figure 5.

F Project Definition Wizard Sl _ O] x|

SYSLIB Data Sets
Specify SYSLIB Data Sets.

SYSLIB Data Sets

Description | Data set Name |
SYSLIB Data Set 1 CSJENN.PROIDEFS. SOURCE
SYSLIEDataSet? ORI

d
Rermoye
Browse

DCB Info

Blille

(7) < Back | Mext = I Eimish Cancel

Figure 5: Specify all data sets that contain SCLM macros required to build the project.

The data set listed as SYSLIB Data Set 1 must be the project's SOURCE data set and cannot
be changed. The data set listed as SYSLIB Data Set 2 is normally the SCLM macro library
where most language definitions are stored. The data set name may be edited by placing your
cursor on the data set name. This activates the field and allows you to edit the data set name. If
there are additional copybooks or languages that reside in other data sets that you would like to
include within the project definition to resolve dependencies, you may do so by clicking the
button titled Add. Click Next when you have completed adding data sets to the SYSLIB
concatenation.
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The last Project Wizard panel, titled Project Definition Information, is displayed allowing you to
review the information you provided to create the data sets associated with your project’s
definition, as shown in Figure 6.

E: Project Definition Wizard E _1O] x|

Project Definition Information

Press Finish to accept this Project information.

Project Name CSIEMM
Alternate CSIEMM
Source Member CSIEMN
Language EM
Codepage 1140
DBCS Characters Present false

Ise PDSE for Library Data Sets  true

Project Definition Data Sets:

SOURCE C5IEMN.PROIDEFS.50URCE
JCL CSIEMMN.PROIDEFS. JCL
PROC CSIEMN.PROIDEFS.PROC
WORK C5IEMN.PROIDEFS. WORK
LISTIMNGS C5IEMM.PROIDEFS.LIST
LIMK MAPS CSIEMMN.PROIDEFS.LMAP
OBJECT CSIENN.PROIDEFS.OB]
CLIST C5JEMMN.PROIDEFS.CLIST
SYSLIB Data Set 1 C5IEMN.PROIDEFS.SOURCE
SYSLIE Data Set 2 ISP, SISPMACS

7) CBack ] weas || Emsh | cancel

Figure 6: Review the information that will be used to create your project.

To make any changes to the data sets that will be used to create your project’s definition, click
the button titled Back. To complete your project’s definition, click the button titled Finish. The
Administrator Toolkit will begin creating the specified data sets, and will display the status of the
task on the bottom right-hand side of the Administrator Toolkit perspective, as shown in Figure
7 on page 11.

10
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Figure 7: The status of each task is displayed for your information.

When the Administrator Toolkit has completed creating the project’s definition data sets, the
Project Editor window will display the new project, as shown in Figure 8.

[~ Project Information

Project Name: NN Alternate Name: T
|| I Externaiize vsAM Alocations Externalize VSAM Member [
|| ~Miscellaneous FLMCNTRL Par s
|| | paso unit: [sysauoa | VIQ Unit: VIO

Max VIO Records: 5000 Max ines per reportpage: [60

Translator options override _l [~ VSAMRLS available

I™ Enable Member Locking SCLM Administrator User1d |

I~ Perform Cross Dependency Dynamic Updates

™ Check Security Subsystem

|| Settings | Sub Projects | Control Data Sets | Types | Authorizations | Groups | Group/Type | Language Definitions | NPROM Service | User Macros | User Exits |
| Creating new project: (85%) [ e

Figure 8: The Project Editor displays the newly created project, and editing can now begin.

Within the Project Editor, all SCLM macros and their corresponding parameters can be
implicitly edited, added or deleted. The tabs across the bottom of the Project Editor allow you to
jump from function to function as necessary to define your project. For example, the SCLM
macro FLMLANGL pertains to language definitions. Therefore, clicking on the tab titled
Language Definitions will allow you to edit parameters related to the FLMLANGL macro.

In this example, data set types will be added next, so click on the tab titled Types in the Project
Editor.
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3.3

Define the Types

Data set types are those kinds of data sets that you add to a project to store application
modules of that type. For example, COBOL source code should be stored in a data set type
called COBOL, while java source code should be stored in a data set type called JAVA. Each
project will require different kinds of data sets to store different kinds of objects that are
pertinent to the project being created. Planning ahead of time for your project will reduce the
effort and time required to create and test your project.

On the tab titled Types, there are two frames; the left-hand frame displays those data set types
that are pre-defined. That is, their data set parameters have already been specified, and they
can be included in your project. The right-hand frame will list those data set types that are
included in your project. Upon creating a new project, this frame will be empty, as shown in
Figure 9.

Type =~ [Extended“. I Avg Mo o... | No of Me... I Backup |IsaPa|:k 1 Packfile EReu: |

>

| |GRAPHICS

|| [HT™ML b
| |1sPGLIB <<
| {1sPMLIB
| |1sPPLIB
| |15PSLIB |
| |1sPTLIB | |
| |72EEBLD
| |12EEEAR
|| |3ZEEIAR
| |32EELIST
| | 12EEWAR
| |1ar

|| |7ava

| |JAVABLD

Pvas o 1 1

Settings | Sub Projects | Control Data Sets |Tvpes Authorizations | Groups | Group/Type | Language Definitions | NPROM Service | User Macros | User Exits
| |

R

| Creating new project: (85%) m <

Figure 9: Multiple Types can be selected by pressing the CTRL key.

You may select many different data set types from the left-hand frame by pressing and holding
down the CTRL key while you select the data set types with the mouse, then clicking the single
right arrow to move the selected types into the right-hand frame. Or, you may simply click on
one data set at a time, and select the single right arrow to move the selected data set to the
right-hand frame. Clicking on the double right arrow will move all default data set types from the
left-hand frame into the right-hand frame for inclusion into your project.

To include a data set type that is not listed within the Default Types frame, click the button titled
Add on the right-hand side of the Types tab to add and define your own data set type. It will
then appear in the list of selected types and will be included in your project.
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In this example, we have included the data set types BINDDEF, CCDEF, COBOL, DBRM,
DB2CLIST, DB20UT, GENDEF, LECDEF, LIST, LKEDLIST, LOAD and OBJ.

When you have completed selecting the types of data sets to include in your project, you must
then provide values for each of the data sets under the columns titled Avg No of Recs and No
of Members to size each data set accordingly. The value you provide for No of Members is the
number of members you anticipate having in the top-level data set. The value you provide for
Avg No of Recs is the number of records you anticipate having in each member in the top-level
data set. These two values are used to calculate the space required for the PDS or PDS-E at
the top of the promotion tree. While these values are used to size the data set initially, you
should make the numbers large enough to accommodate the anticipated growth of the data set.
Figure 10 displays the completed Types tab for this example project.

| (3 *Rs22 V5.1 GA.Sandbox: CSIENNA [Main] 52 | =im)
rDefault Types ——— Selected Types
[ [xeC <] - Extended T AvgNo of Recs | No of Members IsaPack | P
GENDEF BINDDEF 20 100
| frFr‘M“‘EHICS CCDEF 10 10
| lrspe s CoBOL 100 10
| liserime DB2CLIST 15 5
| lsppiim DB20UT 300 5
ISPSLIB DERM 500 5
ISPTLIB GENDEF 10 5
| |32eEELD LECDEF 10 5
| |32eEE8R | funzsT 100 10
| |22eE28R | LIST 1000 10 ]
J2EELIST | LOAD 1000 5 :
| i U —— ———— |
| |JAVA >>| Add I
| |3avaBLD
| |2avacLas T
[ |3avalar = | £ =
| 3avaLisT
JAVAMAKE <<| sitie
[ |acL
JCLLIB
| |LeCoEF
[ |LineaisT
| JLIST
LKEDLIST
[ JumoD
LOAD
LOADLIB
| |mac
| {macLs [
| {0B] |
looxe o | 2
Settings |Sub Projects | Control Data Sets | Types | Authorizations | Groups | Group/Type | Language Definitions | NPROM Service | User Macros | User Exits

Figure 10: Define each data sets' parameters.

Other parameters that may be defined on this tab for each data set include Extended, Backup,
IsaPack, Packfile and Reuse Days. The parameters available on this tab are defined below:

Extended Type: The name of a data set type in the project that contains members that should
be included when the data set being created is processed by a language translator or
architecture definition. For example, a COBOL data set type that contains COBOL source might
have an EXTENDed type of COPY to include specific members from that data set type in the
compilation.

The parameters Backup, IsaPack and Packfile are considered Package Backout flags and are
mutually exclusive.
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3.4

Backup: Check this check box if the members of this data set type are to be backed up during
a promote. If you specify this check box, then at least one other data set type within the project
must have the IsaPack option set, but they cannot be the same data set type. That is, the same
data set cannot have both Backup and IsaPack set.

IsaPack: Check this check box if this data set type is to be used as the high level package file.
That is, if this data set contains high level architecture definitions encompassing data sets
whose contents are to be backed up, then select this option. As a result, when a promote is
invoked on a high level architecture definition, all data set types referenced in the architecture
definition are backed up.

Packfile: Use this check box to tell SCLM that this data set type contains the package file
details. Only one data set type within a project can have the Packfile option set.

» Reuse Days (not visible in the screen shot): This option only activates when the
Packfile option is checked. Reuse Days specifies the number of days a package can be
reused. SCLM checks the date of a package before a promote occurs. If the package
being promoted is younger than the Reuse Day value, then SCLM reuses the package.
If this package is older than the Reuse Day value, then the package details member is
deleted and a new one created.

Note: This project does not use the Package Backout features of SCLM.

Now that the data set types have been added to the project definition, select the tab titled
Groups in the Project Editor.

Define the Groups

SCLM has a concept called a hierarchy where the different stages of an application’s source
code are compartmentalized within separate sets of group/type data sets. The different stages
of an application’s development are called groups. Groups within SCLM are organized in a
hierarchical order with each group being subordinate to the group above it when there is more
than one group. The application’s source code is developed in the lowest level of the hierarchy,
and the completed application is cut from the highest level of the hierarchy, also known as the
root.

An SCLM project hierarchy can be thought of as an upside down tree or a pyramid, where there
can be many different development groups, and only one root group. Figure 11 illustrates a
simple hierarchy in which there are two development groups and only one path through to the
root group called PRD0110.

PRD0O110

__t
HLDO 110

I
TSTO110

/’

DEV10110 DEV20110
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Figure 11: A sample SCLM project hierarchy.

Using the example in Figure 11 above, application source code can promote from one of two
different paths: one path begins with code originating in group DEV10110, and one path begins
with code originating in group DEV20110.

When a project hierarchy is defined within SCLM, the movement of an application’s source
code is controlled by which group is higher in the hierarchy. Therefore, the code from
DEV10110 cannot be promoted to group HLDO0110 until it has been promoted into group
TSTO0110. Developed code can be promoted to the next group. The word “promote” means to
copy or move a member or a set of members from one group to the next group in the hierarchy.
Each group can only promote members to the group to which it is subordinate and to which the
authorization codes match. This link between groups is known as the promotion path.

Using this concept, the tab titled Groups within the Administrator Toolkit graphical user interface
allows you to specify the parameters for each group independently, as shown below in Figure
12.

() *RS22 V. 1 GA.Sandbox: CSIENNA [Main] 23] =]

Group Name: |DE‘»‘1| Edit Group | Add Group ’ Remaove Groupl Comments | Default Layout | [~ Show in tabular form

‘Settings | Sub Projects | Control Data Sets | Types | Authorizaions | Groups | Group/Type | Language Definitions | NPROM Service | User Macros | User Exits |

Figure 12: Specify the groups to include in your project's hierarchy.

Using the workstation client, you may drag and drop the group boxes around the display to map
the hierarchy of the project. Once you have created all the groups you want to include within
your project, you can create the hierarchy by right-clicking the lower group, then right-clicking
the upper group. An arrow will appear indicating the direction of promotion. Using the example
in Figure 12 above, the group called TEST will have its code promoted to the group called
PROD. To create a new group to add to the project, simply type its name in the field titled
Group Name, as shown in Figure 12, then click the button titled Add Group.
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In Figure 13 below, the project hierarchy is completed, and shows the entire direction of
promotion for the project in this case study. When you hover the cursor over a group, a pop-up
window displays the group’s parameter values. They may be edited by either double-clicking
the highlighted group, or by highlighting a group name, and clicking on the button titled Edit
Group toward the top of the Project Editor.

(3 RS22,V5.1GA.Sandbox; CSIENNA [Main] 3 |

Group Name: EciLGrcupl F-_:df:i‘::.'.’Jl RemoveGru.qu __Ccmmal'!ts] ﬁefajtlzaymt}r Show in tabular form

Settings | Sub Projects | Control Data Sets | Types | Autharizations | Groups | Group/Type | Language Definitions | NPROM Service | User Macros | User Exits|

Figure 13: The completed project hierarchy showing the direction of promotion.

In Figure 14 on page 17 below, the Groups tab can display the project's groups in a tabular
form, making it easy to see each project's parameters at-a-glance. You may sort the project
group data within the table by clicking on any of the column headers. To edit a group’s
parameters, you may either highlight a group within the list and click on the button titled Edit
Group, or you may place your cursor within the field whose data you want to change, and click
on the drop-down arrow to select a value from the available values in the drop-down list.
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3.5

(3 *RS22 V5.1 GA.Sandbox: CSIENNA [Main] &3 | e

Group Name: | Edit Group | Add Group | Remove Group | Comments | Default Lavout | [V Show in tabular form

Add AythCode | Delete a rgw |

| Group | Promotes | Backout | Alteontral | key | Restore | AuthCodes [ Level = |
'l PrROD v P 0
TEST PROD| =l v P 1
DEV1 TEST v P 2
DEV2 TEST v P 2

Settings | Sub Projects | Control Data Sets | Types | Authorizations | Groups | Group/Type | Language Definitions | NPROM Service | User Macros | User Exits |
S

Figure 14: Tabular form displays each group's parameters in an easy-to-view list.

Now that the different data set types have been defined to the project, and the project groups
have been defined to the project hierarchy, the Group/Type datasets can be selected and
added to the project. In the Project Editor, click the tab titled Group/Type to continue.

Select the Group/Type Data Sets

Group/Type data sets are those data sets that consist of the project group name and the data
set types added from the Types tab. Simply put, they are data sets whose names are derived
by combining the project group name and data set type. On the Group/Type tab, all possible
data set combinations are presented within a list for you to choose which ones to include within
your project. The reason why you have the ability to pick and choose the group/type data set
combinations to add to your project is because perhaps not all development groups are to
develop assets in the same language. Perhaps one development group is to develop COBOL
assets while another development group is to develop assembler assets, as shown in Figure 15
on page 18.
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PRDO110

COBOL & ASM
assets

TSTO110

COBOL & ASM
assets

CEV10110 DEV10110
CCEBCL assets ASM assets

Figure 15: Sample hierarchy illustrating different groups requiring different kinds of data sets.

In this example, group DEV10110 will contain COBOL code and would not require ASM type
data sets allocated. Group DEV20110 will contain ASM code and would not require COBOL
type data sets allocated. However, the groups that they promote into would require the same
kinds of data sets allocated for the promotion to complete successfully.

On the Group/Types tab of the Project Editor, there are two frames listing different group/type
data set combinations, as shown in Figure 16. The available Group/Type Combination data
sets displayed in the frame on the left are created by pairing the defined groups on the Groups
tab with the data set types selected on the Types tab. The frame on the right includes
Group/Type Allocations that you select to be included in the project.

(3 "RS22V5.1GA.Sandbox: CSIENNA [Main] 3 | i

™ sortBy Type

[~ Group/Type Combinations 1 Group/Type Allocations ]

|/ |DEV 1.BINDDEF - DEV 1.BINDDEF al |

| |DEV1.CCDEF = DEV 1.CCDEF i

| |DEV1.COBOL DEV1.COBOL

| |DEV1.DB2CLIST DEV1.DB2CLIST
DEV1.DB20UT DEV1.DB20UT
DEV1.DBRM DEV1.DERM

| |DEV 1.GENDEF DEV 1.GENDEF

|/ |DEV 1.LECDEF DEV 1.LECDEF
DEV 1LLINKLIST DEV L.LINKLIST
DEV L.LIST DEV1.LIST

| |DEV1.LOAD DEV1.LOAD

| |DEV1.0B] DEV1.08]

DEV2.BINDDEF DEV 2.BINDDEF Edit I

|| |DEV2.CCDEF DEV2,CCDEF

| |DEV2.COBOL DEV2.COB0L Add I
DEV2.0B2CLIST DEV2.DB2CLIST |
DEV2.DB20UT DEV2,.DB20UT | s
DEVZ2.DERM DEV2.DBRM | < =
DEV2.GENDEF DEV2,GENDEF Model
DEV2.LECDEF DEV 2 LECDEF —
DEV2.LINKLIST DEV2.LINKLIST 58]

| |DEVZ.LIST e DEV2.LIST

| |DEV2.LOAD DEVZ.LOAD

| JDEV2.0B3 DEV2.08]

| |PROD.BINDDEF PROD.BINDDEF

PROD,CCDEF PROD.CCDEF

| |PROD.COBOL PROD.COBOL

| |PROD.DB2CLIST PROD.DB2CLIST

PROD.DB2OUT PROD.DB20UT

|| |PROD.DBRM PROD.DBRM

|| |PROD. GENDEF PROD.GENDEF |

| |PROD.LECDEF PROD.LECDEF |

| Innar 1 s 1o _:.J ANAR | TABA TET _:_! |

Settings ISUb Projects | Control Data Sets ITypes [Aud'u'izaﬁons ]Grcn.ps ]Group,FTy'pe | Language Definitions | NPROM Service | User Macros [User Exits

Figure 16: Select the group/type combination data sets to include in your project.
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3.6

You can pick and choose which data sets to include in your project based on your project's
requirements by highlighting the group/type data set and clicking the single right arrow to move
it to the right-hand frame. You may select multiple data sets at a time by holding the CTRL key
while you click on each data set, then click on the single right arrow. You may optionally move
all data sets from the left hand frame to the right-hand frame by clicking on the double right
arrow.

If you are unsure if you have selected the correct Group/Type combination data sets within the
hierarchy to accommodate lower-level development groups, you can use the Validate Project
function from the SCLM option on the menu bar to notify you what data sets, if any, are missing
within the hierarchy. You can then add those that are missing by selecting the data set from the
list in the left-hand frame.

For this example, all group/type data sets will be used within the project. Therefore, clicking the
double right arrow will move all group/type data set combinations to the right-hand frame.

No project is complete without language definitions that dictate how source code is translated
into object modules, or load modules. To add language definitions to your project, click on the
tab titled Language Definitions within the Project Editor.

Add Language Definitions

Language definitions are translators that process an application’s source code from input to
output, or to another form of input. For example, it can translate an application’s source code
into object code and listings, and then translate the object code into load modules. Because of
their complex nature, new language definitions can be difficult to fine-tune. To help the user
establish new projects, SCLM provides many language definitions that you can use in your
project “as-is” or with minor modification.

You might also have custom languages or third-party languages you want to use within your
project but getting them to run properly within SCLM might be difficult. To overcome these
inhibitors, the Administrator Toolkit has a separate utility called the Language Definition Wizard
that can assist users in creating a new language in less time and with fewer errors. Using
context-sensitive fields and default parameters to help new SCLM administrators through the
creation process, users are notified of conflicting parameters so a change can be made before
the project is put into production.

On the Language Definition tab, new projects will have an empty list of languages. If you clone
an existing project’s definition, the list of languages copied from the existing project will be
displayed.

In our example, the Language Definition tab will be blank. To the list, we will add languages
from the SCLM macro library. Some will be copied “as-is” with no edits made to the language,
and some will be copied, but edited for the purpose of our project.
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When you click the button titled Add, the Language Definition Wizard is invoked and allows you
to specify how you want to add a new language definition. As shown in Figure 17 below, you
can add a language definition in one of three ways.

Create from an existing Language Definition Data Set: Select this radio button if you
simply want to copy an existing language definition. If the option ‘Create as is’ is not
checked, then a copy of the language definition is placed within your project’s
SOURCE data set, and you are allowed to edit its parameters. If the option ‘Create as
is’ is checked, then the language definition remains in its original data set and a COPY
statement is placed within your project's SOURCE data set referencing the original
data set in which the language resides. You will not be able to edit its parameters when
‘Create as is’ is selected.

Create from existing Language Definition JCL: If you have third party languages, or
if you have existing JCL that translates an application source code from input to output,
or to another form of input, use this option to create a Language Definition. The existing
JCL is parsed to create a preliminary language definition in which you can then edit and
tailor it for your project’s needs.

Create by providing the Language Definition parameters: You can create a
language definition from scratch by using the Language Definition Wizard to guide you.

|5 Language Definition Wizard o =]

1810001
h gE10 10101

Language Definition

Spedfy the method used to create the Language Definition. -

~ Creation Method
{* Create from an existing Language Definition Data Set WV Create as is
{" Create from existing Language Definition JCL
{" Create by providing the Language Definition parameters

Dataset name | ISP, SISPMACS{FLM@ARCD)| Browse |

(7] < Back [exk = | Finish I Cancel

Figure 17: Select the option you wish to use to create a Language Definition.

With the exception of the option ‘Create as is’, the Language Definition Wizard will guide you
through the process of creating your language definition. Content-sensitive fields prevent you
from entering conflicting parameters, helping you to understand why the parameters conflict
and assisting you in resolving the conflict. Field-level help is available throughout the
Administrator Toolkit, but becomes invaluable when you need additional information to help
resolve a conflict.
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In our example, the language FLM@ARCD, an architecture definition language, is being copied
‘as-is’ from the SCLM macro data set. Because you cannot edit any parameters from a
language created ‘as-is’, the language definition is copied into the project definition but is
referenced from its original data set. A message indicating a successful copy is displayed, as
shown in Figure 18.

&5 Information x|

\i) ALIZ435]1 - Language Definition was created successfully

| Details => |

Figure 18: A message is returned when a language is successfully added to a project.

In our example, the following languages are added to the project: FLM@ARCD, FLM@BD2,
FLM@BDO, FLM@L370, and FLM@2CO2. Languages FLM@L370 and FLM@2CQO2 are
edited to reflect changes that are needed for this specific case. To illustrate how the Language
Definition Wizard assists users with editing language parameters, edits to language FLM@L370
are displayed below, beginning with Figure 19.

B Language Definition Wizard : _ O] x|
— .IIIJII.E-IUILI':LI:EI
Language Definition g
10
Spedfy the method used to create the Language Definition. ¥
— Creation Method
¥ Create from an existing Language Definition Data Set - Create as is

" Create from existing Language Definition JCL
" Create by providing the Language Definition parameters

Dataset name | AUZQA35.PROIDEFS.SOURCE(LE370) Browse |

(7} = Back I Mext = I Firish Cancel

Figure 19: Specify a language to copy, but edit the language to tailor it to your project.

You may copy a language from any data set, not just the SCLM-provided macro data set.
Within the field titled Dataset Name, provide the data set name and member name that
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contains the language you want to copy. Click the radio button next to the option titled ‘Create
from an existing Language Definition Data Set. Then click Next.

You may optionally search for the data set name by providing a partially qualified data set name
and/or member name, and clicking the button titled Browse. When you do so, a window titled
Dataset Selection Dialog will display, as shown in Figure 20, with a list of data sets whose
name matches the pattern you specified. You can then click on the data set name to expand its
member list, as shown in Figure 20 below. Simply select the member name that is the language
definition you want to copy. Then click on OK.

5 SCLM Administrator Toolkit o i x|

Dataset Selection Dialog j
Select dataset here .

Data Set Name: | ISP.SISPMACS Browse |
Member Mame: I
= BB ISP.SISPMACS i’

----- @INDEX

----- FLM@ARCD
----- FLM@ASM
----- FLM@ASMC
----- FLM@ASMH
----- FLMEE00
-----
----- FLMEEMS
----- FLM@BOOK
----- FLM@CC

----- FLM@CCEE |

(7) oK I Cancel Details == |

Figure 20: Expand the data set name and select the member name to use.

When you select the data set and member name that contains the language definition you want
to copy, you are returned to the main Language Definition Wizard panel. Notice that the field
titted Dataset Name is completely filled in. Simply click Next to continue.

The parameters for the FLMLANGL macro are displayed for your review, as shown in Figure
21. You may edit any of the parameters that are displayed to tailor it to your project's
requirements.
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£ Language Definition Wizard i - O] x|

1110 10100801
3 101011

Language Definition

10
Provide language definition parameters,

i~ Language Identifier Definition (FLMLAMNGL)

Language: I LE370 Copy Book: I LE370

Description | 370/LINKAGE EDITOR

Version: |L370v2.0 Buffer Sige: |

Member Limit: | Default CREF: |

Default Source: | Check Syslib: I j
Archdef Member {ARCH) EI Scope: I j
Compool Qutput (COMPOOL) El Allocate Sysiib (ALCSYSLE) E|

Editable Members (CAMEDIT) Rebuild Dependents (DEPPRCS) El

Encoding (ENCODE) (x) EI

rRebuild Groups (FLMLRBLL)

Groups |

Add | Remg\fel Edit: |

Comments |

(7 < Back Finish Cancel

Figure 21: Make any necessary edits to the language definition to tailor it to your project.

Clicking Next will advance you to each of the macros and their corresponding parameters. In
this example, the translator parameters will be edited. The Translator Summary window, as
shown in Figure 22 on page 24, displays all translators that are defined within a language
definition. Some languages have many different translators. However, the link-edit language
definition only has a BUILD translator.
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B Language Definition Wizard S s o =] 1

110ERE1 01018008
i 10100 &

Finish Language Definition

10°
Select the Finish button to complete your Language Definition changes.

rTranslators Summary

Call Name

o

i

Add Remove Edit Comments

@ < Back [ext = | FEinish I Cancel

Figure 22: The Translator Summary provides a list of translators defined within the language.

To make any necessary edits, simply highlight the translator within the list, and click the button
titled Edit. A window titled Translator Parameters will display, allowing you to edit FLMTRNSL
macro parameters within the BUILD translator, as shown in Figure 23 on page 25.
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B Language Definition Wizard x|
Translator Parameters
Provide translator parameters.
—Translator Definition (FLMTRNSL)
Function: {BuiLD | cal pame: [wepzm
Cal Method: | =] compie: IEWL -
Step Label: | Good RC: [o
PORDER: E | Taskibrary: [
No Save External (NOSVEXT) | Max Good RC (MBRRC) |
Version (VERSION) | Fe4
I™ Override options (OPTFLAG) [ InputList Processing (INPLIST) PDS Data _I
Param Keyword: { j
Data Set Mame: ]
(DCBS, MAF) 2]
Opbons: ;l
- Allocations (FLMALLOC)
10 Type | DD Name | Key Ref | -
5 SYSLIN INCL
L LOAD
P SYSLMOD LOAD
A SYSLIB Up
A |
Q SYSPRINT LMaPR
2 Do
W SYSUTL v
N
¥ |
Add I Remaove
@ OK Cancel

Figure 23: All FLMTRNSL macro parameters can be edited.

Within this example, the FLMALLOC data sets will be edited to modify the data sets associated
with the SYSLIB data set. Highlight the SYSLIB data set within the frame titled Allocations, and
click Edit. A window titled Data Set Allocation Dialog will allow you to edit the FLMALLOC
macro parameters for the SYSLIB data set, as shown in Figure 24 on page 26.
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% SCLM Administrator Toolkit : x|

Data Set Allocation Dialog
Define FLMALLOC parameters here

~ Allocation Definitions (FLMALLOC)
[0 Type: [« =] ooName: [svste
Keyword Ref: ﬁ Disposition: SHR. hd
DefaultType(: [ <] DefaultMember: [
RecordFormat@: | ] BlockSize: s
Recordlengthe [ MmRecrde [T
Dir Blocks(2): [ langueee: [
Inclyde: e e {esree v
D3N Type: | ] Memberpg: [
NosaveRC(: [ [ Encoding(e) [ Catalpg

™ DINIT(9) ™ MALLOC(S) ™ AUWcDEL [ wio
HFES Path Gptions
[~ Copy Library Definitions (FLMCPYLE)
Name (optional) | Data Set Name [ volume |

CICS.SDFHLOAD
16Z.COB2CICS
1GZ.COBALIB
AMP,SAMPRUN1
AMP . SAMPMSG1
PLI.PLIBASE
PLI.SIEMBASE
EDC.SEDCBASE
DSM.V710.5SDSNLOAD
CRS.5ELALMD
SYS1.LINKLIB
CEE.SCEELKED

Figure 24: Edit the data sets concatenated within the FLMCPYLB macro.

In our example, the DB2 LOAD data set must be edited to reflect the correct version of DB2
that the project will be executed on. To edit a data set name within the list, highlight the data
set, and click Edit. A pop-up window titled Copy Library Definitions will display allowing you to
edit the data set name, as shown in Figure 25.

%/ Copy Library Definitions (FLMCPYLB) x|
Name (optional) |

Data SetName | DSN.v3[10.SDSNLOAD

volume Serial |

oK I Cancel

Figure 25: Edit the Copy data set name as necessary.
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3.7

When you are done editing the data set name, simply click OK to return to the Data Set
Allocation Dialog to view your changes. Click on OK to continue editing the language definition.
On the window titled Finish Language Definition, click Finish to complete the Language
Definition Wizard, and return to the Language Definitions tab within the Project Editor, as
shown in Figure 26.

3 *Rs22 v5.1 GA.Sandbox: CSIEMMA [Main] &3 ] =0

Language Definitions

MName I Copybook I Library Active I
ARCHDEF FLM@ARCD ISP, SISPMACS Yes
DBE2CLIST FLM@EBDZ ISP, SISPMACS fes
DE20UT FLM@EDO ISP, SISPMACS fes
LE370 LE370 fes
DB2COB2 FLM@2C02 fes

Switch Active |

Ad

Remave

i_ds
_renge |
_goomens |

Comments

Settings | Sub Projects |Contro| Data Sets |Tﬂ:les |Aut‘ﬂorizah'cns |Grm.||:ls |Groupf|'ﬂ:le Language Definitions | NPROM Service | User Macros | User Exits

Figure 26: The list of language definitions is displayed within a list.

Notice that languages LE370 and DB2COB2 are not referenced within a library, while the other
three languages, such as ARCHDEF, are referenced in library ISP.SISPMACS. This is because
the languages ARCHDEF, DB2CLIST and DB20OUT were created “as-is”. Remember that
creating a language “as-is” simply places a reference to the original language definition within
your project. It does not copy the language definition to your project.

In this example, a copy of language LE370 is placed within this project’s definition data set
because an edit was made to the language. To prevent updates from being made directly to the
ISP.SISPMACS library, where few users will have update authority, a copy is placed within the
project’s definition data set, and any usage of that language by the project’s application source
code will come from the copy that was placed within the project’s definition data set.

Customize the DB2 CLIST

Because this sample project is a DB2 project, a DB2 CLIST must be included and customized
as part of the project’s definition. A DB2 CLIST is either a TSO CLIST or REXX exec procedure
that allows you to BIND or FREE plans or packages for each DB2 program within your
application.
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Select the tab titled Settings within the Project Editor. The Administrator Toolkit can
automatically create this CLIST for you using the button titled DB2 Management on the Settings
tab, as shown in Figure 27.

Default Data ts| DBZ mar

~Project Informatin

E Project Name: I CSIENNA Alternate Name: !
I™ Externalize VSAM Allocations Externalize VSAM Member i

r Miscellaneous FLMCNTRL Parameters

|| | DASD Unit: I SYSALLDA VIQ Unit: VIO
Max VIO Records: ISOI:ID Max lines per report page: ISO
Translator options override _I [ ¥SAMRLS available
I™ Enable Member Locking SCLM Administrator User Id [
[ Perform Cross Dependency Dynamic Updates
Iiich rsutsystern

J&IJPrujeds|CunlrdDala5eE|Types|A.uﬁﬂorizationslGrm|Gm.pﬂype La'gjageDEﬁih‘sWR(ﬂh’uice“hﬂ'Maﬂ'nslUserEﬁm

Figure 27: Automatically create the DB2 CLIST which drives the plan or package BIND process.

When you click on the button titled DB2 Management, a window titled DB2 BIND Parameter
Defaults is displayed, as shown in Figure 28, which allows you to specify the parameters to use
for BIND syntax.

B SCLM Administrator Toolkit x|

DB2 BIND Parameter Defaults
Provide DB2 BIND Parameter Defaults

—DB2 BIND parameter defaults
SUBSYS  [Qola

OWNER | CSIEMN

ACTION  |REP

VALIDATE | BIND

ISOLATION |RR

EXPLAIN  [NO

QUALIFIER. | CSIENN

.C?j OK I Cancel |

Figure 28: Provide BIND syntax parameters for the DB2 applications within your project.
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3.8

Enter all the required parameters for your DB2 program within the appropriate fields. For more
information on the definition and usage of each of the DB2 BIND parameters, please refer to
the chapter on the BIND PLAN and BIND PACKAGE syntax within the IBM DB2 Command
Reference Manual for the appropriate version of DB2 for which you are creating BIND syntax.
Click OK when all BIND parameters required for your DB2 program have been entered.

Build the Project

When a project’s definition is complete, and you have specified all options you want to include
within the project, the project then has to be built. Building a project simply means that all
SCLM macro parameters and their values are assembled and linked into an executable load
module. It is this executable load module that SCLM uses when you invoke SCLM to access
your project’s source code and other project-related assets. If no load module exists for your
project, then SCLM issues an error message informing you that the project’'s load module
cannot be found.

To build your project’s definition in the Administrator Toolkit, click on the menu bar above, and
select the option titled SCLM, while your project is still open within the Project Editor, as shown
below in Figure 29.

B SCLM Administrator Toolkit - R522 V5.1 GASandbox: CSJENNA [Main] - IBM Softwa
Fle Edt MNavigate Search Project Run |SCLM Window Hep
|t o |G~ | & = | o [ vaidate Project
£ [ saum Administrator Tookt # Buid/Rebuild Project
[ 8 Remote systems 33 [0 I Crtons et CSENNA x|
x freiia - @ Edit source code i S
(13 B womeke B
& New Connection
w-Ef Local ~Project Information
= ﬂ‘. :\fzzlvs.us:\ Projact Name: CSIENA Alter
! f‘_: :;:Is [T Extemalize VSAM Allocations Extel
= sam ~Miscelaneous FLMCNTRL Parameters
j ? :L* S DASD Unit: [Srsaiioa vig
-3 Filter: AUZ* (A1 Max VIO Records: EC Max
= qEEeJloveci Projects 5 : | |

Figure 29: Select the option to Build your project.

Select the option titled Build/Rebuild Project from the drop-down menu. When you do, a
window titled Build Project Dialog will appear, as shown in Figure 30 on page 30. The checkbox
next to the option titled Create/update project environment is selected by default.
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I%: Build Project Dialog x|

Project Sandbox: CSIEMMA [Main]

¥ Createjupdate project environment:

[ Batch mode

[ Edit source code

Ok I Cancel

Figure 30: Click OK to build your project's definition into a load module.

Click OK to begin automatically building your project’s load module. Within the lower-right hand
side of the application window is a status indicator, as shown below in Figure 31. As the project
is built, the status indicator increases providing you information on the tasks’ progress.

Default Data Sets I
[ Project Information

| Project Neme: CSIENNA Alternate Name: e
| I Externaiize vsaM Allocations Externalize VSAM Memper [
[ Miscelaneous FLMCINTRL Parameters

| DASD Unit: [svsaupa VIO Units VIO

| Max VIO Records: [so0 Max nes per reportpage: |80
| Translator options override ||| I~ VSAMRLS avaiable

| ™ Enable Member Locking SCM Administrator Userd |
™ Perform Cross Dependency Dynamic Updates

[ | check Secunity Subsy steny

Settings | Sub Projects | Control Data Sefs | Types | Authorizations | Groups | Grous/Type | Language De finifinasMAROH-Scrric—teer-MesasLser Exits |

Building project San...Main]: (57%) W _

Figure 31: The status indicator provides a progress report of the current task.
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When the project build has completed, a message will display along with any additional
information related to the building of the project, as shown below in Figure 32.

B Information ; x|

\i') ALIZ475] - Project was built successfully

1 Detais == |

Figure 32: Messages are displayed within a pop-up window with additional information.

Clicking on the button titled Details will result in expanding the Information window to display
additional information about the message. Click OK to close the informational message
window.

Troubleshooting: Should an error be returned during any task, the task is written to the
Reports node within the Remote Systems view, as discussed in this
document in the subsection titled A Brief Introduction. It is these reports
that Product Support will request when opening a PMR with IBM for
diagnosis.

Create a Project Filter

In order to view your newly created project within the list of projects in the Remote Systems
View, you must create a Project Filter whose pattern matches the name of the project you just
created. To begin creating a project filter, right click on the node titled Editable Sandboxes
within the Remote Systems view, as shown in Figure 33.

B SCLM Administrator Toolkit - IBM Software Configuration and Library Manager Administrato

Fle Edit Mavigate Search Project Run Window Help
| |~ |+~ - v T9ICS - v
[ | £ 5CLM Administrator Toolkt
| 4 Remote systems £2 | o=

@

5 | S —
& & |2 %

[H-=ac New Connection
BB Local
=l rs22v5.16A

# % Files
5 shels

=& som
#-48 EAC
=] 8’ Editable Sandbo =
[ g Filter:
; » 5
2 48 Deslovedproecs %70 * () SCOLMProject

&l g Filter: AUZ® [ 7 Refresh
B[y Reports

Figure 33: Create a project filter to view your newly created project.
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An additional menu will display providing additional functionality. Select the option titled New.
Then select Project Filter. When the window titled New SCLM Project Filter is displayed,
provide a fully-qualified project name, or a partially qualified pattern using an asterisk as a wild
card character, as shown below in Figure 34.

B SCLM Administrator Toolkit : X

New SCLM Project filter

Define parameters here

Project filter | CSJENN=

(7 OK I Cancel

Figure 34: Provide the project filter criteria.

In this case study, the new project name was CSJENNA. To view a list of projects whose
names match the specified criteria, an asterisk was specified as a wild card character. As a
result, all projects whose name matches the specified criteria will be displayed when the project
filter is expanded. Click OK when you have completed entering the project filter criteria.

Once you have created a new project filter, the node titled Editable Sandboxes must be
refreshed to see the changes made to the available project filters. Right click the node
Editable Sandboxes. Then click Refresh, as shown below in Figure 35.

" & New Connection
Ef Local
=, rs22vs.164
&-¥ Files
Tk Shells
=& sam
=48 Eac

= %’E""’-‘—. .
L New »
=P GoTo g

Dhe St Sl
- 8 Ko
R

e

Figure 35: Refresh the node to view the new project filter.
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When the node Editable Sandboxes is refreshed, the project filters are displayed, as shown
below in Figure 36. Click on the plus sign (‘+') next to the project filter to expand the filter and
view the list of projects whose name matched the filter criteria.

i Remote Systems 52 J T
0= 5 1] | [ o i

F--&° New Connection =

#-Ef Local

=R

- Ty Files
% shells
=4 scam
-4 EAC
=B Editable Sandboxes
-3 Fiter: AUZ* [all]
=B Filter: CSIENN= [AN)
B csiEnva(csIENN)
_ 3 csxENNE
= 4.2 Deployed Projects
=3 Fiter: AUZ= [Al]
3 auz
3 AuzZDeEMO
03 AuzMAIN
o auzqQao0
i auzQaos
3 auzQa10 Lll

L TR T W Y.
—

Figure 36: Expand the new project filter to see all projects that match the filter name.

In this case study, there are two projects that match the project filter criteria; the project named
CSJENNB was a pre-existing project that is not covered within this case study. Project
CSJENNA is the project sandbox in which our edits were made. However, the real project is
called CSJENN. Remember that when we were initially creating the project, we named the
project CSJENN, while the sandbox was called CSJENNA. Refer to the section within this
document titled Create a new project on page 3 to review the steps we took to create the
project and its corresponding sandbox.

The icon next to Project CSJENNA has two small squares; one yellow and one blue. This icon
means that CSJENNA is a sandbox project, and the project name within parenthesis is the
main project, CSJENN. Remember that a sandbox is simply a project contained within a
separate set of libraries from the main project, which allows you to test and tweak the sandbox
project without affecting the main project.

The icon next to project CSJENNB is a blue square, which means this project is being actively
used within SCLM.

The icon next to project AUZQAOO is a blue square with a small pencil. This project is under the
node titled Deployed Projects, which means it is actively used in production, but is editable.

Now that the project CSJENNA has been successfully built, application source code from
another project can be copied, or migrated, into the project. In this case study, we will migrate a
DB2 program into this project’s group/Type data sets for use in our project.
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3.10 Migrate Project Assets

Software assets can be easily migrated into an SCLM project from existing libraries using the
Migration Wizard or from remote systems using the Remote Migration Wizard. The Migration
Wizard and Remote Migration Wizard guide you through migrating assets into your project by
using content-sensitive fields and field-level help. Assets, including those with long file names,
can be migrated into SCLM projects and the corresponding accounting data is automatically
updated for each asset migrated into your project.

Migrating assets allows you to use application source code from another project that might
contain a function your product has, or you can copy code from non-SCLM-managed libraries
into an SCLM-managed project. These are just two examples of why migrating assets into a
project is sometimes necessary. Utilizing the Migration Wizard in the Administrator Toolkit helps
ensure the assets are migrated correctly, and automatically updates project control files, such
as the accounting and auditing files.

To invoke the Migration Wizard, right click the project into which you want to migrate assets.
When the pop-up menu is displayed, select the option titled Migration Wizard, as shown below
in Figure 37.

| 4 Remote Systems 53 | = [ml

4 g | =S
Q Local :I
=, RS22V5.1GA

= _j Files

f J( Shells

=& scm
-4 EAC
= Ef Editable Sandboxes
| B Filter: AUZ* [A]
| BB Filter: CSIENN™ [All]

! »
3 cs3 GoTo
‘E De-p(oy ed P o= Open Project

B e marons
i 3 auz igDeplo-,r Project

i 3 auz ¥ Delete Project
i E‘ AUZ Create Sandbox
O AUZ (3] Remove sandbox

3 Auz
g AUZ fﬂ Architecture Definitions

:4 Migration Wizard

] Properties 2 '[ | 'E: ‘x VSAM Maintenance
| Property [ value 5 Compress all PDS Data Sets

Name CSJENM}
Number of child 0

Figure 37: Right click your project to navigate to the Migration Wizard.
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When the window titled Migration Wizard is displayed, it will initially be blank, as shown below
in Figure 38. You may specify as many assets to migrate at one time only if they will use the
same language definition.

I5% Migration Wizard
Assets to Migrate R
Select members here v
Selected members:
Data Set Name ] Member name [
Add I
_Benove |
(7} < s Mext > Einfsh Cancel

Figure 38: Click the button Add to add an asset to the list.

Click the button titled Add on the right-hand side of the window. A window titled Dataset
Selection Dialog will display allowing you to specify the file that contains the assets you want to
migrate. You may partially specify the data set name using an asterisk (*') as a wild card
character, as shown below in Figure 39 on page 36. Likewise, you may fully qualify the data set
name and optionally its member name.
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Click the button titled Browse to search for the data set name if you wild carded the data set
name.

B SCLM Administrator Toolkit |

Dataset Selection Dialog j
Select dataset here

Data Set Mame: | RSTEST.AUZ.TEST.‘1 Browse |

Member Name: I

@) OK. I Cancel | Details => |

Figure 39: Specify the data set that contains the assets you want to migrate.

The Migration Wizard will search for all PDS data sets on the host on which your project
resides. The data sets that match the specified data set name or pattern are displayed in the
bottom frame. Select the data set that contains the assets you want to migrate, as shown in

Figure 40.

% 5CLM Administrator Toolkit : ; : x|

Dataset Selection Dialog : j
Select dataset here =

Data Set Name: | RSTEST.AUZ TEST.™ Erowse |

Member Mame: I

&P RSTEST.AUZ.TEST.ARCHDEF -]
ER RSTEST,AUZ TEST.ASM

&R RSTEST,AUZ.TEST,BLANK.DATASET
- BRoTEST, AUZ. TEST.COBOL
&R RSTEST.AUZ.TEST.DATASET.WITH,VERY.LONG.NAME 1
&} RSTEST,AUZ.TEST.DB2CLIST (Migrated)

ER RSTEST,AUZ. TEST.EXEC

&} RSTEST,AUZ.TEST.ISPGLIB

&R RSTEST.AUZ.TEST.ISPPLIB

BB RSTEST.AUZ.TEST.IC ||

G o

&ecalll
@) QK I Cancel | Details == |

Figure 40: Select the data set that contains the assets to migrate.
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When you click on the plus sign (‘+') next to the highlighted data set name to expand the
member list, all members contained within the data set are displayed, as shown in Figure 41.

[& scLM Administrator Toolkit . x|

Dataset Selection Dialog j
Select dataset here :

Data Set Name: | RSTEST.AUZ TEST.* Browse |

Member Mame: I

-&B RSTEST.AUZ, TEST, ARCHDEF j

EF RSTEST,AUZ TEST.ASM

(-§R RSTEST.AUZ. TEST.BLANK.DATASET

=88 RSTEST,ALUZ.TEST.COBOL

.

AUZDBSL2

cQMP1

DINESLCT

MRESTO1

MTESTO1 S

@ ok | cancel | petmiss> |

Figure 41: Select the members you want to include in the list.

Select multiple members using the CTRL key and the left mouse button. Click OK when you
have completed selecting the assets you want to migrate. The Migration Wizard window is re-
displayed, listing all assets you selected to migrate, as shown below in Figure 42.

|5 Migration Wizard _ ol x|
11GEREN 010120101
Assets to Migrate : gt
10
Select members here
Selected members:
Data Set Name | Member name |
RSTEST.AUZ. TEST.COBOL AUZDBSEL
RSTEST.ALZ TEST.COBOL AUZDBSL2
RSTEST.AUZ. TEST.COBOL MRESTO1
RSTEST.ALZ TEST.COBOL MTESTO1
RSTEST.AUZ. TEST.COBOL STATE7
Remove |
(7) = Back | MNext = | Eiriishy | Cancel |

Figure 42: The selected assets to migrate are listed within the Migration Wizard.

Click Next when you are ready to continue.
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Within the window titled Migrate Asset Options, specify the group into which to migrate the
assets. Remember that assets can only be migrated into the lowest level group within the
project hierarchy. In this case study, groups DEV1 and DEV?2 are the lowest level groups within
the project hierarchy, so only those two groups will appear in the selection list when you click
the drop-down arrow.

Next, specify which data set type to migrate the assets into. For example, if the data set you
migrated assets from was a COBOL data set, you would then migrate the assets into a similar
data set. Use the drop-down arrow within the Type field to select a data set from the list of
types defined to this project. In this case study, the assets will be stored in the project's COBOL
data set.

The language field specifies which language definition should be used on these objects when
building the assets. Use the drop-down arrow within the Language field to select a language
definition to use with all assets.

Note: Because only one language definition can be used when migrating assets en masse,
you must migrate assets requiring different language definitions separately.

The default authorization code is used. The assets will be conditionally migrated, which means
that if there is a problem during the migration process, the migration will stop. The SCLM
default date and time stamp will be used for these assets. Click Next when you are ready to
migrate the assets.

I Migration Wizard

Migrate Asset Options L i
10
Enter the migration options for the selected members.

Migrate members into Group: {oEV1 -]
Migrate members into Type: fcosor =l
Language: {oB2c0B2 =]
Aytharization Code: [P |
Change Code: {optional) |

Mode: | conditional =]

[~ Migration Date and Time
% Use SCLM default date and time
" Use source dataset date and time
" Enter a date and time

Date: [YYYMMDO] | Time: [HH:MM:55] 1

Figure 43: Specify the options to use to migrate the assets.
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3.11

SCLM migration services are called, and the Administrator Toolkit registers each asset within
the accounting and auditing data sets.

When the migration is complete, a report is returned for your review, as shown in Figure 44. A
return code is issued for each asset that was migrated into the project. Click Finish to complete
the migration process and exit the Migration Wizard.

%% Migration Wizard _ = =] .4
Migration Wizard Report 2 T
10
Press the Finish button to exit.
Migration Report
EFIM3IZ101 - MIGRATION UTILITY INITIATED - 11:47:17 OWN 2009/02/05 e
FIM06501 - TRANSLATOR RETURN CODE FROM ===> 5CIM COBOL BARSE === g
|F1Ma7107 - SAVE SUCCEZEDEZD FOR MEMBER AUZDBSEL AT 11:47:18, CODE: 0
FLM32401 - MIGRATICN UTILITY COMPLETED - 11:47:18 ON 2009/02/09
Y o
e SEOFTWARE CONFIGURAIICH AND LIBRARY MAMNAGER ([SCIM) e
- MIGRATE REPORT -
- -
bk 2008,/02708 11:47:18 e
- PROJECT: CSIENNA “a
- ARLTERNATE: CSJIENNA o
b GROTP: DEV e
- TYEE: COBOL .
- MEMBER: AUZDESEL sa
e AUTHCODE : ¥ o
ol LANGUAGE: DBE2COR2 il
- CHANGE CODE: |
7) < Back Mext = Cancel

Figure 44: The Migration Report is returned for your review.

Once your project definition is complete, you have built an executable load module, and have
optionally migrated any assets into your project, you must then build architecture definitions.

Create Architecture Definition

Architecture Definitions tell SCLM how pieces of a project’s source code fit together and are
crucial to the structure of a project. You can automatically generate SCLM architecture
definitions from an existing load module or parse existing JCL into an architecture definition. A
manual option for creating architecture definitions from scratch also exists.

For this case study, multiple architecture definitions will be created for the new DB2 project. A
few different kinds of architecture definitions are required for a DB2 project. You will need
something called a BINDDEF architecture definition to complete the DB2 binds, a CCDEF
architecture definition to control the compilation of your source code, and a LECDEF
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architecture definition that controls the link-edit process. There is also a high-level architecture
definition that contains all subsequent DB2 architecture definitions. The high-level architecture
definition is built within SCLM, which in turn causes all included architecture definitions to get
built, and BINDS to be run, resulting in an executable DB2 program. Remember that a ‘build’ is
the process in which raw source code is assembled or compiled and link-edited to create an
executable program.

The Administrator Toolkit can automate this entire process through the Architecture Definition
Wizard, assisting you in creating the specific architecture definitions required for your project.
Using content-sensitive fields and drop-down boxes, you can easily create any kind of
architecture definition with less mistakes, resulting in a usable architecture definition.

To invoke the Architecture Definition Wizard, right-click the project on which the architecture
definitions are to be created. When the pop-up menu is displayed, select the option titled
Architecture Definitions, as shown below in Figure 45.

7 Remote Systems £3 | =

£y =

lv| 41 00

-2 New Connection
# B Local
ol Rs22v5.164
C) ':J:] Files
5 shells
=& som
+ -4 EAC
= B Editable sandboxes
-3 Filter: AUZ= [A1]
=3 Filter: csERm= [AI]

GoTo L4

L@ csEN
-0 Deployed Proje (2 Open Project
= g Filter: AUZ o Clone Project
SO A B by project
3 Delete Project

@ auzpe
O Auzma

[ Properties £3 _________ B Migration Wizard
Pr T A& VSAM Maintenance
Name CSIENNA[ B8 Compress all PDS Data Sets

Number of chid 0

Figure 45: Invoke the Architecture Definition Wizard.

When the window titled Architecture Definition is displayed, you must first select which type of
architecture definition to create from the bottom left-hand frame titled Create new Architecture
Definition, as shown below in Figure 46 on page 41. In this case study, the radio button titled
DB2 Architecture Definition is selected.
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By default, the ArchDef Group and ArchDef Type fields are defaulted, but their values may be
changed by clicking on the drop-down arrow within each field and selecting a new value.
However, when you are creating architecture definitions for a DB2 project, and you have
selected the radio button titled Create new Architecture Definition, then only the field titled
ArchDef Group may be changed. This is because the Architecture Definition Wizard will
automatically present you with the appropriate windows that will be used to create the different
types of architecture definitions required for a DB2 project, and it ignores the field titled ArchDef

Type.

% SCLM Administrator Toolkit x|
Architecture Definition
Use this dialog to create or edit Architecture Definition,
ArchDef Group IDEUI 'l ArchDef Type ICCDEF 'I Update

Architecture Definition List

 Create new Architecture Definition
 Within a text editor

{*' DB2 Architecture Definition

" HL Architecture Definition

™ From an existing Load Module(s)
" From an existing JCL

Edit/View Architecture Definition
% Within a text editor
™ HL Architecture Definition

Edit |

View

Migrate Options |

Define Copy Candidates | Generate Copy Statements |

Manage DB2 CLIST |

Close |

Figure 46: Select which kind of Architecture Definition to create.

Click the button titled Create when you are ready to create DB2 architecture definitions.
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A window titled Create DB2 Architecture Definition will appear, as shown below in Figure 47,
allowing you to specify the name of each type of architecture definition that will be created, and
the data set type in which to store each kind of architecture definition.

_ (o] x|
Create DB2 Architecture Definition

Create 3 new DB2 Architecture Definition.

Architecture Definition Group: | pEvi

Program Name | AUZDBSEL

Source Program Type jcosoL =]
Architecture Definition Languags |arcroer =]
DBRM Type joBRM =]
rHL Architecture Definition

HL Architecture Definition Name | AuzDESEL

HL Architecture Definition Type |cermer =l
~DB2 Bind Architecture Definition

DB2 Bind Architecture Definition Mame | auzoaseL

DB2 Bind Architecture Definition Type |emoDEF =l
rLEC Architecture Definition

LEC Architecture Definition Name | AUZDESEL

LEC Architecture Definition Type [LEcoer =l
CC Architecture Definition

€C Architecture Definition Name | buzoaseL

CC Architecture Definition Type |ccoer |
[:‘:?:] < Back I MNext > I FEnish Cancel

Figure 47: Specify the name and data set type for each kind of architecture definition.

Provide the following required information within this window to create each kind of architecture
definition for your DB2 project.

e Architecture Definition Group: This field displays the group you specified on the
previous window for which to create the architecture definition and cannot be edited.

e Program Name: The DB2 program for which the architecture definition is being
created.

e Source Program Type: The data set type where the DB2 program can be located.

e Architecture Definition Language: The language to use to create this architecture
definition.

e DBRM Type: The data set type where the DB2 DBRM should be placed.
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e HL Architecture Definition: This section lists the name and type of the high level
architecture definition. The high level architecture definition refers to the lower-level
architecture definitions.

0 HL Architecture Definition Name: Provide up to an 8-character name to call the new
high level architecture definition.

o0 HL Architecture Definition Type: Specify the data set type where the high level
architecture definition should be stored.

e DB2 Bind Architecture Definition: The BIND architecture definition tells SCLM how
and where to run DB2 BIND commands for the DB2 program referenced in the field
Source Program Name.

o0 DB2 Bind Architecture Definition Name: Provide up to an 8-character name to call
the new DB2 BIND architecture definition.

o0 DB2 Bind Architecture Definition Type: Specify the data set type where the DB2
BIND architecture definition should be stored.

e LEC Architecture Definition: The link-edit control architecture definition tells SCLM
where to put the output from running a link-edit, what language to use when running the
link-edit and where to store the listing.

0 LEC Architecture Definition Name: Provide up to an 8-character name to call the
new link-edit control architecture definition.

0 LEC Architecture Definition Type: Specify the data set type where the link-edit
control architecture definition should be stored.

e CC Architecture Definition: The Compilation Control architecture definition tells
SCLM where to put the object module and where it can find the DB2 program.

0 CC Architecture Definition Name: Provide up to an 8-character name to call the
new compilation control architecture definition

0 CC Architecture Definition Type: Specify the data set type where the compilation
control architecture definition should be stored.

When you have completed specifying the DB2 architecture definition information, click Next to
continue.
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The first kind of architecture definition that will be created is the CCDEF architecture definition.
Remember that this kind of architecture definition controls the compilation of the source code
for the specified DB2 program. Some values will already be filled in for you based on values
you previously defined, as shown in Figure 48. Use the drop-down arrows within the empty
fields to specify blank values.

o [=] .3
Create CC Architecture Definitions
Spedify Architecture Definitions parameters.
~CC Architecture Definition
Source Program TYPE |COBOL |
Dbiject Name | auzpeseL
Object TYPE jos) =]
DBRM Name | AUzDBSEL
Listing Name | AuzDBSEL
Listing TYPE fisT -
(7] < Back Next > Finist Cancel

Figure 48: Create the Compilation Control architecture definition.

Specify the values for the fields Object Name and Listing Type. Descriptions for the fields on
this window follow:

e Source Program Type: This value should already be filled in for you as it was
specified on a previous window. This is the data set type where the DB2 program can
be located.

e Object Name: This is the name of the object module to be created when SCLM builds
the DB2 architecture definition. Its value is defaulted to the same name as the Source
Program name provided on the previous window.

e Object Type Name: This is defaulted to the data set type where the object module is
stored.

e DBRM Name: This value was defaulted to the same name as the Source Program
Name provided on a previous window. The DBRM module is given this value and
stored in the DBRM data set type.

e Listing Name: This value was defaulted to the same name as the Source Program
Name. It is the member name of the listing that gets created when SCLM builds the
compilation control architecture definition.

e Listing Type: Specify the data set type where you want the listing stored. The listing is
created as a result of SCLM building the compilation control architecture definition.

When you have completed filling in the required values on this panel, click Next.
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The second kind of architecture definition to be created is the LECDEF architecture definition.
Remember that this kind of architecture definition controls how source code is link-edited.
Some values will already be filled in for you based on values you previously defined, as shown
in Figure 49. Use the drop-down arrows within the empty fields to specify blank values.

1ol
Create LEC Architecture Definitions
Specify Architecture Definitions parameters.
~LEC Architecture Definition
CC Archdef Name | AuzDBSEL
CC Archdef Type jccoer |
Linkage Editor Language |LE370 |
Load Module Name | AuzDBSEL
Load Module TYPE  [LOAD |
Link map Name | auzDBSEL
Link map TYPE E:
GENDEF =]
LECDEF

4

LIST
LOAD

(7 <Back Mext > Finich Cancel

Figure 49: Create the Link Edit Control architecture definition.

Specify values for the fields Load Module Type, and Link Map Type. Descriptions for the fields
on this window follow:

e CC Archdef Name: The name of the compilation control architecture definition you
specified on the initial DB2 architecture definition panel.

e CC Archdef Type: This is the data set type where the CC architecture definition is
located, and was specified on a previous panel.

e Linkage Editor Language: This is the language to be used to process the link-edit
control architecture definition and was specified on a previous panel.

e Load Module Name: The load module name is defaulted to the same name as the
Source Program Name specified on a previous panel. This is the load module to be
created as a result of building the link-edit control architecture definition.

e Load Module Type: Specify the data set type where the load module is to be stored
when it is created.
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e Link Map Name: A link map gets generated as a result of building the LEC architecture
definition. By default this value is the same name as the Source Program Name
specified on a previous panel.

e Link Map Type: Specify the data set type where the link map is to be stored when it is
created.

When you have completed filling in the required values on this panel, click Next.

The third kind of architecture definition is the BINDDEF, which is the DB2 architecture definition
that is used when executing the BINDs for your DB2 program. Some values will already be
filled in for you based on values you previously defined, as shown in Figure 50. Use the drop-
down arrows within the empty fields to specify blank values.

1ol x|
Create DB2 Architecture Definitions
Spedfy Architecture Definitions parameters.
~DB2 Architecture Definition
DB2CLIST TYPE |DB2CLIST |
DBRM Name | AUZDBSEL
Output Mame | AUZDBSEL
OutputTYPE  [DB20UT |
Language -
(7) < Back Next > Finish Cancel

Figure 50: Create the DB2 BIND architecture definition.

Specify values for the fields Output Type and Language. Descriptions for the fields on this
window follow:

e DB2CLIST Type: The data set type where the DB2CLIST is generated for the BIND
commands to use when the DB2 BIND architecture definition is built within SCLM. By
default, the value is DB2CLIST.

o DBRM Name: This value is the name of the DBRM that gets created as a result of
building the DB2 architecture definitions in SCLM and was defaulted to the same value
as the Source Program Name specified on a previous window.

e Output Name: The name of the member to be created and stored in the data set type
referenced in Output type. By default it is the same value as the Source Program Name
provided on a previous window.
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e Output Type: Specify the data set type where the output of the DB2 bind architecture
definition is stored.

e Language: Specify the language to be used to run the DB2 BIND architecture
definition.

When you have completed filling in the required values on this panel, click Next. A window
titled Create HL Architecture Definitions is displayed listing those values you supplied to create
the CCDEF, the BINDDEF and the LECDEF, as shown in Figure 51. Remember that a High
Level architecture definition simply references those architecture definitions required to create
an executable DB2 program. It is this architecture definition that you execute a Build against to
create load modules.

The values on this window are filled in with the values you specified when creating each kind of
architecture definition, and should not be changed. If you must change one of the architecture
definitions’ values, click the button titled Back to navigate to the specific architecture definition
whose values you want to change.

ol
Create HL Architecture Definitions
Spedfy Architecture Definitions parameters.
~HL Architecture Definition
CC ARCHDEF Name | AuzpsseL
CC ARCHDEF TYPE |ccoer =]
DB?2 Bind ARCHDEF Name | AUZDBSEL
DB2 Bind ARCHDEF TYPE [BINDDEF =]
LEC ARCHDEF Name | AuzpaseL
LEC ARCHDEF TYPE |LECDEF =|
(7) < Back Finish Cancel

Figure 51: Create the High Level architecture definition.

Click Next to continue. Each kind of architecture definition is presented to you in an editor
window in the order in which they were created.

47



A Practical Case Study

The Compilation Control architecture definition is displayed first, as shown below in Figure 52.

o |=] 3

Architecture Definition Editor

Press Finish to save changes and exit.

DB2 CC Architecture Definition Text

Line 1 Column 1 Insert

. I - U -
EINC AUZDBSEL COBOL

CBJ AUZDBSEL OBJ

OUT1 AUZDBSEL DBRM

LIST AUZDBSEL LIST

(7l < Badk Mext > Fmeh Cancel

Figure 52: The compilation control architecture definition is returned for your review.

Click Next through each architecture definition to continue. The Link-Edit Control Architecture
Definition is displayed next, as shown in Figure 53.

=10l x|

Architecture Definition Editor
Press Finish to save changes and exit.

DB2 LEC Architecture Definition Text

Line 1 Column 1 Insert
I———+————l————+————2————+————3————+————é ————————— S————t————f————t
hNCL AUZDBSEL CCDEF
LEED LE370
LOAD AUZDBSEL LOAD
LMAP AUZDBSEL LINELIST
PARM MAP,XREF
CMD INCLUDE SYSLIE(DSNELI)

7 < Back Next > Firish Cancel

Figure 53: The link edit control architecture definition is returned for your review.

Click Next through each architecture definition to continue.
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The Bind Architecture Definition is displayed next, as shown in Figure 54. This architecture
definition executes the DB2 CLIST (displayed on the next page) which binds the program
packages when the high level architecture definition is built in SCLM.

o =] 3

Architecture Definition Editor

Press Finish to save changes and exit.

DB2 Bind Architecture Definition Text

Line 1 Column 1 Insert

B--+-—1——t+—2-—— 3 S — 6-———+
ISINC AUZDBSEL DB2CLIST

OUT3 AUZDBSEL DB20OUT

7 < Back Next > Firich Cancel

Figure 54: The DB2 bind architecture definition is returned for your review.

Click Next through each architecture definition to continue.

49



A Practical Case Study

The DB2 CLIST is displayed for your review and should not be edited. The DB2 CLIST is run to
execute the binds when the DB2 Bind Architecture Definition (BINDDEF) is built in SCLM. The
syntax statement %INCLUDE references the DBRM name specified within the BINDDEF, as
shown in Figure 55.

=10l x|

Architecture Definition Editor
Press Finish to save changes and exit.

DB2 Package Bind CLIST Text

Lrg INPARMS

Parse var INPARMS " (" OPTION " " "('" GROUP ' *
I'RA’RR"ﬂ"’%hH’ﬁﬁ"***H'ﬁ***ﬁ*ﬂ'*H'PP""P"""""""PP'P‘!H‘H‘!HH‘HRHHHRHHH*RHH*RWKH
/* Specify an include for the DERM to be included in the DBZ

/* Package. SCLM tracks dependency on DEEMs with the commented
/* out include scatementc.

R R R R R R R R A R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R R

J***% The include statement MUST remain commented out.

R R R R R R R R R R R R R R R O R R

/I:‘

/* ZINCLUDE AUZDEBSEL

fw
/‘R'RH’nHﬁﬂ’ﬁn!ll'R*H‘H’ﬁ**ﬂ'ﬂ'A‘H‘***--"P--*"*---"--HH‘:‘H*HH‘H‘HHHHHHHHRRHH*R*HH
Member = "AUZDBSEL"

Explain = "HO"

e */

/* CALL SCLMBIND EXEC TO PERFORM BIND */

/‘w ________________________________________ qf

Farms = Option Group Member Explain

Address TS50 "EX 'CSJENNA.PROJDEFS.CLIST (REXXBIND) " '"Parms™'™

EXITCC = rc
Exit EXITCC

1| | i

(7 < Back Next > Finistt Cancel

Figure 55: The DB2 CLIST executes the binds when the DB2 Bind Architecture Definition is built in SCLM.

Click Next through each architecture definition to continue.
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The high level architecture definition is displayed last, as shown in Figure 56. It simply
references all lower-level architecture definitions, to include the CCDEF, the BINDDEF, and the
LECDEF. When building a DB2 project’s assets in SCLM, a build is done against the high level
architecture definition, causing all assets referenced within the lower level architecture
definitions to be built. Remember that the process of building an asset in SCLM takes raw
source code and turns it into executable programs.

=gl x|

Architecture Definition Editor

Press Finish to save changes and exit.

DB2 HL Architecture Definition Text

Line 1 Column 1 Insert
T —————ee -i [T S
INCL AUZDBSEL CCDEF
INCL AUZDBSEL BINDDEF
INCL AUZDBSEL LECDEF

(7) < Back Mext > Finish Cancel

Figure 56: The High Level architecture definition is returned for your review.

Click Next to continue.
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When the window titled Architecture Definition Migration Options is displayed, as shown in
Figure 57, use the drop-down arrows where appropriate to specify values for the following
parameters:

e Architecture Definition Language: Specify the language with which to create the
architecture definitions. This language will be used when building the high level
architecture definition. This parameter is required. There is no default.

e Authorization Code: Specify the authorization code defined in the project to use when
building the assets named in this architecture definition. This parameter is required.

e Change Code: Specify up to an 8 character change code to use to indicate the reason
for an update or modification to a member controlled by SCLM. This parameter is
optional.

e Mode: Specify how SCLM is to proceed if an error is encountered. This parameter is
required. The default is Conditional, which will stop the create process if there are any
warnings or errors.

_iol x|
Architecture Definition Migration Options
Provide Migration Options and press Finish to Save Architecture Definition{s).
Architecture Definition sub Project: i j
Architecture Definition Language: j ARCHDEF j
Authorization code B d
Change code |
Moge T -
(7) < Back flext = “ Finish I Cancel

Figure 57: Specify the parameters with which to create the architecture definitions.

Click Finish to create the architecture definitions. A message will be returned when the
architecture definitions have been created, as shown in Figure 58.

E: Information : |

i J AUZ4971 - Architecture definition was aeated successfully

] Details >> |

Figure 58: Informational messages are returned about the create process.
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Clicking on the button titled Details will result in expanding the Information window to display
additional information about the message. Click OK to close the informational message window
and return to the Architecture Definition Wizard.

Troubleshooting: Should an error be returned during any task, the task is written to the
Reports node within the Remote Systems view, as discussed in this
document in the subsection titled A Brief Introduction. It is these reports
that Product Support will request when opening a PMR with IBM for
diagnosis.

You may view and optionally edit any architecture definitions that have been created for your
project by using the Architecture Definition Wizard. On the window titled Architecture Definition,
specify the ArchDef Group and ArchDef Type that contains the architecture definition you want
to view. Click Update to display all architecture definitions within the group/Type data set.
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In this example, the group/Type data set DEV1.CCDEF is displayed, as shown in Figure 59.
Since there is only one within that group/Type data set, only one appears within the window.

B 5CLM Administrator Toolkit e X|

Architecture Definition
Use this dialog to create ar edit Architecture Definition.

ArchDef Group  |DEV1 ¥ ArchDef Type ICCDEF "l Update

Architecture Definition List

Create new Architecture Definition ———— —Edit/View Architecture Definition
' within a text editor % \ithin a text editor
{* DB2 Architecture Definition ™ HL Architecture Definition

™ HL Architecture Definition
{” From an existing Load Module(s)
” From an existing JCL

Create | Edit | View |

Migrate Options | Define Copy Candidates | Generate Copy Statements |

Manage DE2 CLIST |

(7) Close |

Figure 59: View or edit architecture definitions.

Highlight the architecture definition within the list, and either click the button titled Edit to make
changes to the definition, or click the button titled View to simply view the definition.

Click the button titled Close to exit the Architecture Definition Wizard.

3.12 Test the project

Once you have created architecture definitions within the Administrator Toolkit, you can then
test your project within SCLM to ensure the project definition you have defined will function
correctly before deploying the project into production. To test your project, you can simply build
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and promote the high level architecture definition that was created in the previous section. This
will produce a load module that can be executed as a program.

To build the high level architecture definition for the new project, invoke SCLM, then provide the
project name and development group, as shown in Figure 60. Select option 3 to invoke the
Utilities panel. Press Enter to continue.

Menu Utilities Help

Ooption ===> 3

View
Edit
Utilities v ) ity .
Build r C 011 c en

Promote mpone LM hierarchy
Ccommand
Easy Cmds

SCLM Admin

PN UVAWN

. €csjenna

Figure 60: Specify the SCLM project whose assets you want to access.

On the panel titled SCLM Utilities Menu, select option 1 to access project assets, as shown in
Figure 61. Press Enter.

Ménu. gfil%tiés -ﬂeip

Ooption =

Library 3rowse, edit,
trolled members nd member authorization
. el Tocking ership.
Sub1ib mMgmt
Migration
Database Contents

Architecture Report

Export

Import orporate ¢ data into the hierarchy

Audit and version )is arsion members

Delete from Group Jelete s, nting records, build maps,
i diate cod (

Package Functions View ete and r

Unit of work Vi Unit of w C

SCLM Explorer : e the le of your proj

SCLM Search nation of SCLM groups, types and members
for certain stri
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Figure 61: Select option 1 to view the contents of a library.

On the panel titled SCLM Library - Entry Panel, specify the data set type where the high level
architecture is located. In this case study, the data set type which contains the high level
architecture definition is GENDEF, as shown in Figure 62. You may leave the field titled
Member blank to receive a list of PDS members belonging to the group/Type data set specified.
Ensure the option titled Hierarchy View is selected on the bottom of the screen. Press Enter.

Menu SCLM Utilities Help

Option ===> _
More:
blank Display member list E Edit member Transfer owner
A Browse account info V View member NOPROM processing
M Browse build map C Build member wWhere used
B Browse member P Promote member

D Delete member info U Update auth code
": CSIENNA
. DEV1
(Blank or pattern for member sele

ect and rank er 1ist data . . TAM (T=TEXT, A

Enter "/" to sel

/ Hierarchy view rocess . . 1. Execute
confirm delete 2. Submit

/ View processing options for Edit 3. View options

Figure 62: Specify the data set type where the architecture definition is stored.
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On the panel titled Hierarchy View, type a C next to the high level architecture definition to Build
the architecture definition, as shown in Figure 63. Remember that building the high level
architecture definition will build the low-level architecture definitions and the associated source
code. Press Enter.

' Ménu' _s_(':LM' E{mciior-ts 'l_Jthi‘-:ieé ies:c El_ehf:

Member List : CSJENNA.DEV1.GENDEF - HIERARCHY VIEW - AUZDBSEL saved
command = scroll ===> PAGE

M=Map B=Browse D=Delete E=Edit
P=Promote U=Update T=Transfer N=Noprom

a2

Text Cchg Dat Chg Time Account B1d Map

Figure 63: Build the architecture definition by selecting option C.

On the panel titted SCLM Build — Entry Panel, ensure the information within the fields Project,
Group, Type and Member are correct before pressing Enter, to ensure the specified asset is the
one you want to build, as shown in Figure 64. Press Enter.

] Ménu' §(.ZLM- L_Jiﬂétiés ‘;ol.)car-"d 'Ieét .ﬂor.'ksiationlﬁuhd- ﬂé]p‘

Command

Proj . - CSJENNA
Group . . . DEV1l
. . . . GENDEF Enter "/" to select option
AUZDBSEL / Error Listings only
workstation Build

Limited
. Normal

. Conditional Scope . . . 2 1

. Unconditional 2

. Forced 3. subunit
4

. Report Extended

. Information

Sub Process . . . Execute
Terminal . Submit
Prin

Data set Printer

None volume

BwroR

Figure 64: Double check the asset specified is the one you want to build.
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When the SCLM Build function is invoked for the high level architecture definition all assets
referenced within the architecture definition is assembled and linked, or compiled to create
output that is either an executable program or a module that is then used as input to another
executable program. That is, building an architecture definition causes the assets defined within
the architecture definition to build as well.

The following Build Report is generate by the SCLM Build function and can be written to a data
set that can either be kept or deleted, or the Build Report can be displayed on the screen and
deleted upon exiting the Build Report. The options used during the Build function are listed
within the comment section at the top of the Build report.

Example 1: SCLM Build report from high level architecture definition AUZDBSEL.

Top of Data *****ixdddkidkkdditddrtdddddrtssx
**x **
E *x
kel SOFTWARE CONFIGURATION AND LIBRARY MANAGER (SCLM) *x
o *x
** BUILD REPORT *x
*x *x
kel 2009702724 12:28:55 *x
*x *x
el PROJECT: CSJENNA *x
*x GROUP: DEV1 *x
Fx TYPE: GENDEF *x
**x MEMBER: AUZDBSEL Fx
Fx ALTERNATE: CSJENNA *x
**x SCOPE: NORMAL *x
Fx MODE : CONDITIONAL *x
*x **x
**x **

AEEAXEAEA AL A AKX EAAAAEAAXAAAX A AKX AXAA AKX A AKX AXAEA AKX AAXALAEAAXAAXAXAAXAAAXAAXAXAAXAAXAXAAXAAAXAAXAXAAAXAXAKX

E R

FrRAFXIMFKABUILD OUTPUTS GENERATED ****** page 1

MEMBER TYPE VERSION KEYWORD
AUZDBSEL  OBJ 2
AUZDBSEL LIST 2
AUZDBSEL DBRM 2 OUTX
AUZDBSEL DB20UT 1
AUZDBSEL LOAD 1 LOAD
AUZDBSEL LINKLIST 1 LMAP
FrRAFXFXB UL LD MAPS GENERATED ****** pPage 2

(REASON FOR REBUILD)
MEMBER TYPE VERSION MEMBER TYPE
AUZDBSEL BINDDEF 1
AUZDBSEL  CCDEF 2 AUZDBSEL  COBOL
1
T

AUZDBSEL LECDEF

FrRAFIFABUILILD OWU PUTS DELETED ****** Ppage 3

MEMBER TYPE VERSION KEYWORD

FaAAHX*AE NO MODULES DELETED 7
FrRAFFFFEB UL LD MAPS DELETED  ****** Ppage 4

(REASON FOR DELETE)
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MEMBER TYPE VERSION MEMBER TYPE

****x* NO BUILD MAPS DELETED *****
““““““““““ Bottom of Data

Once your asset has been successfully built, it must be promoted up through the project
hierarchy. Promoting an asset means that you are moving the asset and its dependent objects
up the hierarchy into the next highest group. Testing the promote process after a build checks
to ensure the project’'s Group definitions are correct. When a promotion occurs within SCLM,
accounting information is updated for all assets being promoted so that SCLM can track the
lifecycle of that asset.

If an error occurs within the Build process, possible causes might be an error made within the
source code itself, incorrect language definition parameters or incorrect parameters defined
within the associated architecture definition. Review the SCLM messages to determine what
the likely cause of the build failure is.

To promote the high level architecture definition for the new project, select option P on the
panel titled Hierarchy View, as shown in Figure 65. Remember that promoting the high level
architecture definition will build the low-level architecture definitions and the associated source
code. Press Enter.

SCLM Functions Utilities Test Help

: CSJENNA.DEV1.GENDEF - HIERARCHY VIEW -

Member 3 X Cchg Time  Account B1d Map
i 1 1

Figure 65: Promote the architecture definition by selecting option P.
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On the panel titted SCLM Promote — Entry Panel, ensure the information within the fields
Project, Group, Type and Member are correct before pressing Enter, to ensure the specified
asset is the one you want to promote, as shown in Figure 66. Press Enter.

Menu SCLM Utilities Jobcard workstation Promote Help

. CSJENNA

: GENDEF Enter "/" t'IEI - ct option
. AUZDBSEL workstation Promote

. conditional Scope . . . 1 1. Normal
. Unconditional . Subunit
. Report . Extended

Process . . | . EXecute
. Submit

Figure 66: Double check the asset specified is the one you want to promote.

When the SCLM Promote function is invoked for the high level architecture definition, all assets
referenced within the architecture definition are promoted as well. Accounting and auditing
information for the assets being promoted are updated by the SCLM Promote function.

The following Promote Report is generated by the SCLM Promote function and can be written
to a data set that can either be kept or deleted, or the Promote Report can be displayed on the
screen and deleted upon exiting the Promote Report. The options used during the Promote
function are listed within the comment section at the top of the report.

Example 2: SCLM Promote report from high level architecture definition AUZDBSEL.

“““““ Top of Data

**x **
*x *x
Fx SOFTWARE CONFIGURATION AND LIBRARY MANAGER (SCLM) Fx
*x **
** PROMOTE REPORT *
**x **
*x 2009/02/24 12:31:12 *x
*x **
**x **
**x PROJECT: CSJENNA *x
Fx TO GROUP: TEST Fx
**x FROM GROUP: DEV1 *x
Fx TYPE: GENDEF *x
**x ARCH. MEM.: AUZDBSEL *x
Fx ALTERNATE: CSJENNA *x
kel SCOPE: NORMAL *x
*x MODE : CONDITIONAL *x
** **
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Example 2 Continued: SCLM Promote report from high level architecture definition AUZDBSEL.

*x *x

** NOTE: "*" INDICATES "OUT OF SCOPE"™ ITEMS. *x

AEEAKXEAKEA AL A AAAA A AEAAAA AKX A AKX AKX A AKX A AKX AXAEAAXAAAXAALAAAXAAXAXAAXAAAXAAXAXAAXAAXAXAAXAAAXAALAXAAAAAXAX

EE R T e e

TYPE: BINDDEF
COPIED TO PURGED FROM

MEMBER DATE TIME MESSAGE  TEST DEV1
AUZDBSEL 2009/02/09 12:02:51 X X
TYPE: CCDEF

COPIED TO PURGED FROM
MEMBER DATE TIME MESSAGE  TEST DEV1
AUZDBSEL 2009/02/09 12:02:42 X X
TYPE: COBOL

COPIED TO PURGED FROM
MEMBER DATE TIME MESSAGE  TEST DEV1
AUZDBSEL 2009/02/24 12:28:37 X X
TYPE: DBRM

COPIED TO PURGED FROM
MEMBER DATE TIME MESSAGE  TEST DEV1
AUZDBSEL 2009/02/24 12:28:57 X X

TYPE: DB2CLIST
COPIED TO PURGED FROM
MEMBER DATE TIME MESSAGE  TEST DEV1

AUZDBSEL 2009/02/09 12:02:56 X X

TYPE: DB20UT
COPIED TO PURGED FROM
MEMBER DATE TIME MESSAGE  TEST DEV1

AUZDBSEL 2009/02/24 12:28:59 X X

TYPE: GENDEF
COPIED TO PURGED FROM
MEMBER DATE TIME MESSAGE  TEST DEV1

AUZDBSEL 2009/02/24 12:15:11 X X

TYPE: LECDEF
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Example 2 Continued: SCLM Promote report from high level architecture definition AUZDBSEL.

COPIED TO PURGED FROM
MEMBER DATE TIME MESSAGE  TEST DEV1

AUZDBSEL 2009/02/09 12:02:47 X X

TYPE: LINKLIST
COPIED TO PURGED FROM

MEMBER DATE TIME MESSAGE  TEST DEV1
AUZDBSEL 2009/02/24 12:29:01 X X
TYPE: LIST
COPIED TO PURGED FROM
MEMBER DATE TIME MESSAGE  TEST DEV1
AUZDBSEL 2009/02/24 12:28:58 X X
TYPE: LOAD
COPIED TO PURGED FROM
MEMBER DATE TIME MESSAGE  TEST DEV1
AUZDBSEL 2009/02/24 12:29:00 X X
TYPE: OBJ
COPIED TO PURGED FROM
MEMBER DATE TIME MESSAGE  TEST DEV1
AUZDBSEL 2009/02/24 12:28:57 X X
*x **x
*x BUILD MAPS *x
*x **x

TYPE: BINDDEF
COPIED TO PURGED FROM

MEMBER DATE TIME MESSAGE  TEST DEV1
AUZDBSEL 2009/02/24 12:28:55 X X
TYPE: CCDEF

COPIED TO PURGED FROM
MEMBER DATE TIME MESSAGE  TEST DEV1
AUZDBSEL 2009/02/24 12:28:55 X X

TYPE: GENDEF
COPIED TO PURGED FROM
MEMBER DATE TIME MESSAGE  TEST DEV1
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3.13

Example 2 Continued: SCLM Promote report from high level architecture definition AUZDBSEL.

AUZDBSEL 2009/02/24 12:28:55 X X

TYPE: LECDEF
COPIED TO PURGED FROM
MEMBER DATE TIME MESSAGE  TEST DEV1

AUZDBSEL 2009/02/24 12:28:55 X X

"""""""""""" Bottom of Data

Once your asset has been successfully promoted up through the project hierarchy, you can test
the program by executing it.

If there are errors during the promote process, the mostly likely cause is an error within the
Group parameters defined within the project. Check the SCLM messages to ensure which
parameter is the cause.

Example 3 contains the results of executing the DB2 sample program AUZDBSEL.

Example 3: Results of executing sample program AUZDBSEL from the new project.

""""""""""" TOP OF DATA
Card number: 4929717212000001

Expiration date: 200701

Card type: VISA

Card holder: John Johnson

Card number: 5100046590000001

Expiration date: 200801

Card type: Mastercard

Card holder: John Johnson

If the program executes correctly, this confirms that your project’s definition is accurate, that the
language definitions are correct, and that the architecture definitions were defined accurately.

Deploy the project

Once you have safely tested your new project within the sandbox and are satisfied that the
project definition is correct, you can deploy your new project into production. Deploying a
project simply means that the contents of a sandbox’s data sets are copied to the main project’s
data sets, and the sandbox data sets are deleted.

Once a sandbox project has been deployed into production, the project name will no longer
appear within the node Editable Sandboxes within the Remote Systems view. Instead, the
deployed project will appear within the node Deployed Projects. A project filter matching the
project’'s name must exist before you can see the project within the list of Deployed Projects.

This last task will describe how to deploy a project that was created within a sandbox, then
create a project filter within the Deployed Projects node so that the new project can be
displayed within the list of deployed projects.
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To deploy a project, simply highlight the project name within the node Editable Sandboxes.
Then right click the project name to see the pop-up menu. When the pop-up menu is displayed,
as shown in Figure 67, select the option titled Deploy Project.

| —
Hpemcespemss) "~ O
gz 2 ¢ | B8 ¥
-4 New Connection
® ES Local
=il R522V5.1GA
i ‘Pﬁ Files
[ shels
B sam
48 EAC
=3 Editable Sandboxes
-3 Filter: AUZ* [AI]
| [E-@p Filter: CSXENN® [Al]

Ll ol 9200 k

: E lgéeplo‘fed Pro; B’* Open Project
-G Filter: AU
i il Broi
-5 Reports Clone oject
TR * OcoorPoect ||
¥ Delete Project
Create Sandbox

[# Remove sandbox
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Figure 67: Select to deploy the sandbox project.

When the pop-up window titled Build Project Dialog is displayed, select the option titled Export
after build. This will write the project definition into an external source data set. Click OK to
continue.

% Build Project Dialog x|

Project Sandbox: CSIENNA [Main]

W Createjupdate project environment:

[~ Batch mode
I Edit source code

W Export after build

0K I Cancel

Figure 68: Export the new project's definition.

A message will be returned when the project has been deployed, as shown in Figure 69.
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B Information : x|

\ij) AUZ 7091 - Project deployed successfully

| Details >> |

Figure 69: Informational messages are returned about the deployment.

Clicking on the button titled Details will result in expanding the Information window to display
additional information about the message. Click OK to close the informational message
window.

Troubleshooting: Should an error be returned during any task, the task is written to the
Reports node within the Remote Systems view, as discussed in this
document in the subsection titled A Brief Introduction. It is these reports
that Product Support will request when opening a PMR with IBM for
diagnosis.

A project filter whose filter criteria matches the new project name must exist before the new
project can be viewed within the node Deployed Projects. If one does not exist, a new project
filter can be added by highlighting the node Deployed Projects. When the pop-up menu is
displayed, select the option New, then select the option Project Filter from the second pop-up
menu, as shown below in Figure 70.
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Figure 70: Create a new project filter.
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When the window titled New SCLM Project Filter is displayed, provide a fully-qualified project
name, or a partially qualified pattern using an asterisk as a wild card character, that matches
the new project, as shown below in Figure 71.

B SCLM Administrator Toolkit T ; x|

Hew SCLM Project filter

Define parameters here

Project filter | CSJENN*

Options I‘l - All projects j

.\'j?) oK I Cancel

Figure 71: Provide the criteria for the project filter.

In this case study, the new project name was CSJENN (remember that the sandbox was called
CSJENNA). To view a list of projects whose names match the specified criteria, an asterisk was
specified as a wild card character. As a result, all projects whose name matches the specified
criteria will be displayed when the project filter is expanded. Click OK when you have
completed entering the project filter criteria.

The node Deployed Projects must be refreshed to pick up the new Project Filter that was just
created. Right click the node Deployed Projects, and select the option titled Refresh from the
pop-up menu, as shown in Figure 72.
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Figure 72: Refresh the Deployed Projects node to see the new project filter.
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When the node Deployed Projects is refreshed, the project filters are displayed, as shown
below in Figure 73. Click on the plus sign (‘+') next to the project filter to expand the filter and
view the newly deployed project.
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Figure 73: Collapse, then re-expand the node Deployed Projects to see the new project filter.

Once a project is deployed, it may still be edited should you decide changes need to be made.
Simply double click the project within the Deployed Projects node. You will be asked if you want
to create a sandbox for your project while changes are being made to the project. It is HIGHLY
recommended that you create a sandbox to edit the project’s definition. This will allow the
project to remain intact while changes are being made to the sandbox, preventing costly errors
from being introduced into the project currently being used within production.

When you select to create a sandbox for the deployed project you want to edit, you will see the
sandbox project appear within a project filter in the node Editable Sandboxes. When you have
completed making changes to the sandbox, you simply deploy the project following the
instructions provided within this subsection of the whitepaper.

A Case for the Administrator Toolkit

Administering your project’s definition isn’'t a daunting task when you use the Administrator
Toolkit to assist you. Using the Administrator Toolkit to automate and streamline administration
tasks, you can simplify complex tasks and reduce the amount of time it takes to complete them.

All SCLM macro parameters are available within the Administrator Toolkit, and main projects as
well as alternate projects are fully supported.
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Create sandboxes to test your new project in before making it available to your team members,
or edit an existing project within a sandbox to ensure your changes give you the expected
results without affecting the projects already in production.

Wizards within the Administrator Toolkit eliminate errors and help new users become
accustomed to the nuances of SCLM, while seasoned administrators can automate processes
that normally take time to complete.

The learning curve of creating and administering SCLM projects is reduced with a user-friendly
interface in either ISPF panels or a workstation client. Using an intuitive flow, your project
administrators will take less time performing administrative tasks, which will enable them to
focus on other more business-critical tasks.
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APPENDIX A: CREATE THE OBJECTS

The following DDL in Example 4 was used to create the DB2 objects used for this DB2
project. Simply copy it into your own dataset, then either run it through SPUFI or run it as a
batch job using the sample JCL below in Example 7.

Example 4: Project DDL to create the necessary DB2 objects for this project.

create database dauzdb2;

commit;

create tablespace tauzdb2 in dauzdb2
segsize 4;

commit;

create table auzdb2.credit_card
(card_num varchar(16),
exp_date char(6),
card_type varchar(16),

card_holder varchar(40))
in dauzdb2.tauzdb2;

commit;
create table auzdb2.transaction
(card_num varchar(16),
amount decimal (7,2))
in dauzdb2.tauzdb2;
commit;

The following DML in Example 5 was used to insert data into the ‘CREDIT_CARD’ table.
This data is required for this DB2 project. Simply copy it into your own dataset, then either
run it through SPUFI or run it as a batch job using the sample JCL below in Example 7.

Example 5: Project DML for the first table to insert the necessary DB2 data for this project.

“““““““““““““““ Top of Data
insert into auzdb2.credit_card
(card_num, exp_date, card_type, card_holder)
values ("4929717212000001",
"200701",
"VISA®,
*John Doe");
commit;
insert into auzdb2.credit _card
(card_num, exp_date, card_type, card_holder)
values ("5100046590000001",
"200801",
"Mastercard”®,
*John Doe");

"""""""""""" Bottom of Data

The following DML in Example 6 was used to insert data into the ‘TRANSACTION'’ table.
This data is required for this DB2 project. Simply copy it into your own dataset, then either
run it through SPUFI or run it as a batch job using the sample JCL below in Example 7.
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Example 6: Project DML for the second table to insert the necessary DB2 data for this project.

Top of Data *****ixddkkddrtdkkdirtix

insert into auzdb2.transaction

(card_num, amount)

values ("4929717212000001",
+458.26) ;

commit;

insert into auzdb2.transaction

(card_num, amount)

values ("4929717212000001",
-238.57);

commit;

insert into auzdb2.transaction

(card_num, amount)

values ("5100046590000001",
+127.65);

commit;

insert into auzdb2.transaction

(card_num, amount)

values ("5100046590000001°",
-476.35);

commit;

The following sample JCL in Example 7 can be used to create the DB2 objects and
populate the tables with data. Before you can run this JCL, it must be modified to fit your
shop’s requirements.

Example 7: Sample JCL to create the DB2 objects and populate the data

//#J0BCARD#

//*

//*

V4 Asiaisiaisiaiaiainiaiaieiainiaiaisiaiaiaiaiaiaiaiaiaiaiaiaiaiaiaie
//*

//* DB2 SAMPLE SQL PROGRAM

//*

V4 Asiaiaiaisiaiaiaianiaiaieiaiiaiaiaiaiaiaiaiaiaiaiaiaiaiaiaiaiaiaie
//*

//J0BLIB DD DSN=#DB2.SDSNLOAD#,DISP=SHR
//BATCHSQL EXEC PGM=IKJEFTO1,DYNAMNBR=20
//SYSTSPRT DD SYSOUT=*

//SYSPRINT DD SYSOUT=*

//SYSUDUMP DD SYSOUT=*

//SYSTSIN DD *

DSN SYSTEM(#SSI1D#)

RUN PROGRAM(DSNTEP2) -
LIB("#DB2.RUNLIB.LOAD#")

END
/*
//SYSIN DD DISP=SHR,DSN=#YOUR.SQL.DATASET#(#CREATEDDL#)
// DD DISP=SHR,DSN=#YOUR.SQL . DATASET#(#INSERTDML#)
// DD DISP=SHR,DSN=#YOUR.SQL .DATASET#(#INSERTDML#)
/*

""""""""""""""" Bottom of Data
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The following variables within the sample JCL must be changed before the batch job can
be submitted.

#JOBCARD#

The proper job card information required for batch jobs within your IT department.

#DB2.SDSNLOAD#
The name of the DB2 load library that contains program IKJEFTO1.

#SSID#

The DB2 subsystem on which the objects will be created.

#DB2.RUNLIB.LOAD#
The name of the DB2 library that contains program DSNTEP2.

#YOUR.SQL.DATASET#

The name of the data set in which the DDL to create the tables is stored.

#CREATEDDL#
The PDS member name in which the CREATE syntax is stored.

#INSERTDML#

The PDS members in which the INSERT syntax is stored for both the
CREDIT_CARD table and the TRANSACTION table.
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APPENDIX B: THE COBOL PROGRAM

The following program is migrated into the SCLM project in section 3.10 of this Whitepaper
titted “Migrate Project Assets”. Copy this COBOL program into a PDS data set. It is from
this PDS data set that the COBOL program will be migrated into your project.

Example 8: Sample COBOL program for the DB2 project.

Top of Data
id division.
program-id.

auzdbsel.

This program runs as a user batch or TSO program.

*

* Rocket Software SCLM Administrator Toolkit
* Sample program to use for DB2 Language

* Definitions and Architecture Definitions.
*

* Copyright, 2007, Rocket Software, Inc.

* All rights reserved.

*

* This program displays the contents of the credit card
* table.

*

* Revision Date Author Reason

* 00 04/23/07 CRMB New program.
*

* Note:

*

*

data division.

working-storage section.

01 ws-dbesel-eye-catcher pic x(80)
value "auzdbsel™.

01 ws-sql-code pic s9(9) comp-5 value 0.

01 not-found pic s9(9) comp-5 value +100.
exec sgl declare auzdb2.credit_card table
(

card_num varchar(16),
exp_date char(6),
card_type varchar(16),
card_holder varchar(40)
)
end-exec.
exec sqgl declare ccard-cursor cursor for
select * from auzdb2.credit_card

end-exec.
exec sgl include sqlca end-exec.
* exec sgl begin declare section end-exec.
*01 sqlcode pic s9(9) comp-5.
*01 sqglstate pic x(5).
01 ccard.
02 card-num.
49 card-num-len pic s9(4) comp-5.
49 card-num-data pic x(16).
02 exp-date pic x(6).
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02 card-type.

49 card-type-len pic s9(4) comp-5.
49 card-type-data pic x(16).

02 card-holder.
49 card-holder-len pic s9(4) comp-5.
49 card-holder-data pic x(40).

exec sgl end declare section end-exec.

PNOF N %

procedure division.
aa-main section.

aa-0000.
* exec sgl whenever sqglerror goto aa-8000 end-exec
* exec sgl whenever sqgqlwarn goto aa-8000 end-exec
exec sgl whenever not found continue end-exec

perform ba-process
go to aa-9999

aa-8000.

display "aa-sglcode = " sqlcode
aa—9é99.
goback
/ Main processing routine
*

ba-process section.
ba-0000.
exec sgl open ccard-cursor end-exec
exec sgl fetch ccard-cursor into :ccard end-exec
if sqlcode not = not-found
perform ca-print

else
display "ba-sqglcode = " sqlcode
end-if
exec sqgl close ccard-cursor end-exec
ba-9999.
exit

ca-print section.
ca-0000.
perform until sqglcode not = 0
display "'Card number: "
card-num-data
display "Expiration date: "
exp-date
display "Card type: "
card-type-data
display "'Card holder: "
card-holder-data
exec sgl fetch ccard-cursor into :ccard end-exec
end-perform

ca-9999.
exit

“““““““““““ Bottom of Data
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