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XSLT Mediation Primitives

This presentation will provide a detailed look at the Extensible Stylesheet Language 
Transformation (XSLT) mediation primitive.
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�Understand the XSLT mediation primitive

�Overview of function

�Use of terminals

�Definition of properties

�Considerations for editing properties

�Error handling

�Example usage

Goals

XSLT

The goal of this presentation is to provide you with a full understanding of the XSLT 
mediation primitive.  It is assumed that you are already familiar with the material 
presented in the Mediation Primitive Common Details presentation, which serves as 
a base for understanding mediation primitives in general.  An overview of the XSLT 
primitive is presented along with information about the primitive’s use of terminals and 
its properties.  The editing of properties for the XSLT primitive is presented in some 
detail, along with some unique considerations that you must be familiar with.  Finally, 
error handling characteristics are presented and an example usage of a XSLT primitive 
is provided. 
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XSLT – Overview of Function

� Modifies the Service Message Object (SMO)

�Uses Extensible Stylesheet Language (XSL) Transformation (XSLT)

�Message type and message content can be changed

� XPath used to defined the root (starting point) of  the 

transformation

� Maps are used to define the transformations

�Created with the XML Mapping editor 

�XML to XML Maps can then be generated into XSL stylesheets

The purpose of the XSLT primitive is to modify the Service Message Object, using 
Extensible Stylesheet Language Transformation (XSL Transformation or simply XSLT). 
The XSLT primitive is capable of modifying the content of the SMO and is also able to 
modify the message type by restructuring the message body.  There is a root property, 
which uses an XPath expression to define the starting point within the SMO for the 
transformation.  Transformations are defined by means of maps created using the XML 
Mapping Editor.  The XML to XML maps are then generated into XSL style sheets, which 
are used by the runtime when performing the transformation. 
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XSLT - Terminals

�Terminals: 

�Input terminal

�One Output terminal

�Fail terminal

�Message type of Input and Output terminal
� Same type – for manipulation of values within a message

� Different type – for changing format of the message body

The XSLT primitive has one input terminal, one output terminal and a fail terminal.  The 
output terminal can be for the same message type as the input terminal or for a different 
message type.  When the message type is different, the transformation modifies the 
structure of the body of the message.  Shown here is an XSLT primitive with its terminals 
and the terminals as seen in the properties view.
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XSLT - Properties

� Root
�XPath expression defining portion of Service Message Object to transform

�Cannot use custom XPATH - only allows  /,  /body,  /context,  /headers

� Mapping file
�Identifies either of the following: 

� The XML to XML map used to define the transformation and generate the XSL stylesheet

� The XSL stylesheet specified directly (rather than using an XML to XML map)

� Associated XSL
�The XSL stylesheet 

�Only present when Mapping file property contains a map 

�Is not an editable value

� Validate input
�Validates if incoming message is of the expected type
�Ensures it meets any constraints defined

� Such as minOccurs or maxValue

In the upper right is a screen capture of the Details tab from the Properties view for an 
XSLT primitive showing the following properties: 

•Root contains an XPath expression defining the portion of the SMO on which to perform 
the transformation. This is restricted to the major sections of the SMO and can be set to /
(slash) meaning the entire SMO or /body, /context or /header referring to the associated 
section of the SMO.

•Mapping file contains the name of a file. This could be the name of an XML to XML map, 
which defines the transformation and will be used to generate an XSL stylesheet. 
Alternatively, it could be the name of the XSL stylesheet to be used to perform the 
transformation.

•Associated XSL contains the name of the XSL stylesheet that will be used to perform the 
transformation. This property is only present when the Mapping file property contains an 
XML to XML mapping file and will not be present when the Mapping file property contains 
an XSL stylesheet. This property value is not editable.

•Validate input is a checkbox used to indicate if incoming messages to the XSLT primitive 
are to be validated prior to processing. This will ensure that the incoming message is of 

the expected type and that any constraints defined are not violated. 
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XSLT – Editing the Properties

� Editing Mapping file and Associated XSL properties

�Handling of these properties needs to be understood to avoid problems

�The Mapping file property can contain either: 

� an XML to XML map

� an XSL stylesheet

�Associated XSL won’t be present if Mapping file is an XSL stylesheet

�Synchronization of the XML to XML map and generated XSL stylesheet

� The map and XSL stylesheet are not automatically synchronized

� The XSL stylesheet must be explicitly regenerated after mapping changes

� The XSL stylesheet can be directly edited after it is generated

The next few slides examine considerations for editing the properties of an XSLT primitive, 
in particular the Mapping file and Associated XSL properties.  You must understand how 
these properties are manipulated and managed to avoid encountering problems when the 
mapping definition used at runtime is different from the one you believe you have defined. 

As previously discussed, the Mapping file property might contain an XML to XML map or 
an XSL stylesheet.  The Associated XSL property will not be present when the Mapping 
file is an XSL stylesheet.  When using an XML to XML map, the XSL stylesheet is 
generated from the map, but the generation step is not done automatically.  This  can 

easily lead to the map and the stylesheet being out of synch.  You must explicitly 
regenerate the XSL stylesheet whenever you make a mapping change. If you don’t 
regenerate, the mapping change will not be reflected in the XSL stylesheet or used at 

runtime to perform the transformation.  Another potential problem can arise as a result of 
the capability to edit the generated XSL stylesheet directly without making an update to 
the map.  This change will be reflected at runtime, however, if you later make a map 

change and regenerate the stylesheet, the direct edit of the stylesheet will be lost.   
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XSLT – Editing the Properties

Opens Mapping
File Selection dialog

Opens Resource dialog

Opens New XSLT 
Mapping dialog

Opens XSL Editor or 
XML Mapping Editor

Opens XSL Editor (edits will be
overridden if Regenerate XSL used)

Synchronizes XSL to current map
(must be used to maintain synchronization
after editing map)

When XSLT Primitive first created

When “Pick XSL…” was used

When “Regenerate XSL” was used

When “Pick Map…” or “New…” was used

The top portion of this slide shows the buttons related to the Mapping file and 
Associated XSL properties.  The top row of buttons is used with the Mapping file 
property, while the bottom row is used with the Associated XSL property. 

The New… button will open the New XSLT Mapping dialog, which leads you through the 
creation of an XML to XML map and puts you into the XML Mapping Editor for defining the 
map. 

The Edit… button in the top row will open the XML Mapping Editor if the Mapping file 
property contains a map, or the XSL Editor if it contains an XSL stylesheet. 

The Pick XSL… button will open a Resource dialog, which is a generic dialog for finding 
any resource and can be used to select an XSL stylesheet. 

The Pick Map… button will open a Mapping File Selection dialog, which enables you to 
select an XML to XML map. 

The Regenerate XSL button is used to regenerate the XSL stylesheet based on the 
current definition of the XML to XML map and must be used after editing a map to 

maintain synchronization between the map and the stylesheet

The Edit… button in the bottom row opens the XSL Editor and allows you to edit an XSL 

stylesheet that was previously generated from the specified XML to XML map. 

In order to better illustrate the handling of these properties, the bottom portion of the slide 
steps through a scenario of using these buttons to manipulate the properties. 

When an XSLT primitive is first created, only the Mapping file property shows along with 
its 4 buttons and the Mapping file value indicates you need to select a mapping file. 

Assuming that the Pick XSL… button was then used, it is still only the Mapping file 

property that shows, but its value is now set to the XSL stylesheet that you selected. 
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XSLT – Error Processing

� MediationRuntimeException thrown for:

�XSL stylesheet not found or not specified

�XSL stylesheet generated when map existed but map did not define

mapping for any elements

�XSL stylesheet source/target type does not match Input/Output 

terminal type

� MediationBusinessException (Fail terminal flow)

�Validate input specified and input message fails validation testing

�Errors during XSL stylesheet processing

�Root value inconsistent with XSL stylesheet source type

�Output message fails validation testing

� Message resulting from transformation will always be validated

The error processing details and considerations are examined in this slide. 

A MediationRuntimeException will be thrown for problems accessing the XSL stylesheet, 
such as when the stylesheet cannot be found or has not been specified.  This exception 
will also be thrown for an XSL stylesheet that does not contain any transformation 
operation.  This can occur if it was generated from a map that did not specify the mapping 
for any elements.  The MediationRuntimeException is thrown if the XSL stylesheet source 
and target types do not match the terminal message types.  

A MediationBusinessException occurs for several different problems including the 
following: 

•Validate input has been specified and the message fails the validation processing. 

•Errors during the processing of the XSL stylesheet.  

•Root property value is inconsistent with the XSL stylesheet source type.

•Output message fails validation testing.  Unlike the optional validation of the input 
message, which is based on a user specified property, the validation of the output 

message will always occur. 

In all of these MediationBusinessException cases, if the Fail terminal is wired, the flow 
from the Fail terminal will be followed rather than the exception being thrown. 
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XSLT – Example Usage

� Example – Setup call for target service

�Mediation flow input operation contains only customer number

�Operation on target service callout requires customer name and number

� Mediation logic: 

�Database lookup

� Using customer account number looks up customer name from database 

� Customer name placed into the transient context 

� Failure if no record found for customer

�XSLT 

� Maps source message format to target message format

� Copies the account number from source message body to target message body

� Copies the name from the source transient context to the target message body

The next couple of slides provide an example usage of the XSLT primitive.  In this 
scenario, a call to a service provider requires more information than the call coming in 
from the service requestor.  Specifically, the request contains only a customer number, 
and the service provider has in interface requiring both a customer name and customer 
number.  This is done using an XSLT primitive in conjunction with a Database Lookup 
primitive.  The mediation flow logic starts with the Database Lookup, which uses the 
customer number to look up a customer name from a database.  The customer name is 
placed into the transient context of the SMO by the Database Lookup.  Since the service 
provider always needs both the customer name and number it is considered an error 
condition if the lookup does not find the customer record.  Following the Database Lookup, 
the XSLT primitive maps the source message to the target message, changing the 
message type to match the operation being called on the service provider.  The account 

number is moved from the body of the source SMO to the body of the target SMO, while 

the name is moved from the transient context of the source SMO to the body of the target 
SMO.  
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XSLT – Example Usage

Lookup customer name in database 
and place in transient context

Transform format of message body and 
initialize with customer number and name

Fail – customer record not in database

XML Editor Source Target

Define mapping here
Drag source elements to 
target elements to define 
mapping

Overview of mappings
already defined 

Target Source

The top portion of this slide shows the mediation flow logic for the example scenario.  The 
input node is wired to a Database Lookup, which looks up the customer name using the 
customer number as the key.  The keyNotFound terminal is wired to a Fail primitive which 
will throw an exception.  If the lookup is successful, the flow goes to an XSLT primitive, 
which modifies the SMO to the format required by the service provider.  The bottom 
portion of the slide shows the XML Mapping editor.  The top portion of the editor is where 
the transformations are defined and the bottom portion shows the existing mappings. 
Notice that the customer ID has been moved from the body of the source to the body of 
the target, whereas the customer name has been moved from the transient context of the 
source to the body of the target, and that the source and target bodies contain different 
elements. 
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Summary 

�Examined the XSLT mediation primitive

�Overview of function

�Use of terminals

�Definition of properties

�Considerations for editing properties

�Error handling

�Example usage

XSLT

In summary, this presentation provided an overview of the XSLT primitive along with 
information about the primitive’s use of terminals and its properties.  The editing of 
properties for the XSLT primitive were presented in some detail. Finally, error handing 
characteristics were presented and an example usage of an XSLT primitive was provided. 
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