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INTRODUCTION

PURPOSE OF MANUAL

This manual provides the information and instructions necessary for mainte-
nance personnel to operate and maintain the Peripheral Processor, Texas
Instruments part number 921444-1. This manual is one of a series of man-
uals prepared for the Advanced Scientific Computer (ASC) system.

CONTENT

This manual consists of seven sections and appendices, divided into two
volumes. A brief description of each section is provided in the following
paragraphs.

SECTION I (VOLUME I) GENERAL DESCRIPTION

This section provides a brief functional description of the Peripheral Pro-
cessor, the manner in which the Peripheral Processor interfaces with the
ASC system, and the part the Peripheral Processor plays in the ASC system.
This section also contains a list of general operating characteristics, a brief
introduction to the instruction repertoire, and a paragraph on the unique
method of Peripheral Processor instruction processing.

SECTION II (VOLUME I) INSTALLATION

This section references the ASC System Installation Manual for Peripheral
Processor installation instructions. '-

SECTION III (VOLUME I) OPERATING INSTRUCTIONS

This section references the ASC Maintenance Console OMI for the controls
and indicators related to Peripheral Processor operations and the ECL
Regulators OMI for the controls and indicators associated with the Periph-
eral Processor power supply regulators.

SECTION IV (VOLUME I) PRINCIPLES OF OPERATION

This section provides both a general and detailed description of the Periph-
eral Processor theory of operation. Both descriptions are based on the
eight basic functional areas of the Peripheral Processor. The general de-
scription covers the eight functional areas at the block diagram level and the
detailed description is based on logic diagrams and detailed block diagrams.

XV S
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SECTION V (VOLUME II) MAINTENANCE
This section will be provided at a later date.
SECTION VI (VOLUME II) PARTS LISTING
This section will be provided at a later date.
SECTION VII (VOLUME II) DIAGRAMS
This section will be provided at a later date.
APPENDICES (VOLUME II)

This manual contains the following three appendices:
APPENDIX A - Peripheral Processor Transfer Tables
APPENDIX B - Communications Register File Map
APPENDIX C - External Maintenance System

xvi Advanced Scientific Computer



SECTION I
GENERAL DESCRIPTION

1-1 GENERAL

This manual provides operation and maintenance instructions for the Periph-
eral Processor (figure 1-1) manufactured by Texas Instruments Incorporated
as part of the Advanced Scientific Computer (ASC) system.

1-2 PURPOSE OF EQUIPMENT

The Peripheral Processor (PP) is a versatile multiprocessor designed to
control a variety of peripheral devices and perform management functions
for the ASC system. The primary device interfaces of a typical ASC system
are shown in figure 1-2. Within this configuration, the Peripheral Proces-

sor performs the following:
° Controls all ASC operations required to process User Programs
° Communicates with all peripheral devices
° Schedules tasks for the Central Processor

° Fulfills job requests that do not require the high arithmetic
capabilities of the Central Processor

o Provides central control for ASC operational checkout and
maintenance

The Peripheral Processor is readily adaptable to future changes in the
peripheral scheme due to the large file of Communications Registers that
provide the primary interface to the peripherals and the rich instruction
repertoire designed to control these Communications Registers.

1-3 EQUIPMENT OVERVIEW

The Peripheral Processor structure includes eight identical processors,
designated Virtual Processors (VP's), each capable of executing a separate
program from Central Memory or the Peripheral Processor Read Only
Memory. The Virtual Processors execute programs on a time-sharing
basis under the influence of a time slot table that allocates real time to 16
table entries, each approximately 85 nanoseconds long. The time slot table
is located in Communications Registers (CR's) eight and nine, as shown in
figure 1-3. As real time progresses, the time slots are examined in the
sequence shown in figure 1-3. Each time slot entry consists of an active
bit and a three-bit Virtual Processor identification code. The active bit is
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Figure 1-1. Peripheral Processor
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set to indicate when a Virtual Processor is to use the time slot for program
execution and the three-bit identification code identifies one of eight Virtual
Processors to perform the execution. The example in figure 1-3 is one case
of time slot assignment where each of the Virtual Processors is provided
with two execution periods for one pass through the time slot table. Any
other combination of Virtual Processor time slot assignments can be made;
however, if one Virtual Processor is assigned two consecutive time slots,
the second assignment will be voided due to hardware limitations.

One of the eight Virtual Processors is designated the master Virtual Proces-
sor and is assigned time slot zero. The master Virtual Processor then ex-
ecutes the Master Controller function (this includes making the initial time
slot assignments) of the ASC Operating System (software) and assigns the
remaining controller functions to other Virtual Processors. Any Virtual
Processor not assigned a block of the Operating System can be used to con-
trol the individual jobs required to execute ASC system jobs. This type of
job includes reading cards from one of the system card readers, printing
out a memory buffer on one of the line printers, or initializing a Central
Processor job. Virtual Processors not assigned work remain idle until
activated by the master Virtual Processor.

1-4 SYSTEM INTERFACE

The eight Virtual Processors that make up the Peripheral Processor inter-
face with the Central Processor and all other peripherals in the ASC system
through a group of 64 32-bit registers designated the Communications Reg-
ister (CR) file. Each hardware device in the system is assigned a portion of
the CR file as detailed in Appendix B of this manual. The assigned bits in
the CR file may be set or read by the associated peripheral devices (includ-
ing the Central Processor) and all CR file bits may be set or read by any of
the Virtual Processors.

The CR file provides the data paths for the paper peripheral devices and the
control interface between the Virtual Processors and all units in the system
(refer to figure 1-4). The CR file also monitors and processes system hard-
ware and software interrupts, holds control information necessary to exer-
cise the Peripheral Processor maintenance logic, and serves as the mainte-
nance interface with the system whereby Virtual Processors execute diagnos-
tic programs and monitor data, status, and control bits for each device in
the system.

1-5 FUNCTIONAL DESCRIPTION

The Peripheral Processor (PP) consists of eight identical Virtual Processors
(VP's) and the following major components that are time-shared by the VP's:
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° Arithmetic Unit

° Indexer

° Communications Register File
. Read Only Memory

° Single Word Buffer Controller
° Control

° Maintenance Logic

A simplified block diagram of the PP detailing the interfaces between the
major components is shown in figure 1-5. A brief description of each com-
ponent is given in the following paragraphs.

1-6 VIRTUAL PROCESSORS

The PP contains eight identical Virtual Processors (VP's), designated VPO
through VP7, used to execute the software necessary to control all ASC sys-
tem operations.

The VP's execute their respective code according to the time-sharing meth-
od provided by the time slot table (described in the equipment overview para-
graph of this section). Since only one of the eight VP's can be active at any
given time, the other seven major components of the PP can be time-shared
between the eight VP's. The net effect is eight separate processors, but
with a considerable savings in logic.

Each VP has a large instruction repertoire (219 basic instructions and one
no-operation instruction) and employs three-level instruction look-ahead to
facilitate high-speed instruction processing. The instruction word retrieved
from either Central Memory or Read Only Memory is 32 bits, but is expanded
to 64 bits within each VP prior to instruction execution. Each of the VP's
consists of the following register types:

° Program Counter Register

° Next Instruction Register

. Instruction Register

° Virtual Processor Register File
. Central Memory Base Register

° Single Word Buffer Address Register
° Single Word Buffer Data Register

Figure 1-6 ties all of the VP register types together, along with some of the
other major PP components. The Program Counter (PC) is a 32-bit register
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used to hold the address of the next instruction to be retrieved from Central
Memory or Read Only Memory. The program counter is updated by the In-
dexer during each active time slot period to point to the next sequential in-
struction in the executing program. The Single Word Buffer Address (SWBA)
register is a 32-bit register used to hold the address necessary to access
Central Memory. The SWBA accepts PC data during the normal instruction
acquisition process and PP Control data via the Arithmetic Unit when the
executing instruction requires use of Central Memory for a store, load, or
branch type instruction. The Single Word Buffer Data (SWBD) register is a
32-bit register that provides temporary storage of data being written to or
read from Central Memory. The SWBD accepts data from Central Memory
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via the Single Word Buffer Controller when a read operation is being per-
formed or from the VP register addressed by PP Control via the Arithmetic
Unit when a write operation is being performed. When a write is executed,
the SWBD data is input to the Single Word Buffer Controller and eventually,
Central Memory. When a read is executed, the SWBD data is distributed to
the Indexer (for Instruction Register address development) and Arithmetic
Unit (for arithmetic and load type operations).

The Next Instruction Register (NIR) is a 32-bit register used to hold instruc-
tions retrieved from Read Only Memory prior to their transfer to the Instruc-
tion Register via the Indexer. The Instruction Register (IR) is a 64-bit reg-
ister used to hold the expanded instruction developed by the Indexer. The
expanded instruction contains the control information necessary for execution,
and is input to PP Control when the associated VP is active. The Virtual
Processor Register (VPR) file consists of four 32-bit registers, designated
VPRO through VPR3, used as general purpose accumulator registers. The
VPR file is different from the other VP registers in that they can be ad-
dressed on the byte, halfword, or word level. The Central Memory (CM)
Base register is a 24-bit register located in the Communications Register
file and used to hold a base value for base relative address development.

1-7 ARITHMETIC UNIT

The Arithmetic Unit (AU) is time shared by the eight Virtual Processors to
perform addition, subtraction, logical functions (AND, OR, EXCLUSIVE

OR, and EQUIVALENCE), data shifting, data testing, and bit setting and re-
setting. The AU is capable of handling two 32-bit words at one time (for
addition, subtraction, and logical functions) or a single 32-bit word and oper-
ating on it down to the bit level. The data handled by the AU is supplied by
the active VP and the operation performed is under direction of PP Control.
The AU accepts one operand from the VPR file and a second operand from a
different VPR, a Communications Register, or the SWBD.

1-8 INDEXER

The Indexer is time shared by the eight Virtual Processors to perform Pro-
gram Counter (PC) indexing and to develop addresses for the Instruction
Register (IR). The PC related portion of the Indexer increments the current
PC value by one during the normal instruction acquisition process, decre-
ments the current PC value by one when the address of the next instruction
needs to be saved (this is due to the three-level look-ahead feature of the
PP), or decrements the current PC value by two when an interrupt occurs
(this is done so that the instruction following the interrupted instruction is
not skipped). The IR address development portion of the Indexer adds vari-
ous combinations of the PC, CM base register, NIR, SWBD, and VPR file
under the influence of PP control to develop source, destination, and effec-
tive addresses for the IR. This address development is the primary reason
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for the expansion of the 32-bit SWBD or NIR instruction to the 64-bit IR in-
struction.

1-9 COMMUNICATIONS REGISTER FILE

The Communications Register (CR) file consists of 64 32-bit registers ac-
cessible to all eight Virtual Processors. Each of the 64 CR's can be ad-
dressed down to the bit level. The CR file holds the necessary data to pro-
vide the PP/ASC system interface, maintenance control for the PP, system
interrupt monitoring and control, VP time slot and priority assignments
(each VP is assigned a high or low priority for use in honoring CM access
requests), real time clock information, CM base operands, and temporary
storage as required by the PP for normal operation.

1-10 READ ONLY MEMORY

The Read Only Memory (ROM) is time shared by the eight Virtual Processors
to reduce Central Memory requirements by providing storage for up to 4K of
32 -bit instructions, used primarily for control programs associated with input/
output devices of the ASC system. The ROM is extremely fast (25 nanosec-
ond access time) and is addressed by the PC under the influence of PP Con-
trol. The memory is organized into 16 256 -word modules, so that portions

of the contained programs can be modified without complete refabrication of
the memory.

1-11 SINGLE WORD BUFFER CONTROLLER

The Single Word Buffer Controller (SWBC) is time shared by the eight Vir-
tual Processors to provide an interface to the Memory Control Unit (MCU)
and Central Memory (CM) for CM read and write operations. The SWBC ac-
cepts memory access requests from the active VP (assuming the active VP
does not already have a request pending), notifies the MCU when a request
is present, and provides a data and address path to CM to execute the highest
priority request under direction of the MCU. The SWBC/MCU interface
honors all VP's assigned a high priority on a first come, first served basis,
and then honors all VP's assigned a low priority in the same manner. The
ASC Operating System (software) is responsible for making the priority as-
signments.

1-12 CONTROL

The PP Control is time shared by the eight Virtual Processors to provide
the controls and enables necessary to develop and execute PP instructions.
The center of PP control, the Main Instruction Register (MIR), holds the IR
of the active VP for the duration of the assigned time slot so the Control
logic can expand the IR to 256 bits and distribute the resulting control signals
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throughout the PP. PP Control constantly monitors the CR file for reported
interrupts and the SWBC for the status of the active VP when generating the
controls and enables for instruction execution. The normal operation of the
PP Control logic can be disabled by the Maintenance Logic, for example,
when a VP or the ASC Maintenance Console operator places some portion of
the PP under test. When some portion of the PP is placed under test, the
Maintenance Logic replaces the IR of the active VP as the source of control
data.

1-13 MAINTENANCE LOGIC

The PP Maintenance Logic provides a means of checking the operation of the
other seven major components of the PP (VP's, AU, Indexer, CR file, ROM,
SWBC, and PP Control). In addition, when the PP is operating normally
(versus the test mode when some portion of the PP is under test), primary
functions of the Maintenance Logic include supplying the PP with the active
VP code (VP code is the number associated with a VP) and the priority of the
active VP as it relates to the SWBC. Control of the PP Maintenance Logic

is provided by a group of registers in the CR file called maintenance regis-
ters. The method of entering data in the maintenance registers is controlled
by the ASC Maintenance Console. When the manual mode of operation is se-
lected, the operator enters data directly into the maintenance registers via
the console. When the semi-automatic mode of operation is selected, a card
reader supplies data to the maintenance registers. When the automatic mode
of operation is selected, an active VP supplies data to the maintenance regis-
ters. The maintenance command repertoire can be used in any of these
three methods and is versatile enough to completely check the PP.

1-14 INSTRUCTION REPERTOIRE

The Peripheral Processor instruction repertoire applies to all eight VP's.
There are 219 basic instructions (and one no-operation instruction) that fall
into one of the following major instruction groups:

° Stores
™ Loads
° Arithmetic

° Logical

° Compare and skip
° Unconditional branches
° Stack

° Set/reset CR bits

° Test CR bits and skip
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° Shifts
e Test CR bits, set/reset, and skip
° Increment/decrement and test conditional branches
° Arithmetic conditional branches
° Miscellaneous
A listing of the instruction types and the data handled within each of these

major groups is provided in table 1-1.

1-15 INSTRUCTION FORMAT

The basic Peripheral Processor instruction consists of 32 bits divided into
four fields, as shown in figure 1-7. The operation code field (op-code, bits
0 through 7) is an 8-bit code, usually represented as a two-character hexa-
decimal (base 16) number, used to identify one of 220 (including the no-oper-
ation instruction) valid instructions. FEach of the instructions is assigned a
unique hardware mnemonic (versus the software mnemonics listed in table
1-1 that group instructions together when they perform the same operation
with different data sources) but can be grouped with other instructions, as
shown in the transfer tables in appendix B, when the execution steps involved
are examined.

The R field (bits 8 through 11) is a 4-bit code used to specify a VPR or CR

at the word, halfword, or byte level, depending on the accompanying op-
code. When a VPR needs to be specified, the R field is all that is necessary.
When a CR needs to be specified, the R field must be added to byte 3 of VPR3
so that all 64 CR's can be addressed down to the byte level (the 4-bit R field
can only address four 32-bit words to the byte level by itself). The R field
also serves as a mask for some instructions when bits within a CR half byte
(hex) need designating. '

The T field (bits 12 through 15) is four bits in length and is used to specify
both indirect addressing and whether a VPR halfword is to be added to the
quantity designated by the N field (this add operation is referred to as index-
ing). Since only eight VPR halfwords are available to any one VP, only the
three least significant bits of the T field are used to specify a VPR halfword
and the most significant bit is used to indicate when the current instruction
is indirect. The three least significant bits set to zero reflects no indexing,
rather than indexing with the left half of VPRO. The left half of VPRO can
not be used for indexing.

The N field (bits 16 through 31) consists of 16 bits used to specify an imme-
diate operand, Central Memory address, ROM address, branch address,
VPR, or CR, depending on the accompanying op-code.
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Table 1-1. Peripheral Processor Instructions

Group/Softv-vare Description
Mnemonic . .
Store Instructions
g CM *
ST Store word from VPR or(~ to { VPR or
CR
CR
STA Store word from VPR to CM absolute
VPR or VPR or
STH Store halfword from {CR } o {CR ]
VPR or VPR or
STB Store byte from {CR } {CR }
STL Store from {Z;DR or} to left half CM
STR Store from {ZII:R or} to right half CM
STF Store file from VPR to CM

Load Instructions

' CM
LD Load word to VPR from { VPR or
‘ CR
CR
LDA Load word to VPR from CM absolute
LDI Load immediate word into {ZII:R or }
VPR or VPR or
LLDH Load halfword to {CR } from {CR }
LLDHI Load immediate halfword into {\C[II{DR or}
VPR or VPR or
LDB Load byte to {CR } from {CR }
v
LDBI Load immediate byte into {CE}ZR °r}
*VPR - Virtual Processor Register CM - Central Memory
CR - Communication Register
1-14
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Table 1-1. Peripheral Processor Instructions (Continued)
Group/Softv'vare Description
Mnemonic '
IL.oad Instructions (continued)
LDL Load to {ZgR or } from left half CM
LDR Load to { X;’R or } from right half CM
LDF Load file from CM to VPR

Arithmetic Instructions

AD

ADI
ADH
ADHI
ADB
ADBI
ADL
ADR

SU

SUI
SUH
SUHI
SUB
SUBI
SUL
SUR

CM or

VPR } to VPR

Add word from {

Add immediate word to VPR
Add halfword in VPR to VPR
Add immediate halfword to VPR
Add byte in VPR to VPR

Add immediate byte to VPR
Add left half in CM to VPR

Add right half in CM to VPR

CM or

VPR } from VPR

Subtract word in {

Subtract immediate word from VPR
Subtract halfword in VPR from VPR
Subtract immediate halfword from VPR
Subtract byte in VPR from VPR
Subtract immediate byte from VPR
Subtract left half in CM from VPR
Subtract right half in CM from VPR

Logical Instructio

ns

OR

CM
VPR or
CR

Loogical OR word in { to VPR
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Table 1-1. Peripheral Processor Instructions (Continued)

Group/Softv.vare Description
Mnemonic '
Logical Instructions (continued)
ORH Logical OR halfword in [zgR °r} to VPR
ORHI Logical OR immediate halfword to VPR
A%
ORB Logical OR byte in ciR Or} to VPR
ORBI Logical OR immediate byte to VPR
ORL Logical OR left half in CM to VPR
ORR Logical OR right half in CM to VPR
CM
EX Logical exclusive OR word in { VPR or; to VPR
CR
EXH Logical exclusive OR halfword in {ZEI:R or ; to VPR
EXHI Logical exclusive OR immediate halfword to VPR
' v
EXB Logical exclusive OR byte in {CII:R °r} to VPR
EXBI Logical exclusive OR immediate byte to VPR
EXL Logical exclusive OR left half CM to VPR
EXR Logical exclusive OR right half CM to VPR
CM
AN Logical AND word in { VPR or | to VPR
CR
ANH Logical AND halfword in \C[;)R or } to VPR
ANHI Logical AND immediate halfword to VPR
ANB Logical AND byte in {ZEI:R °or } to VPR
ANBI Logical AND immediate byte to VPR
ANL Logical AND left half in CM to VPR
ANR Logical AND right half in CM to VPR
1-16
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Table 1-1. Peripheral Processor Instructions (Continued)

Group/Softv.vare Description
Mnemonic '
TLoogical Instructions (continued)
CM
EQ Logical EQUIVALENCE word { VPR or ; to VPR
CR

EQH Logical EQUIVALENCE halfword {ZER or } to VPR
EQHI Logical EQUIVALENCE immediate halfword to VPR
EQB Logical EQUIVALENCE byte {Z;)R or} to VPR
EQBI Logical EQUIVALENCE immediate byte to VPR
EQL Logical EQUIVALENCE left half CM to VPR
EQR Logical EQUIVALENCE right half CM to VPR
Compare and Skip Instructions

CM
CE Compare word { VPR or } to VPR, skip if equal

CR
CEI Compare immediate word with VPR, skip if equal

A\

CEH Compare halfword { CllD:\)R or} to VPR, skip if equal
CEHI Compare immediate halfword with VPR, skip if equal
CEB Compare byte {ZIER or} to VPR, skip if equal
CEBI Compare immediate byte with VPR, skip if equal
CEL Compare left half of CM to VPR, skip if equal
CER Compare right half CM to VPR, skip if equal

CM
CN Compare word { VPR or ) to VPR, skip if not equal

CR
CNI Compare immediate word with VPR, skip if not equal
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Table 1-1. Peripheral Processor Instructions (Continued)

Group/Softv.vare Description
Mnemonic '
Compare and Skip Instructions (continued)
VPR
CNH Compare halfword {CR or } to VPR, skip if not equal
CNHI Compare immediate halfword with VPR, skip if not
equal
v
CNB Compare byte [ CII:R or] to VPR, skip if not equal
CNBI Compare immediate byte with VPR, skip if not equal
CNL Compare left half CM to VPR, skip if not equal
CNR Compare right half CM to VPR, skip if not equal
Unconditional Branch Instructions
BC Branch unconditionally to CM, base relative
BCS Branch unconditionally to CM relative base, save PC
in VPR
BCA Branch unconditionally to absolute CM
BCAS Branch unconditionally to CM absolute, save PC in
VPR
BPC Branch unconditionally to CM, relative PC
BPCS Branch unconditionally to CM, relative PC, save PC
in VPR
BR Branch unconditionally to ROM
BRS Branch unconditionally to ROM, save PC in VPR
BRSM Branch unconditionally to absolute ROM, save PC in
fixed CM location
Stack Instructions
PUSH Push word from VPR into stack
PULL Pull word from stack into VPR
MOD Modify stack
1-18
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Table 1-1. Peripheral Processor Instructions (Continued)
Group/Software _
. Description
Mnemonic '

Set/Reset CR Bits

Instructions

VPS
VPR
VPTO
VPTZ
SL
SR

RL
RR

Set VP flag in CR
Reset VP flag in CR

Test VP flag in CR, skip if equal to one

Test VP flag in CR, skip if equal to zero

Set mask bits in left half of CR byte

Set mask bits in right half of CR byte

Reset mask bits in left half of CR byte

Reset mask bits in right half of CR byte

Test CR Under Mask and Skip Instructions

TOL

TOR

TZL

TZR

TAOL

TAOR

TAZL

TAZR

Shift Instructions

SHL
SHA
SHC

Test under mask for
and skip if true

Test under mask for
and skip if true

Test under mask for
and skip if true

Test under mask for
and skip if true

Test under mask for
and skip if true

Test under mask for
and skip if true

Test under mask for
and skip if true

Test under mask for
and skip if true

any ones in left half of CR byte
any ones in right half of CR byte
any zeros in left half of CR byte
any zeros in right half of CR byte
all ones in left half of CR byte
all ones in right half of CR byte
all zeros in left half of CR byte

all zeros in right half of CR byte

Shift logical word in VPR

Shift arithmetic word in VPR

Shift cyclic word in VPR
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Table 1-1. Peripheral Processor Instructions (Continued)
Group/Software Description

Mnemonic

Test CR Bits, Set

/Reset, and Skip Instructions

TSZL

TSZR

TSOL

TSOR

TRZL

TRZR

TROL

TROR

Test under mask for any zeros in left half of CR byte
and set; then skip if true

Test under mask for any zeros in right half of CR
byte and set; then skip if true

Test under mask for any ones in left half of CR byte
and set; then skip if true

Test under mask for any ones in right half of CR byte
and set; then skip if true

Test under mask for any zeros in left half of CR byte
and reset; then skip if true

Test under mask for any zeros in right half of CR byte
and reset; then skip if true

Test under mask for any ones in left half of CR byte
and reset; then skip if true

Test under mask for any ones in right half of CR byte
and reset; then skip if true

Increment/Decrement and Test Conditional Branch Instructions

IBZ
IBN

DBZ
DBN

Arithmetic Condit

Increment VPR by one; branch if result equal to zero

Increment VPR by one; branch if result not equal to
Zero

Decrement VPR by one; branch if result equal to zero
Decrement VPR by one; branch if result not equal to

zero

ional Branch Instructions

TZ

TZH

word arithmetically; branch if equal

to zero

VPR or
CR

Test {

Test {

halfword arithmetically; branch if

VPR or
equal to zero

CR
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Table 1-1. Peripheral Processor Instructions (Continued)
GI‘OUP/SOftV.vare Description
Mnemonic :

Arithmetic Conditional Branch Instructions (continued)

TZB Test VPR or | byte arithmetically; branch if equal to
CR zZero

TN Test VPR or( word arithmetically; branch if not
CR equal to zero

TNH Test VPR or | halfword arithmetically; branch if not
CR equal to zero

TNB Test VPR or ( byte arithmetically; branch if not
CR equal to zero

TP Test VPR or ( word arithmetically; branch if greater
CR than or equal to zero

T PH Test VPR or ( halfword arithmetically; branch if
CR greater than or equal to zero
VPR or ( byte arithmetically; branch if

TEE Test CR } greater than or equal to zero

™™ Test VPR or { word arithmetically; branch if less
CR than zero

TMH Test VPR or ( halfword arithmetically; branch if less
CR than zero

TMB Test VPR or | byte arithmetically; branch 1f less than
CR zero

Miscellaneous Instructions

LDEA
ANAZ
POLL
EXEC
LDMB
NOP

Load effective address into VPR

Analyze CM

Poll CR and set VPR

Execute CM

Load VP base from VPR

No operation
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Figure 1-7. Peripheral Processor Instruction Format

1-16 DATA FORMATS

The Peripheral Processor handles data at the word (32 bits), halfword (16
bits), and byte (8 bits) levels and encounters the indirect cell format when
an instruction (or other indirect cell) specifies indirect addressing. Figure
1-8 presents all four of these types of formats. The sign bits used in the
word, halfword, and byte formats reflect whether the associated data is
positive or negative (in two's complement form). When any of these three
formats is involved in an arithmetic operation, any overflow conditions are
ignored. The Peripheral Processor is also capable of addressing CR file
data down to the individual bits, but this is only for testing and setting/re-
setting purposes (the smallest unit of data that can be transferred between
registers is the byte).

The most significant bit of the indirect cell is used during the terminal (last)
level of indirect addressing to reflect the source (Central Memory or ROM)
of a branch address. The T field in the indirect cell serves the same pur-
pose as the T field in the instruction format, and the 24-bit address field
specifies the base operand address subject to modification by the T field.
The operand address developed from the indirect cell always references
Central Memory, whereas the first level of indirect addressing from the
instruction format can reference a CR, VPR, or Central Memory.
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Figure 1-8. Peripheral Processor Data Formats

1-17 INSTRUCTION PROCESSING

Each of the active Virtual Processors retrieves, expands, and executes
program instructions residing in either Central Memory (CM) or ROM in

a continuous three-step procedure. Refer to the Virtual Processor (VP)
block diagram (figure 1-6) during the following discussion. The first step,
addressing the instruction to be retrieved, involves operation of the Program
Counter (PC). When an instruction terminates in the VP on which this dis-
cussion is based, the PC address is input to either ROM or the Single Word
Buffer Address (SWBA) Register, under the influence of PP Control. ROM
responds to the address by supplying the Next Instruction Register (NIR) with
an instruction and CM responds to the read request from the Single Word Buf-
fer Controller (SWBC) and the SWBA address by supplying the Single Word
Buffer Data (SWBD) Register with an instruction. When another instruction
terminates, the second of three steps (instruction expansion) occurs. The
retrieved instruction, from either the NIR or SWBD, combines with the
Indexer and PP Control to develop the state, control flags, and address in-
formation necessary for execution of the first step of the instruction. All of
this data is input to the Instruction Register (IR) for the third step (instruc-
tion execution). At the next active time slot, the IR data is input to PP Con-
trol, where the instruction is expanded again to perform the execution step.
If the instruction requires more than one step (as is the case with most of
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the PP instructions due to their involvement), PP Control updates the IR so
that the next step will be executed at the next active time slot. When the last
step of an instruction is executed by PP Control, the VP is notified so that a
new instruction can be expanded into the IR, the following instruction can be
retrieved from one of the two memories, and the third succeeding instruction
can be addressed by the PC. In this manner, all of the active VP's are able
to maintain a continual flow of instructions so that little time is wasted in
program execution.

1-18 GENERAL CHARACTERISTICS

A condensed listing of Peripheral Processor general characteristics is pro-
vided in table 1-2.

Table 1-2. Peripheral Processor General Characteristics

° Eight medium-power time-shared processors (called Virtual Pro-
cessors)

° Provides system control via ASC Operating System (software)
° Interfaces with ASC system via group of 64 Communications Registers

° Contains 364 synchronizers for asynchronous operation with periph-
eral devices

° Contains built-in maintenance logic to facilitate checkout and trouble-
shooting

. Implemented with ECL2500 series high-speed logic (logic 0 = +400mv,
logic 1 = -400mv)

° Constructed with multilayer etched motherboards and plug-in multi-
layer printed wiring boards

° Basic 32-bit instruction, expanded to 64 bits at execution

° Versatile data-handling instruction set of 219 basic instructions and
one no-operation instruction

° Capable of handling and operating on data in 32, 16, 8, and 1-bit
groups

° Performs following arithmetic operations:
° Addition
° Subtraction (2's complement)
° Logical AND, OR, EXCLUSIVE OR, and EQUIVALENCE
o Shifts

e  Bit setting/resetting
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Table 1-2. Peripheral Processor General Characteristics (Continued)

° Two priority levels for Virtual Processor access requests to Central
Memory

° Monitors and processes following types of interrupts:
e System A/C power failure
° Pressing of Operator's Console STOP button
° Central Memory parity error
° Central Memory protect violation
° Disc protect violation
° Illegal Peripheral Processor instruction
° Central Processor interrupt
° Clock rate of 85 nanoseconds

° Contains 4K by 32 bits of Read Only Memory with 25 nanoseconds
access time

° Relies on asynchronous interface with Central Memory for primary
instruction source

1-19 PHYSICAL DESCRIPTION

The Peripheral Processor consists of two Emitter Coupled Logic (ECL)
columns in the ASC system complex. Each ECL column contains three
motherboards, with a maximum of 22 logic cards per motherboard, and a
voltage regulator. Figure 1-9 illustrates the placement of the two ECL
columns, the six motherboards and their associated logic cards, and the
voltage regulators. Figure 1-10 shows the actual logic card locations on

the six motherboards. Table 1-3 groups the logic cards with the eight major
Peripheral Processor components.

The motherboards are multilayer etched boards with 22 connectors designed
to accept plug-in multilayer logic cards. The logic card connectors mounted
in the motherboards have pins that extend through to the back of the mother-
boards for use as oscilloscope connections. The input/output lines for the
motherboards are handled by 24 pin card edge connectors usually referred
to as ""spade' connectors. The wiring to the spade connectors is all coaxial
and is routed around the motherboards to provide access to the pins on the
back. The portion of this coax harness that provides input/output to the
Peripheral Processor is routed to either of the two ECL column side panels
(usually referred to as '"bulkheads').
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Motherboard Motherboards
Locations CROMB PCMB CR2MB
LA TERMCARD
LB INDEXERI(1)
LC CRCELLY INDEXER(0) CRBASE?2
LD PBOCRDI(0) PCCARDA(T) PB2CRD(0)
LE CRCELLO(0) PCCARDA(6) CRCELLZ2(0)
LF CRCELLO(1) PCCARDA(5) CRCELL2(1)
LG PBOCRD(1) PCCARDA(4) PB2CRD(1)
LH CRCELLO0(2) PCCARDAI(3) CRCELL2(2)
LI CRCELLO(3) PCCARDA(2) CRCELL2(3)
LJ PBOCRD(2) PCCARDA(1) PB2CRDI(2)
LK CRCELLO(4) PCCARDA(0) CRCELL2(4)
LL CRCELLO(5) PCCTL CRCELIL2/5)
LM PBOCRD(3) SWBASY PB2CRD(3)
LN CRCELLO0(6) SWBSYNC CRCELL2(6)
L.O CRCONTO PPCTIL2 CRCONT?2
LP MLCTL PPCTLI ML.2
O ROMCRD(8) MIRMRGB ROMCRDI(12)
LR ROMCRDI(9) IRCARD(3) ROMCRD(13)
LS ROMCRD(4) IRCARDI(2) ROMCRD(6)
LT CRROMRG(0) IRCARD(1) CRROMRG(2)
LU CRMIRLDR IRCARD(0)
Lv TERMCARD
Figure 1-10. Peripheral Processor Logic Card Locations (Sheet 1 of 2)
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Motherboard Motherboard

Locations CR1MB VPRMB CR3MB
LA TERMCARD
LB ROMCRD(3)
LC CRBASE1 ROMCRD(2) CRBASE3
LD PB1CRD(0) ROMCRD(1) PB3CRD(0)
LE CRCELLI1(0) ROMCRD(0) CRCELL3(0)
LF CRCELLI(1) ROMMRG CRCELL3(1)
LG PB1CRD(1) PPAUCD(3) PB3CRDI(1)
LH CRCELL1(2) PPAUCD(2) CRCELL3(2)
LI CRCELLI1(3) PPAUCD(1) CRCELL3(3)
LI PBICRD(2) PPAUCD(0) PB3CRD(2)
LK CRCELL1(4) CONTAU CRCELL3(4)
LL CRCELLI1(5) AU2XFER CRCELL3(5)
LM PB1CRD(3) VPRCONT PB3CRD(3)
LN CRCELLI1(6) VPRCARD(7) CRCELL3(6)
LO CRCONT1 VPRCARD(6) CRCONT3
LP MLl(i) VPRCARD(5) ML1(0)
LO ROMCRD(10) VPRCARD(4) ROMCRD(14)
LR ROMCRD(11) VPRCARD(3) ROMCIiD(lS)
LS ROMCRD(5) VPRCARD(2) ROMCRD(7)
LT CRROMRG(1) VPRCARD(1) CRROMRG(3)
LU LOGCLK VPRCARD(0)
Lv TERMCARD

Figure 1-10. Peripheral Processor Logic Card Locations (Sheet 2 of 2)
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Table 1-3. Peripheral Processor Logic Card Functions
PP PP
Logi .
Component ogic Cards Component Logic Cards
Virtual CRBASE(1-3) Communications | CRMIR LDR
Processors | IRCARD(0-3) Register File CRCONT(0-3)
PCCARDA(0-7) CRCELLY

VPRCARD(0-7)

CRCELLO(0-6

)
AU2XFER CRCELLI1(0-6)
CRCELL2(0-6)
Arithmetic | CONTAU CRCELLS3(0-6)
Unit PPAUCD(0-3) PBOCRD(0-3)
PB1CRD(0-3)| Patch-
Indexer INDEXER(O, 1) PB2CRD(0-3)| boards
PB3CRD(0-3)
Read Only | CRROMRG(0-3)
Memory ROMCRD(0-15) Single Word SWBSYNC
ROMMRG Buffer SWBASY
Controller
PP PCCTL
Control PPCTLI1 Maintenance MLCTL
PPCTL2 Logic ML1(0,1)
VPRCONT ML2
IRCARD(0-3) MIRMRGB

1-20 INTEGRATED CIRCUIT TYPES

The Peripheral Processor is implemented with the ECL logic set shown in

figure 1-11.

Refer to appendix E of the ASC System Manual for System No.

2 (Texas Instruments Incorporated part number 930005-1) for the Boolean

equations and truth tables describing operation of the individual logic modules.
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SECTION II
INSTALLATION
2-1 GENERAL

Installation instructions for the Peripheral Processor are provided in the
ASC System Installation Manual, part number 929980-1.
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SECTION III
OPERATING INSTRUCTIONS

3-1 GENERAL

The two ECL columns that comprise the Peripheral Processor have no con-
trols and indicators other than those associated with the ECL power supply
regulators located on the lower front portion of both ECL columns. Refer
to the ECL Regulators OMI, part number 930194-1, for a description of the
regulator controls and indicators.

Control of Peripheral Processor operations is provided by the ASC Mainte-
nance Console. The external maintenance system described in appendix C
of this manual contains a brief introduction to the ASC Maintenance Console
controls and indicators and how they affect the Peripheral Processor. For
a more detailed discussion of the ASC Maintenance Console, refer to the
ASC Maintenance Console OMI, part number 930009-1.
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SECTION IV
PRINCIPLES OF OPERATION

4-1 GENERAL

This section provides both a general and detailed description of the Periph-
eral Processor (PP) theory of operation. Descriptions of the PP instruc-
tion repertoire, instruction processing, and instruction transfer table usage
are also included in this section. The general description presented first is
based on the PP detailed block diagram in figure 4-1, but is supplemented
with additional diagrams covering the more involved components of the PP.
Next, the instruction repertoire and instruction processing relate the hard-
ware mentioned in the general description to the instruction set and the
unique method of instruction development. The transfer table introduction
provides a basic understanding of instruction execution and the capability to
trace the data paths involved. A detailed description, accompanied by sim-
plified block diagrams, timing diagrams, flow charts, logic diagrams, and
transfer tables, is presented last. This section should be used with the PP
logic card set provided in Section VII of this manual.

4-2 GENERAL DESCRIPTION

The Peripheral Processor (PP) is composed of the following eight major
components:

° Virtual Processors

. Arithmetic Unit

. Indexer

° Communications Register File
° Read Only Memory

° Single Word Buffer Controller
° Control

° Maintenance Logic

The data path relationships between the PP components are shown in the PP
detailed block diagram of figure 4-1. Distribution of the control necessary
for PP operation is not shown in figure 4-1 (for simplicity); however, the
control paths are discussed in detail in the detailed description of the PP
control. The shaded blocks in figure 4-1 represent data buses that multi-
plex several inputs to a single output. An example of this is the Instruction
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Register Bus (IRB), used to enable the Instruction Register (IR) of the active
Virtual Processor (VP) to the Main Instruction Register (MIR). Figure 4-1
shows only one input to IRB from one IR, when in reality there are eight in-
puts to IRB (one input for each of the eight IR's) with an associated control
consisting of the active VP code (number of the active VP),

Figure 4-1 also contains hardware location information in the form of digits
ranging from 1 to 12, in parenthesis next to each data bus and inside each
functional block. These location digits are keyed to the ECL card location
index on the left side of the detailed block diagram. The location of these
cards in the PP ECL columns can be found by referring to the ECL card lo-
cation map in Section I of this manual.

4-3 VIRTUAL PROCESSORS

The eight identical Virtual Processors (VP's) of the PP, designated VPO
through VP7, each consist of the following registers and their associated
loading and distribution logic:

° Program Counter Register

° Next Instruction Register

° Instruction Register

° Virtual Processor Register File
° Central Memory Base Register

° Single Word Buffer Address Register
° Single Word Buffer Data Register

Each of the eight VP's shares the other seven components of the PP via the
time sharing method described in the equipment overview in Section I of this
manual. In figure 4-1, one block represents eight of a given type of regis-
ter (there are seven types). Each of eight VP's uses one register from each
block. The following paragraphs describe each VP register type.

4-4 PROGRAM COUNTER REGISTER. The Program Counter (PC) is a
32-bit register used to address instructions in the Read Only Memory (ROM)
or Central Memory (CM). Bit 0 of the PC specifies the memory source (CM
or ROM) and bits 8 through 31 identify the instruction in the specified source.
The eight PC's exist on the PCCARDA(0-7) cards, with four bits of each PC
on every PCCARDA card as shown in figure 4-2.

The mode bit (bit 0) of the PC is supplied by PP control and the memory ad-
dress is supplied by the PC indexer (part of the Indexer). The PC value is
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then distributed to the PC indexer (for indexing to the next sequential instruc-
tion), the TN field indexer (for address development of PC relative instruc-
tions), the Single Word Buffer Address register (SWBA, for CM access),
ROM, and the Main Data Bus (MDB, for PC saving instructions), all under
direction of PP control.

4-5 NEXT INSTRUCTION REGISTER. The Next Instruction Register (NIR)
is a 32-bit register used, primarily, to hold instructions retrieved from
ROM prior to their transfer to the Instruction Register (IR). The NIR is

also used for temporary storage of the Single Word Buffer Data register
(SWBD) instruction when the SWBD is required to interface with CM during
the execution of an instruction. The eight NIR's exist on the PCCARDA(0-7)
cards, with four bits of each NIR on every PCCARDA card as shown in figure
4-2. The NIR accepts ROM or SWBD data, under direction of PP control,
and distributes the loaded value to both the TN and R field indexers (for
source, destination, and address development).

4-6 INSTRUCTION REGISTER. The Instruction Register (IR) is a 64-bit
register used to hold the control information necessary to execute a step of
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/% - ////////
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/ SWBA // //5
W <
/// SWBD Ve 2
‘_0‘/4, 4-7 8-11 12—15l1 6—19 20— 23 24— 2728—3 vPo EACH PCCARDA CONTAINS
PCCARDA(0) PCCARDA(7) 4 BITS OF EACH PC, NIR,

SWBA , AND SWBD FOR
ALL 8 VP's,

(A) 124728

Figure 4-2. PCCARDA(0-7) Registers
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an instruction. The control information includes the op-code, state, source,
destination, special control flags, and effective address. The op-code iden-
tifies the type of instruction (store, load, etc.); the state sequences the in-
struction through its various steps; the source (when used) identifies a Com-
munications Register (CR) or Virtual Processor Register (VPR) used in a
data transfer; the destination (when used) identifies a CR or VPR used in a
data transfer; the special control flags provide miscellaneous control (next
instruction source (SWBD or NIR) indicator, interrupt cycle initiation, etc.);
and the effective address (when used) provides a CM or ROM address, im-
mediate data, or possibly a shift count as mentioned in the Arithmetic Unit
detailed description. The eight IR's exist on the IRCARD(0-3) cards, with
16 bits of each IR on every IRCARD (bits 0-15 on IRCARD(0), bits 16-31 on
IRCARD(1), bits 32-47 on IRCARD(2), and bits 48-63 on IRCARD(3)).

The IR accepts op-code, state, and control flag data from PP control, source
and destination data from the TN or R field indexers, and effective address
data from the TN field indexer or the Arithmetic Unit (if a shift instruction

is involved). The loaded IR data is then input to PP control to direct execu-
tion of the instruction.

4-7 VIRTUAL PROCESSOR REGISTER FILE. The Virtual Processor Reg-
ister (VPR) file consists of four 32-bit registers, designated VPRO through
VPR3, used as general purpose accumulator registers. The eight sets of
the VPR file are located on the VPRCARD(0-7) cards, with each card con-
taining four bits of the VPR file for all eight VP's (refer to figure 4-3). The
VPR file accepts data from the Arithmetic Unit (AU) and distributes data to
the TN and R field indexers (for source, destination, and effective address
development) and to the AU (for arithmetic operations and data transfers to
other areas of the PP).

4-8 CENTRAL MEMORY BASE REGISTER. The Central Memory (CM)
Base Register is a 24-bit register, located in the Communications Register
(CR) file and used to hold a base value for base relative instructions. The
CM Base Registers for VPO through VP7 are located in bits 8 through 31 of
the first eight CR's. A byte of each of the eight CM base Registers is lo-
cated on each of the three CRBASE cards (bits 8-15 on CRBASE1, bits 16-23
on CRBASE2, and bits 24-31 on CRBASE3). The CM Base Register accepts
data from the AU and distributes the CM base value to the TN field indexer
(for address development of base relative instructions) and the Main Data
Bus (MDB, for CR file read operations).

4-9 SINGLE WORD BUFFER ADDRESS REGISTER. The Single Word Buf-
fer Address (SWBA) register is a 32-bit register used to hold the address
necessary to access CM. The eight SWBA's are located on the
PCCARDA(0-7) cards, with four bits of each SWBA on every PCCARDA
card as shown in figure 4-2. The SWBA accepts data from the PC (normal
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Figure 4-3. VPRCARD(0-7) VPR File

instruction sequencing), the TN field indexer (for stack pointer modification
during stack instructions (refer to the instruction repertoire of this section)),
and the IR effective address (for CM stores, loads, branches, etc.). The
data loaded in the SWBA is distributed to the Memory Control Unit (MCU,

for CM access) and the MDB (for stack instructions).

4-10 SINGLE WORD BUFFER DATA REGISTER. The Single Word Buffer
Data (SWBD) register is a 32-bit register that provides temporary storage
for data being written to or read from CM. The eight SWBD's are located

on the PCCARDA(0-7) cards, with four bits of each SWBD on every
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PCCARDA card, as shown in figure 4-2. The SWBD accepts data from CM
when a read is performed, and from the associated PC, SWBA, VPR f{ile, or
Communications Register (CR) file via the MDB and AU when a write is per-
formed. The loaded SWBD data is distributed to CM (for CM write opera-
tions), the TN field indexer (for effective address development), the NIR (for
temporary storage when the instruction source is CM and the SWBD is being
used to do more than hold the next instruction), and the AU via the MDB (for
loads, stores, logicals, etc., involving CM).

4-11 ARITHMETIC UNIT

The Arithmetic Unit (AU) is time shared by the eight Virtual Processors to
perform addition, subtraction, logical functions (AND, OR, EXCLUSIVE OR,
and EQUIVALENCE), data alignment, data shifting, data testing, and bit
setting and resetting. The AU is capable of handling two 32-bit words at one
time (for addition, subtraction, logical functions, or data comparisons) or a
single 32-bit word and operating on it down to the bit level. The data han-
dling portion of the AU is located on the PPAUCD(0-3) cards, with a byte of
each logic function on each of the four PPAUCD cards (byte 0 is on
PPAUCD(0), byte 1 is on PPAUCD(1), byte 2 is on PPAUCD(2), and byte 3
is on PPAUCD(3)). The complete control portion of the AU is located on the
CONTAU card.

The AU accepts one operand from the VPR file and a second operand from
the Main Data Bus (MDB). The MDB data may be supplied by a different
VPR, a Communications Register (CR), the SWBD, or the Main Instruction
Register (MIR) effective address when an immediate operand is involved.
When the AU performs an addition, subtraction (by two's complement), logi-
cal function, poll operation (refer to paragraph 4-61), or shift, the output
data is input to the VPR file over the AU1B bus. When a test is performed
on one of the input operands to the AU, the AU responds with test result con-
trol signals to PP control. When the AU is used for alignment, setting or
resetting of operand bits, or just data transfer, the AU output is transferred
to its destination via the AU2B transfer bus. Functionally, the AU is divided
into the following logic omponents:

. Aligner

° Complement or constant generator
. Unload box

° Double rail generator

° Adder

° Shifter

. Bit picker
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° Test box 1, 2, and 3 logic

. Comparator

° Data manipulator

° Skip taken and branch taken logic
° AU control

The relationships between the listed AU components are shown in figure 4-4,
and a brief description of each is given in the following paragraphs.

4-12 ALIGNER. The aligner is used to perform right-end-around shifts
on the 32-bit MDB input to the AU (CR file, VPR file, SWBD, or MIR effec-
tive address data) in byte increments. This type of operation is necessary
when halfword or byte level instructions involve data groups that are out of
position in relation to the operation desired. An example of this problem is
the addition of byte one of a VPR to byte two of a VPR. In this case, the CR
(the MDB data) is shifted right one byte by the aligner. The aligner is capa-
ble of performing zero, one, two, or three byte shifts in this manner under
dircction of AU control. The aligner output is applied to the complement or
constant generator, the shifter (for 16-bit cyclic shifts), the comparator,
and the AU2B transfer bus. Data on the MDB is transferred to its desired
destination via the AUZ2B bus, passing through the aligner with no shift.

4-13 COMPLEMENT OR CONSTANT GENERATOR. The complement or
constant generator develops the true form of the 32-bit aligner output for
addition and logical instructions, the complement form of the aligner output
for subtraction instructions, plus one in both halfwords of the 32-bit output
when an increment by one and test (IBZ or IBN) instruction is executing, or
minus one in both halfwords of the output when a decrement by one and test
(DBZ or DBN) instruction is executing. The output of the complement or
constant generator is one of the 32-bit inputs to the adder.

4-14 UNLOAD BOX. The unload box distributes the true and complement
form of the MDB data (from the CR file, VPR file, SWBD, or MIR effective
address) to the shifter, bit picker, data manipulator, test box 1, and test
box 2. In addition, the unload box accepts the active VP code and R field
from AU control and generates the true and complement form of both for the
data manipulator and test box 2.

4-15 DOUBLE RAIL GENERATOR. The double rail generator develops the
true and complement form of the 32-bit operand input to the AU via the VPRB
bus. The output of the double rail generator is distributed to the adder,
comparator, and test box 3.
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4-16 ADDER. The adder performs addition, subtraction (two's comple-
ment addition), and logical functions (AND, OR, EXCLUSIVE OR, and
EQUIVALENCE) using the two 32-bit words supplied by the complement or
constant generator and the double rail generator. The operation performed
is under direction of AU control, and the resulting output is applied to the
AUIB bus and, ultimately, the VPR file.

4-17 SHIFTER. The shifter performs right and left arithmetic, logical,
and cyclic shifts in increments of one, four, and eight bits on the 32-bit MDB
word supplied by the unload box. In addition, the aligner input to the shifter
is passed through to the output when a 16-bit cyclic shift is executed. Refer
to figure 4-5 for a definition of the three basic shift types used by the PP
When the amount of shift is other than the increments mentioned, the shift
is executed by first performing the largest possible incremental shift with-
out exceeding the desired end amount and then following up with the neces-
sary series of equal or smaller shift increments on the succeeding assigned
time slots. An example would be a shift of 13, which is executed in incre-
ments of 8, 4, and 1, using three time slots. The result of the desired
shift operation, which is under direction of AU control, is output to the VPR
file over the AU1B bus.

4-18 BIT PICKER. The bit picker is used during POLL instructions to
scan a byte of data (from a CR) from the most-significant bit to the least-
significant bit, in order to determine the number of zeros from the most sig-
nificant bit to the first one. The bit picker operates on all four bytes of the
MDB word supplied by the unload box and PP control selects the count of the
desired byte for transfer to the VPR file over the AU1B bus. The bit picker
also develops an all-zero signal (indicates when all bits of the byte under ex-
amination are zero) used by the AU control skip taken logic.

4-19 TEST BOX 1, 2, AND 3 LOGIC. The test box logic performs various
tests on the 32-bit words from the unload box and the double rail generator.
The portion (byte, hex, or bit) of the word under test specified by the instruc-
tion requiring the test is selected by the AU control skip and branch-taken
logic. The test box 1 logic utilizes the MDB word supplied by the unload box
during test positive (TP), test negative (TM), test zero (TZ), and test non-
zero (TN) type instructions to test each of the four input bytes for positive,
negative, zero, and nonzero data, respectively. The test box 1 logic is also
used during stack (PUSH, PULL, and MOD) instructions to test for negative
and zero data. The test box 2 logic utilizes the word, R field, and VP code
supplied by the unload box and is used during test-for-any-one (TO, TSO,
and TRO), test-for-any-zero (TZ, TSZ, and TRZ), test-for-all-ones (TAO),
and test-for-all-zeros (TAZ) type instructions. The test box 2 logic is used
to test all eight input hex groups for any one, any zero, all ones, and all
zeros in only those bit positions marked by ones in the R field. In addi-
tion, the test box 2 logic is used during the test VP flag for one (VPTO)

Advanced Scientific Computer



LOGICAL * (SHL) BIT O , 31

LEFT (LOST) -@— - we— @ - -@— |=@— 0'S
BIT 0O 31

RIGHT ofs —e»| —e» —e —e» —e —e |—e (LOST)

ARITHMETIC* (SHA) BIT o 31

LEFT (LOST)‘_ - P — - -— - | —-— o's
BIT O 31

RIGHT s —e —e —e — —e | —® (LosT)

CYCLIC* (SHC)

BIT O 31
LEFT r—l -— o eo— e - 41
-
BIT O 31
RIGHT E’ —_—. —e — — — —1
-

*LEFT SHIFTS ARE SPECIFIED BY A POSITIVE OPERAND AND RIGHT
SHIFTS ARE SPECIFIED BY A NEGATIVE OPERAND.

(A) 124730

Figure 4-5. Peripheral Processor Shift Basics

and test VP flag for zero (VPTZ) instructions to test each of the four in-

put bytes for a set bit and cleared bit, respectively, in the position desig-
nated by the VP code. The test box 3 logic utilizes the VPRB bus word
from the double rail generator during the decrement and branch if zero/non-
zero (DBZ and DBN) and increment and branch if zero/nonzero (IBZ and IBN)
instructions to test each of the four input bytes for plus and minus one, re-
spectively. This test box 3 byte information is then used to determine when
a VPR halfword is zero or nonzero. The test box logic outputs are input to
the AU control skip taken for stack logic, branch taken logic, and skip taken
logic for development of the test positive, branch taken, and skip taken con-
trol signals.
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4-20 COMPARATOR. The comparator performs a bit-for-bit comparison
of the two 32-bit words input to the AU and generates a signalfor each byte
indicating whether or not the two inputs are identical. The results of the
comparison are input to the AU control skip taken logic, where the data

group (word, halfword, or byte) specified by the instruction requiring the
compare is selected.

4-21 DATA MANIPULATOR. The data manipulator sets or resets bits in
the MDB word supplied by the unload box in accordance with the R field or
VP code, depending on the executing instruction. When a set (SL, SR), re-
set (RL, RR), test and set (TSOL, TSOR, TSZL, and TSZR), or test and
reset (TROL, TROR, TRZL, and TRZR) type instruction is executing, the
data manipulator sets or resets (depending on the op-code) bits in all eight
input hex groups marked by ones in the R field. When a set VP flag (VPS)
or reset VP flag (VPR) instruction is executing, the data manipulator sets
or resets, respectively, one bit in each of the input bytes according to the
VP code. The output of the data manipulator is input to the CR file over the
AU2B bus, where the hex (for TS and TR type instructions) or byte (for VPS
and VPR instructions) specified by the instruction requiring the setting or
resetting is selected.

4-22 SKIP TAKEN AND BRANCH TAKEN LOGIC. The skip taken and
branch taken logic, located on the CONTAU card, consists of skip taken for
stack logic, branch taken logic, and skip taken logic. The skip taken for
stack logic utilizes the zero and negative test signals from the test box 1
logic to determine if the instruction following the current stack instruction is
to be skipped (normal operation of a stack instruction) or not (invalid stack
parameter encountered). The output of the skip taken for stack logic is used
by PP control to direct the stack instruction skipping action. The branch
taken logic uses the test box 1 and test box 3 outputs during the test and
branch (TP, TM, TN, and TZ) and increment/decrement test and branch
(IBZ, IBN, DBZ, and DBN) type instructions, respectively, to determine if
the specified branch should be taken. The output of the branch taken logic is
used by PP control to direct the branching action. The skip taken logic de-
termines whether the next instruction should be skipped. To do this, it uses
the comparator outputs for compare (CE and CN) type instructions, the test
box 2 outputs for test and skip (TO, TA, TR, TS, TZL, TZR, and VPT) type
instructions, and the all-zero outputs from the bit picker for the POLL in-
struction. The output of the skip taken logic is used by PP control to direct
the skipping action.

4-23 AU CONTROL. The AU control logic, located on CONTAU, accepts
PP control information in the AUMIR format, shown in figure 4-78 of the PP
control detailed description, translates the AUMIR data to a more usable
form, and distributes the results to the AU components described in the
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previous paragraphs. The aligner control logic (part of AU control) utilizes
the aligner reference and object portions of the AUMIR format to develop the
byte increment shift controls necessary for aligner operation. The aligner
reference and object are also used by the aligner control logic to develop the
byte and halfword signals used by the skip and branch taken logic to determine
what data is specified by the current instruction for testing purposes. The
shifter control logic uses the shift count and op-code portions of the AUMIR
format to develop the shifter controls, the control signal for the aligner that
results in a two byte shift when a cyclic shift of 16 bits is desired, and the
updated shift count for PP control when additional shift is necessary to com-
plete a multistep shift instruction. The remainder of the AU control logic
is primarily concerned with decoding the instruction op-code and state in
order to enable the proper adder, complement or constant generator, data
manipulator, and skip and branch taken logic.

4-24 INDEXER

The Indexer is time shared by the eight Virtual Processors to perform Pro-
gram Counter (PC) indexing and to develop the Instruction Register (IR) ef-
fective address, source address, and destination address. The Indexer is
also involved in miscellaneous operations such as Write Cycle Equality
checking (WCE occurs when the next instruction to be executed is modified
by the current instruction) and stack parameter modification. The Indexer
is functionally divided into the following components (they are described in
the next three paragraphs):

° PC indexer (I1)
° TN field indexer (I2)
° Register indexer (I3)

The Indexer is located on the INDEXER(O0, 1) cards, with 16-bits of each
functional component on both INDEXER cards (bits 0-15 are on INDEXER(O0)
and bits 16-31 are on INDEXER(1)). The inputs and outputs of the three
Indexer components are shown in figure 4-6.

4-25 PC INDEXER. The PC indexer is primarily used to increment the
current PC value by one to advance the third level of the PP three-level
pipe. (The PP three-level pipe concept is described in detail in paragraph
4-62.) The incremented result is returned to the PC to locate the next se-
quential instruction. The PC indexer decrements the current PC value by
one when the address of the next instruction needs to be saved (store and
load PC instructions). When an interrupt occurs, the PC indexer decrements
the current PC value by two so that the instruction following the interrupted
instruction is not skipped after the interrupt is honored. If a branch is
taken out of the current instruction stream, the branch address in the Main
Instruction Register (MIR) effective address, rather than the current PC
value, is used for indexing.
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Figure 4-6. Indexer Block Diagram

4-26 TN FIELD INDEXER. The TN field indexer develops the IR effective
address when the T and N fields of the instruction being indexed specify a
CM or ROM location or an immediate operand. When the T and N fields
specify a register (VPR or CR), the TN field indexer develops a source or
destination address for the IR. The TN field indexer is capable of adding up
to three different items in the development of a CM or ROM address and up
to two different items in the development of an immediate operand, register
operand, or absolute operand. The items that may be involved in the de-
velopment of a memory location include the PC value or CM base value (for
CM addresses only) for PC and base relative instructions, respectively, the
N field of the next instruction (from the SWBD or NIR), and the VPR halfword
specified by the T field of the next instruction. In some cases (WCE test,
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locating a stack pointer, and incrementing the branch address during an un-
conditional branch to ROM and save PC (BRSM) instruction), the TN field
indexer develops a memory address by incrementing the MIR effective ad-
dress. The two items that may be involved in the development of an im-
mediate operand, absolute operand, or register operand include the N field
of the next instruction and the VPR halfword specified by the T field of the
next instruction.

The TN field indexer is also capable of developing an IR effective address
from an indirect cell. The two items that may be involved in the indirect
case include the 24-bit address field in the SWBD and the VPR halfword
specified by the T field of the indirect cell. A miscellaneous operation pro-
vided by the TN field indexer is the modification of the stack word and space
count parameters (refer to paragraph 4-46) input in the SWBD. The output
of the TN field indexer is inserted in the IR effective address, source ad-
dress, or destination address field under direction of PP control.

4-27 REGISTER INDEXER. The register indexer develops the IR source
or destination address specifying a VPR or CR. When a VPR is the source
or destination, the R field of the instruction being indexed (from the SWBD
or NIR) is passed through the register indexer to the IR. When a CR is the
source or destination, the register indexer adds byte 3 of VPR3 to the R
field to develop the desired address. The addition is necessary because the
four-bit R field is not large enough to specify each individual byte of the 64
register CR file. The output of the register indexer is inserted in the IR
source or destination address field under direction of PP control.

4-28 COMMUNICATIONS REGISTER FILE

The Communications Register (CR)file consists of 64 32-bit registers, acces-
sible to all eight VP's and addressable down to the individual bit level. Pri-
mary functions of the CR file include the following:

° PP to ASC system interface

° PP maintenance control

° System control

° Interrupt monitoring and control
° VP time slot assignments

. VP CM priority assignments

° Source of real time clock information
° Source of CM base operands
° Temporary storage area

4-17
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The CR file is implemented on four motherboards (CROMB, CRIMB, CRZMB,
and CR3MB), each motherboard containing a byte of all 64 registers. Refer
to figure 4-63 for the card layout in relation to the motherboards. The CR
file is functionally divided into the following components and described in the
next three paragraphs:

° CR file control
° Input synchronizers
° Communications Registers

The relationships between these components is shown in figure 4-7.

4-29 CR FILE CONTROL. The CR file control logic is located on the
CRMIRLDR, CRCONT(0-3), and CRCELLY cards. The CRMIRLDR card
accepts op-code groupings and the IR source and destination addresses from
PP control, and generates write controls capable of addressing from the word
to the hex level and read controls capable of addressing a word. The
CRCONT(0-3) cards utilize the CRMIRLDR output to distribute the write and
read select enables to the intended CR. The write select provides the PP
software with the capability of writing in any word (down to the individual bit)
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Figure 4-7. Communications Register File Block Diagram
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of the CR file, with the approval of the CR protect mechanism (the CR protect
mechanism inhibits writing into the first 10y, words of the CR file when en-
abled). The read select provides the PP software with the capability of read-
ing any word from the CR file. The CRCELLY card monitors system inter-
rupts (ac power failure, Central Processor interrupt, activation of the ASC
Operator's Console STOP button, disc protect violation, CM parity error,
CM protect violation, or illegal op-code in the selected VP (the selected VP
is the master controller VP used to direct PP operations)) and the software
initiated (programmed) interrupts to control the interrupt associated bytes

of the CR file.

4-30 INPUT SYNCHRONIZERS. The CR file input synchronizers are used
to synchronize gating signals from peripheral devices with the PP clock so
that data from the peripheral devices is not lost at the interface with the CR
file. All of the synchronizers are identical, except for the number of out-
puts, and are located on the CRCELLY card and each CRCONT and CRCELL
card. The single output synchronizers are used with the gating signals as-
sociated with data on one motherboard and the multiple output synchronizers
are used when one gate is associated with data on more than one motherboard.
The peripheral device data may access all CR's except the first eight (inter-
rupt control bytes and the CM base registers) and is continually monitored
by the device associated with the data.

4-31 COMMUNICATIONS REGISTERS. The Communications Registers
(CR's) provide the actual storage capability (64 32-bit registers) for the CR
file data and control information. All 64 CR's are subject to modification
via the PP software (under the influence of the CR protect mechanism),
whereas the peripheral device data has access to the CR bits as detailed in
the PP Fixed Variable List. Refer to appendix B of this manual for the CR
file map and to the Description of the ASC CR File, part number 930207-1,
for a detailed description of all data in the CR file.

4-32 READ ONLY MEMORY

The PP Read Only Memory (ROM) provides storage for up to 4096 32-bit
words, used primarily to hold control programs for the input/output devices
of the ASC system. The actual ROM is located on the 16 ROMCRD(0-15)
cards (256 32-bit words per card) and the decoding and merging logic is on
the AU2XFER, CRROMRG(0-3), and ROMMRG cards. Refer to figure 4-8
for a block diagram illustrating the relationships between the logic cards.

The twelve bit ROM address supplied by the PC is applied directly to the
ROMCRD(0-15) cards. The four most significant bits of the address are
used to enable one of the 16 ROMCRD cards and the eight least significant
bits of the address select one of the 256 words on the enabled card. The ad-
dressed word is passed through the merging logic to the NIR. (The merging
logic consists of the ROMMRG and AU2XFER cards when the addressed word
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is on ROMCRD(0-3) and a CRROMRG card and the ROMMRG and AU2XFER
cards when the addressed word is on ROMCRD(4-15).

4-33 SINGLE WORD BUFFER CONTROLLER. The Single Word Buffer
Controller (SWBC) is time shared by the eight Virtual Processors to provide
an interface to the Memory Control Unit (MCU) and Central Memory (CM)
necessary for CM read and write operations. The SWBC accepts memory
access requests from the active VP, notifies the MCU when a request is
present, and provides a data path to CM to execute the highest priority re-
quest under direction of the MCU. Functionally, the SWBC is divided into
the following components:
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° Synchronous logic
° Asynchronous logic
. Two Way Bus

The synchronous logic is located on the SWBSYNC card, the asynchronous
logic is located on the SWBASY card, and the Two Way Bus (TWB) is located
on the PCCARDA(0-7) cards, with four bits of the 32-bit TWB on each
PCCARDA. The relationships between the components of the SWBC are
shown in figure 4-9.

4-34 SYNCHRONOUS LOGIC. The synchronous logic portion of the SWBC
provides the interface between the eight VP's and the asynchronous logic
portion of the SWBC. When a CM read or write operation is desired by the
active VP, the memory request and VP priority (assigned by software in the
CR file) combine to enable the VP code into either the high priority or low
priority queue on SWBSYNC. At the same time, the memory request en-
ables status information describing the request into the assigned status file
entry. The status information includes the memory zone (three least signifi-
cant bits of the PC), the type of operation (read or write), and the CM pro-
tect enable. Each status file entry has a busy bit associated with the as-
signed VP so that no more than one outstanding memory request can exist
for any one VP. The priority queue and status file data is input to the
asynchronous logic so that any outstanding memory access requests can be
honored.

4-35 ASYNCHRONOUS LOGIC. The SWBC asynchronous logic is the PP
interface with the MCU. The asynchronous logic monitors the synchronous
logic priority queue and status file data, indicates to the MCU when a PP
memory access request is pending, and controls the necessary transfer of
data and address information in order to execute the desired read or write
operation.

The priority queue select logic on SWBASY monitors entries in both synchro-
nous logic priority queues and selects the entry with the highest priority.
Queue entries in the same priority queue are selected on a first come, first
served basis. When a queue entry does exist, the VP code associated with
the selected entry is enabled to the VP code distribution logic and is used to
enable the associated status file entry in the synchronous logic to the asyn-
chronous status file output logic. At the same time, the memory request
control logic issues an access request (AR) signal to the MCU to initiate the
memory cycle. When the MCU responds with the request accepted (RA) sig-
nal, the following takes place: The VP code associated with the request and
the status file data are both input to the MCU, and the write control (other
than the write enable from the MCU) from the VP code distribution logic is
input to the TWB. If a write operation is specified by the status file entry,
the MCU develops a write enable that combines with the other mentioned
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write control signals to execute the write. If a read operation is specified by
the status file entry, the address of the data to be read is input to CM and the
VP code input to the MCU is used to select the zone data in the corresponding
status file entry for use by the TWB. When the MCU responds to the read
request with the read data available (RDA) signal, the memory request con-
trol logic acknowledges the response with the read data sampled (RDS) sig-
nal and enables the CM read by providing the necessary controls to the TWB,
If a CM parity error or protect violation occurs during the memory cycle,
the MCU response reflecting the error is transferred to the CR file interrupt
logic via the asynchronous logic.

4-36 TWO-WAY BUS. The Two-Way Bus (TWB) and MAMB bus interface
the SWBD and SWBA, respectively, with CM. When a write operation is to
be performed, the write control signals from the asynchronous logic enable
the SWBD over the 32-bit bidirectional TWB to the CM data lines and the
SWBA over the MAMB bus to the CM address lines. During these transfers,
the SWBD data is expanded eight times to match the CM eight word data port.
When a read operation is to be performed, the SWBA is transferred over the
MAMB bus to the CM address lines. When the MCU and CM respond to the
read request, the TWB accepts data from CM (the TWB is normally in the
read mode). In addition, the TWB zone select from the synchronous logic
enables one of the eight words read to the SWBD after the read memory
cycle.

4-37 PERIPHERAL PROCESSOR CONTROL

The Peripheral Processor (PP) control is time shared by the eight Virtual
Processors (VP's) to provide the controls and enables necessary to execute
PP instructions loaded in the Instruction Registers (IR's). The heart of PP
control, the Main Instruction Register (MIR), is used to hold the expanded
IR of the active VP to control PP operations for the duration of a time slot.
The MIR consists of 256 bits. Words 0 and 1, the IRMIR, are located on
IRCARD(0-3); words 2, 5, and 6, the CRMIR, are located on CRCONT(0-3);
word 3, the VPRMIR, is located on VPRCONT and PCCTL; word 4, the
AUMIR is located on CONTAU; word 7 is the VP codes used by IRCARD(0-3),
and is located on IRCARD(0-3). The remaining PP control logic is lo-
cated on the PCCTL, PPCTLl, PPCTL2, and VPRCONT cards. The control
logic on the CONTAU card of the AU and the CRMIRLDR and CRCONT(0-3)
cards of the CR file is discussed in the general description of the AU and
CR file, respectively.

The major control paths in the PP are shown in figure 4-10, and should be
referenced in the following discussion. The VP code associated with the
next active VP is used to transfer the IR of the next active VP to the 64-bit
IRMIR and to the control logic on VPRCONT associated with the development
of the remaining portions of the MIR.
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The VPRCONT card utilizes the applied IR data to develop the CR file con-
trol signals necessary for the CRMIRLDR card (referenced in paragraph
4-29) to generate the CRMIR input for the CR file, the AUMIR input for the
AU, and the VPRMIR input (with the aid of the PCCTL card) for the active
VP. Refer to figure 4-78 for the CRMIR, AUMIR, and VPRMIR input for-
mats. When the next clock occurs and the described VP becomes active, the
IR is loaded in the IRMIR, and the CRMIR, AUMIR, and VPRMIR are ex-
panded to the formats shown in figure 4-79. The MIR (IRMIR, CRMIR,
AUMIR, and VPRMIR) is now used to control the operations necessary to ex-
ecute a step of the current instruction. The PCCTL card uses the IRMIR
data and the buffer available signal from the SWBC (indicates that the active
VP has no memory requests pending) to develop additional controls for the
active VP and read and write requests for SWBC. A new read or write re-
quest can only be made when the SWBC is available.

The PPCTLI1 card uses the IRMIR data, SWBD or NIR data (as determined by
the select signal from the PPCTL2 card) from the active VP, and the SWBC
buffer available signal to develop indexer controls, update the IR state at the
conclusion of the time slot, and generate a signal used to indicate when a
new instruction should be transferred to the IR from the SWBD or NIR (ter-
mination of the current instruction). The PPCTL2 card uses the IRMIR data,
SWBD or NIR data from the active VP, the SWBC buffer available signal, and
the next instruction indicator from PPCTL to update the IR op-code and con-
trol flags at the conclusion of the time slot. The IR also receives update in-
formation from the TN (I2) and R (I3) field indexers (source, destination, or
effective address) and the AU (effective address) when a shift instruction is
being executed. Automatic and programmed interrupts recorded by the CR
file are processed by the PPCTL2 card at the conclusion of the instruction
during which the interrupt occurred and by the PPCTLI] card when the inter-
rupt is honored by branching to ROM.

4-38 MAINTENANCE LOGIC

The Peripheral Processor (PP) maintenance logic provides a means of
checking the operation of the PP ECL circuitry previously discussed in this
section. In addition, during normal operation of the PP, the maintenance
logic supplies the VP code of the active VP, the Single Word Buffer (SWB)
priority of the active VP, and a Communications Register (CR) indicator
used to enable or disable the CR protect logic provided by PP control. The
checkout capability provided by the maintenance logic is exercised by the
ASC Maintenance Console in the manual mode, a card reader in the semi-
automatic mode, or by a VP in the automatic or normal mode. The main-
tenance system external to the PP (this includes the ASC Maintenance Con-
sole, the card reader, and Test Control Logic) necessary for selecting one
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of the three operating modes and controlling both the manual and semi-
automatic modes is briefly described in appendix C of this manual. In the
automatic mode, any VP is capable of placing any other VP (except the VP
designated by the VP SELECT switch on the ASC Maintenance Console) under
test to execute maintenance commands supplied by the controlling VP.

A block diagram showing the interrelationships between the four basic areas
of the maintenance logic is presented in figure 4-11. The "heart' of the
maintenance logic is in the CR file; specifically, the maintenance registers
beginning at bit 17 of word C1¢ and extending through word Fj1¢. The data
entered in these registers, either via the ASC Maintenance Console, the
card reader, or the PP software controlling the VP responsible for exercis -
ing the maintenance logic, is used to control the PP maintenance logic during
the execution of maintenance commands. When a maintenance command is
initiated (by the ASC Maintenance Console in the manual or semi-automatic
modes or by the occurrence of a time slot associated with the VP under test
in the automatic mode), the control information and data from the mainte -
nance registers are distributed to the hardcore maintenance logic on the
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Figure 4-11. Peripheral Processor Maintenance Logic Block Diagram
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MLCTL, ML2, and ML1(0, 1) cards. The hardcore maintenance logic uses
the maintenance control and data to direct operation of one of the following
types of maintenance commands:

° Switch register to display register transfer (these are the two
data-holding registers of the maintenance registers)

° PP register (includes any of the PC's, NIR's, IR's, SWBA's,
SWBD's, VPR's, or CR's, the MIR, or an entry in the SWBC)
to display register transfer

° Switch register specified CM word to display register transfer

° Switch register specified ROM word to display register trans-
fer

° Switch register to PP register transfer
° Display register to PP register transfer

e Storage of the display register in CM at the location specified
by the switch register

. Lock or unlock the PC's specified by the maintenance registers

° Set or reset the flip-flops associated with the VP's specified by
the maintenance registers

° Advance all (or one) of the VP's specified by the maintenance
registers by the number of time slots specified by the mainte-
nance registers (this is called a burst operation)

° Advance all (or one) of the VP's specified by the maintenance
registers until they have all completed their current instruc-
tion

The hardcore maintenance logic distributes control gates and enables (and
MIR data, when the current maintenance command transfers data to the
MIR) to PP control, and data to the eight VP's, the SWBC, the CR file, and
the ROM (ROM is supplied data only during the ROM to display register
maintenance command previously mentioned). When the maintenance com-
mand involves a data transfer, PP control provides the VP's, SWBC, CR
file, or ROM with the control enables necessary to accept maintenance reg-
ister data or to distribute currently held quantities to the display mainte-
nance register. The maintenance commands not involving a maintenance
register transfer are also under direction of PP control, but execute with-
out any other interface to the maintenance logic. By executing the proper
combination of maintenance commands, any area of the PP can be checked
out. The hardcore maintenance logic also reports PP status information
(including the current VP code and time slot) to the Test Control Logic (TCL),
the display register contents directly to the ASC Maintenance Console, and
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maintenance command status information (includes maintenance logic busy,
illegal command, and PC lock indicators) to the CR file maintenance regis-
ters.

4-39 INSTRUCTION REPERTOIRE

The Peripheral Processor (PP) instruction repertoire consists of 219 basic
instructions and one no-op instruction, as shown in the Karnaugh map of
figure 4-12. Each of these instructions (except the no-op) deals with im-
mediate data or data in Central Memory (CM), Read Only Memory (ROM),
the VPR file, or the CR file. The R, T, and N fields of the instruction
(refer to paragraph 1-15) specify the data involved in the instruction as fol-
lows:

° R field addressing - The 4-bit R field (ABCD) is used to
specify a VPR or CR at the word, halfword, or byte level.
When a VPR is specified, the first two bits (AB) identify the
VPR word (00 identifies VPRO, 01 identifies VPRI1, etc.), the
third bit (C) identifies the halfword (0 for right and 1 for left),
and the third and fourth together (CD) identify the byte (00 for
byte 0, 01 for byte 1, etc.). When a CR is specified, byte 3 of
VPR3 is added to the R field and the result (ABCDEFGH) iden-
tifies the CR (four bits is not enough to identify 64 registers
down to the byte level). The first six bits (ABCDEF') of the
sum identify the word (000000 identifies CR0O, 000001 identifies
CRI1, etc.) and the last two bits identify the halfword and byte
as mentioned for the VPR case.

° T field addressing - The 4-bit T field is used to specify the VPR
halfword to be added to the quantity specified by the N field
(indexing). The first bit is used to indicate whether the current
instruction is direct (0) or indirect (1) and the last three bits
specify the VPR halfword involved. The left half of VPRO is
not used, however, because 000 specifies no indexing (0000
and 1000 specify the direct and indirect cases, respectively,
of no indexing, 0001 and 1001 specify the direct and indirect
cases of indexing with the right halfword of VPRO, ... .. 0111
and 11111 specify the direct and indirect cases of indexing with
the right halfword of VPR3)).

° N field addressing - The 16-bit N field is used to specify an
immediate operand, CM address (@), branch address (p), VPR,
or CR. The quantity specified is determined by the op-code of
the instruction. A VPR or CR is identified by the N field as
described in the R field addressing (the four LSB's identify a
VPR and the eight LSB's identify a CR).
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The data specified by the T and N fields combines with the instruction op-
code to dictate one of the operand types (the R field may or may not specify
a second operand) listed in table 4-1.

Table 4-1. Peripheral Processor Operand Types

Operand Type Description

Immediate Operand An immediate operand is developed by sign
extending the 16-bit N field and the VPR
halfword specified by the T field to 32 bits
(N32 and T32, respectively), and adding
the results (N3Z+T32, where T32=0 for

no indexing).

CM Address (o) A CM address or base relative branch
Base Relative Branch address is developed by adding the 16-bit
N field (N16), the 24-bit CM base register
value (B24), and VPR halfword specified
by the T field sign extended to 24 bits (T2%)
(N16+B24+T24, where T24=0 for no in-

dexing).
CM Absolute Operand These operand types are developed by add-
VPR/CR Operand ing the 16-bit N field to the 24-bit sign ex-
ROM Branch Address - tended VPR halfword specified by the T
CM Absolute Branch field (N16+T24, where T24=0 for no index-

ing). The LSB's (four for a VPR operand
and eight for a CR operand) are used in the
VPR/CR operand case as described in the
R field addressing.

PC Relative Branch A PC relative branch address is developed
by adding the 24-bit sign extended N field,
the 24-bit PC value (PC24), and the 24-bit
sign extended VPR halfword specified by
the T field (N4+PC2%44+ 124, where T2%=0
for no indexing).

When an indirect instruction retrieves an indirect cell via one of the operands
just described, the indirect cell operand address is developed by adding the
24-bit address field (ADR24, refer to paragraph 1-16) and the 24-bit sign ex-
tended VPR halfword specified by the T field (ADR24+T24), A variation to
the normal T and N field operand development occurs for the augmented in-
structions. In these cases, the three LSB's of the developed effective

Advanced Scientific Computer



address (CM or ROM address) are replaced by the active VP code. When
augmenting occurs in combination with indirect, only the first level of in-

direct is augmented.

Each of the basic instruction groups utilizes some portion of the instruction
field addressing and T and N field operand development procedures and is
described in the order listed below:

° Stores

° Loads

° Arithmetic

° Logical

° Compare and skip

° Shifts

° Stack

e Set/reset CR bits

° Test CR bits and skip

e Test CR bits, set/reset, and skip
e Set/reset CR VP flag

° Test CR VP flag and skip

° Arithmetic conditional branches
° Increment/decrement and test conditional branches
° Unconditional branches

° Unconditional branch and load PC
° Unconditional branch to ROM and store PC
° Analyze effective address

° Load effective address

° Load CM base register

° Execute CM

° Test poll bits
4-40 STORE INSTRUCTIONS (ST, STA, STH, STB, STL, STR, and STF)

The store instructions store the VPR or CR operand specified by the R field
in the VPR, CR, or CM location developed by the T and N fields. Both word
and halfword stores may involve a register to register or register to CM
data transfer (the store CM absolute instruction is legal only on the word
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level, however), but the byte stores can only be a register to register trans-
fer (the PP is capable of modifying CM data at the word and halfword level).
All register to CM stores have an identical augmented counterpart and in-
direct addressing is illegal for the halfword and byte register to register
stores.

A special case store instruction is the store VPR file instruction (STF),
which stores all four VPR's of the VP executing the instruction in four con-
secutive CM locations, the first of which is specified by the T and N field
operand. If the specified CM address is not a multiple of four, it is forced
to a multiple of four by zeroing the two LSB's. Augmenting occurs in the
three bits adjacent to the two zeroed LSB's.

4-41 LOAD INSTRUCTIONS (LD, LDA, LDH, LDB, LDI, LDR, LDF, LDI,
LDHI, and LDBI)

The load instructions load the VPR, CR, CM, or immediate operand devel-
oped by the T and N fields into the VPR or CR specified by the R field. Word
and halfword load instructions can use all combinations of both operands,

but byte loads cannot involve a CM operand. An exception is the load CM
absolute instructions, which are legal only on the word level. All CM loads
have an identical augmented counterpart and indirect addressing is undefined
for all immediate and halfword and byte register-to-register loads.

A special case load instruction is the load VPR file instruction (LDF'), which
loads all four VPR's with the contents of four consecutive CM locations, the
first of which is specified by the T and N field operand. If the specified CM
address is not a multiple of four, it is forced to a multiple of four by zeroing
the two LSB's. Augmenting occurs in the three bits adjacent to the two ze-
roed LSB's.

4-42 ARITHMETIC INSTRUCTIONS (AD, ADH, ADB, ADL, ADR, ADI,
ADHI, ADBI, SU, SUH, SUB, SUL, SUR, SUI, SUHI, SUBI)

The arithmetic instructions add/subtract the VPR, CM, or immediate op-
erand developed by the T and N fields to/from the VPR specified by the R
field. The result of the operation replaces the contents of the VPR specified
by the R field. Word and halfword add/subtract instructions can use all
combinations of both operands, but byte add/subtract instructions cannot
involve a CM operand. Indirect addressing is undefined for all immediate
arithmetic instructions and the halfword and byte arithmetic instructions
involving two VPR operands.
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4-43 LOGICAL INSTRUCTIONS (OR, ORH, ORB, ORL, ORR, ORHI, ORBI,
AN, ANH, ANB, ANL, ANR, ANHI, ANBI, EX, EXH, EXB, EXL,
EXR, EXHI, EXBI, EQ, EQH, EQB, EQL, EQR, EQHI, EQBI)

The logical instructions logically combine (OR, AND, EXCLUSIVE OR, or
EQUIVALENCE) the VPR, CR, CM, or immediate operand developed by the

T and N fields with the VPR specified by the R field. The result of the logi-
cal operation replaces the contents of the VPR specified by the R field. Word
level logical instructions can combine all combinations of both operands ex-
cept for immediate operands; halfword level logical instructions can combine
all combinations of both operands without exception. Byte level logical in-
structions can combine all combinations of both operands except for CM op-
erands. Indirect addressing is undefined for all immediate logical instructions
and for the halfword and byte logical instructions involving two registers.

4-44 COMPARE AND SKIP INSTRUCTIONS (CE, CEH, CEB, CEL, CER,
CEI, CEHI, CEBI, CN, CNH, CNB, CNL, CNR, CNI, CNHI, CNBI)

The compare and skip instructions compare the VPR, CR, CM, or immedi-
ate operand developed by the T and N fields to the VPR operand specified by
the R field. The next instruction is skipped if the comparison for equality
or non-equality evaluates true. Word and halfword compare instructions
can use all combinations of both operands, but byte compare instructions
cannot involve a CM operand. Indirect addressing is undefined for all im-
mediate compare and skip instructions and for the halfword and byte com-
pare and skip instructions involving two registers.

4-45 SHIFT INSTRUCTIONS (SHL, SHA, SHC)

The shift instructions perform right and left logical, arithmetic, and cyclic
shifts (paragraph 4-17) on the VPR word specified by the R field in the direc-
tion and amount of the immediate operand developed by the T and N fields.
The immediate operand is a signed number (positive for left shifts and nega-
tive for right shifts) in the range of +31 to -32. Indirect addressing is unde-
fined for all shift instructions.

4-46 STACK INSTRUCTIONS (PUSH, PULL, MOD)

The stack instructions are used to maintain an operand stack by modifying
the status parameters to reflect any change. The format of the status

parameters is as follows:

WORD COUNT SPACE COUNT
15116 31

STACK POINTER
31

Qo
\
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The 16-bit word count indicates the number of operands in the stack, the
16-bit space count indicates the number of available 32-bit slots remaining
in the stack (up to a maximum of 32, 767), and the 24-bit stack pointer is
the address of the next available slot. Both parameter words are located
in adjacent memory locations.

The push stack instruction reads the first parameter word from the CM ad-
dress developed by the T and N fields, checks the space count for zero, and
terminates execution if the space count is zero (the stack is full). If the
space count is nonzero, the space count is decremented by one, the word
count is incremented by one, and the first parameter word is replaced by the
modified quantities. The second parameter word is read from CM, the con-
tained stack pointer is used to store the VPR word specified by the R field

in the operand stack, and the stack pointer is incremented by one and stored
back in the second parameter word. The next sequential instruction is
skipped.

The pull stack instruction reads the first parameter word from the CM ad-
dress developed by the T and N fields, checks the word count for zero, and
terminates execution if the word count is zero (the stack is empty). If the
word count is nonzero, the word count is decremented by one, the space
count is incremented by one, and the first parameter word is replaced by
the modified parameters. The second parameter word is read from CM,
the contained stack pointer is decremented by one and then used to read the
last operand in the stack into the VPR specified by the R field, and the dec-
remented stack pointer replaces the original. The next sequential instruc-
tion is skipped. ‘

The modify stack instruction reads the first parameter word from the CM
address developed by the T and N fields, adds the modification value in the
VPR specified by the R field to the word count and subtracts the modification
value from the space count (a positive modification value generates a gap of
unused stack locations and a negative modification value deletes the most
recent stack entries), checks both resulting quantities for a negative value,
and terminates execution if either count is negative. If both counts are non-
negative, they replace the original word and space count, the second param-
eter word is read from CM, the modification value is added to the retrieved
stack pointer, and the modified stack pointer replaces the original stack
pointer. The next sequential instruction is skipped.

4-47 SET/RESET CR BIT INSTRUCTIONS (SL, SR, RL, RR)

The set/reset CR bit instructions set or reset (depending on the op-code)
those bits, (marked by ones in the R field), in the right or left half of the CR
byte specified by the T and N fields. The R field is used as a mask in this
group of instructions and indirect addressing is undefined.
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4-48 TEST CR BITS AND SKIP INSTRUCTIONS (TOL, TOR, TZL, TZR,
TAOL, TAOR, TAZL, TAZR)

The test CR bits and skip instructions test the bit positions marked by ones
in the R field in the left or right half of the CR byte specified by the T and

N fields for any or all one(s) or zero(s). The desired test (any one, any
zero, all ones, or all zeros) is determined by the op-code. If the test is not
satisfied, the next instruction is executed. If the test is satisfied, the next
instruction is skipped. Indirect addressing is undefined.

4-49 TEST CR BITS, SET/RESET, AND SKIP INSTRUCTIONS (TSZL, TSOL,
TRZL, TROL, TSZR, TSOR, TRZR, TROR)

The test CR bits, set/reset, and skip instructions test the bit positions
marked by ones in the R field in the left or right half of the CR byte speci-
fied by the T and N fields for any one or zero. If the desired test is satis-
fied, the next instruction is skipped. Independent of the test, the bit posi-
tions marked by ones in the R field are set or reset (depending on the op-
code). Indirect addressing is undefined.

4-50 SET/RESET CR VP FLAG INSTRUCTIONS (VPS, VPR)

The set/reset CR VP flag instructions set or reset the flag bit in the CR
byte specified by the T and N fields. The flag bit under consideration in the
byte is determined by the number of the executing VP. Indirect addressing
is undefined.

4-51 TEST CR VP FLAG AND SKIP INSTRUCTIONS (VPTO, VPTZ)

The test CR VP flag and skip instructions test the flag bit in the CR byte

specified by the T and N fields for one or zero and skip the next instruction
if the desired test is satisfied. The flag bit under test in the byte is deter-
mined by the number of the executing VP. Indirect addressing is undefined.

4-52 ARITHMETIC CONDITIONAL BRANCH INSTRUCTIONS (TZ, TZH,
TZB, TN, TNH, TNB, TP, TPH, TPB, TM, TMH, TMB)

The arithmetic conditional branch instructions test the VPR or CR word,
halfword, or byte specified by the R field for zero, nonzero, greater than
zero, or less than zero. If the desired test is satisfied, a PC relative
branch is taken to the location specified by the T and N fields.

4-53 INCREMENT/DECREMENT AND TEST CONDITIONAL BRANCH
INSTRUCTIONS (IBZ, IBN, DBZ, DBN)

The increment/decrement and test conditional branch instructions increment
or decrement by one the VPR halfword specified by the R field and test the
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result for zero or nonzero. If the desired test is satisfied, a PC relative
branch is taken to the location specified by the T and N fields.

4-54 UNCONDITIONAL BRANCH INSTRUCTIONS (BPC, BR, BC, BCA)

The unconditional branch instructions branch to the PC relative, ROM, base
relative, or CM absolute operand address developed by the T and N fields,
as determined by the op-code. The unconditional branch to CM instructions
(PC relative, base relative, and CM absolute) all have an identical aug-
mented counterpart.

4-55 UNCONDITIONAL BRANCH AND LOAD PC INSTRUCTIONS (BPCS,
BCS, BRS, BCAS)

The unconditional branch and load PC instructions branch to the PC relative,
base relative, ROM, or CM absolute operand address developed by the T and
N fields and load the address of the next instruction in the current instruc-
tion stream in the VPR specified by the R field. The most significant bit of
the VPR is set to indicate which instruction stream is currently being ac-
cessed (one for CM and zero for ROM).

4-56 UNCONDITIONAL BRANCH TO ROM AND STORE PC INSTRUCTION
(BRSM)

The unconditional branch to ROM and store PC instruction branches to the
ROM address specified by the T and N fields and stores the address of the
next instruction in the current instruction stream in one of the eight contig-
uous CM locations beginning at 2074+ The identity of the VP executing the
instruction is added to the 201¢ base to determine the exact CM location.
Indirect addressing is undefined,

4-57 ANALYZE EFFECTIVE ADDRESS INSTRUCTION (ANAZ)

The analyze effective address instruction retrieves an object instruction
from the CM address developed by the T and N fields. The T and N field
operand of the object instruction is developed in the normal manner and the
result is stored in the VPR specified by the R field of the analyze instruction.
The result of the object instruction T and N field operand development is

that the object instruction is effectively in the location of the analyze instruc-
tion, with the following exception: a PC relative branch address is developed
with a PC value that is one greater than it would be if the PC relative branch
was in the analyze instruction location.

4-58 LOAD EFFECTIVE ADDRESS INSTRUCTION (LDEA)

The load effective address instruction loads the CM effective address devel-
oped by the T and N fields in the VPR specified by the R field.
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4-59 LOAD CM BASE REGISTER INSTRUCTION (LDMB)

The load CM base register instruction loads the CM base register associated
with the active VP with the three least significant bytes of the VPR specified
by the T and N fields. The LDMB instruction may be indirect. When this is
the case, the first level of indirect is through a VPR and any additional levels
use CM. This instruction is exempt from the CR protect mechanism (no
interrupt will occur when the CR protect logic is enabled and this instruction
executes).

4-60 EXECUTE CM INSTRUCTION (EXEC)

The execute CM instruction executes the CM object instruction specified by
the T and N fields as though it were in the location of the original execute
CM instruction, except when the object instruction is a PC relative branch.
When the object instruction is a PC relative branch, the PC value used in the
development of the branch address is one greater than that used if the object
instruction actually replaced the execute CM instruction.

4-61 TEST POLL BITS INSTRUCTION (POLL)

The test poll bits instruction tests the CR byte specified by the T and N
fields for a one in any of the bit positions and skips the next instruction if a
one is found. The number of bit positions to the most significant one is in-
serted in the VPR halfword specified by the R field. (If no one is found, the
VPR halfword is cleared and no skip is taken). Indirect addressing is un-
defined.

4-62 INSTRUCTION PROCESSING

Each of the eight Virtual Processors (VP's) is capable of executing an inde-
pendent program residing in Central Memory (CM) or Read Only Memory
(ROM). The hardware directly involved in retrieving, holding, expanding,
and executing program instructions includes a Program Counter (PC), Single
Word Buffer Address register (SWBA), Single Word Buffer Data register
(SWBD), Next Instruction Register (NIR), Instruction Register (IR), and the
time-shared Indexer and Main Instruction Register (MIR).

The PC, SWBA, SWBD, NIR, and IR are discussed in the general and de-
tailed description of the VP's, the Indexer (including the PC indexer, TN
field indexer, and register indexer) is discussed in the general and detailed
description of the Indexer, and the MIR is discussed in the general and de-
tailed description of PP control. Refer to figure 4-13 for a diagram relating
all of these components.

The procedure required to retrieve and prepare an instruction for execution
involves three basic steps (N+2, N+1, and N in figure 4-13), which give rise
to the phrase ""PP three-level pipe''. The first basic step, instruction acqui-
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Figure 4-13. Peripheral Processor Instruction Processing
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sition, centers around the PC operation. When PP control determines that
the PP three-level pipe is to be advanced one level, and the time slot for the
VP being discussed occurs, the PC address is applied to ROM or the SWBD
as directed by PP control. If the instruction source is ROM, ROM imme-
diately responds by transferring the addressed instruction to the NIR. If the
instruction source is CM, the VP issues a read request and CM responds by
returning the addressed instruction to the SWBD. The second basic step, in-
struction expansion, is now possible. When the next PP three-level pipe ad-
vancement occurs, the SWBD or NIR R, T, and N fields (paragraph 1-15)
are expanded by the TN field and register indexers into the source, destina-
tion, and effective addresses for the IR. The dotted line around these two
indexers, in figure 4-13, represents the op-code, state, and control flags
developed by PP control for the IR. The third basic step, instruction execu-
tion, is now possible. When the next time slot occurs for this VP, the IR
data is transferred to the MIR for the duration of the time slot (approximately
85 nanoseconds). During this 85 nanoseconds, the MIR data is used by PP
control to direct execution of one step of the instruction. If termination of
the instruction occurs at this step, PP control initiates advancement of the
PP three-level pipe so a new instruction can be brought into the IR. If ter-
mination of the instruction does not occur at this step, PP control updates
the IR, at the conclusion of the time slot, to the next step of the multistep
instruction. When the next time slot for this VP occurs, the next step of the
same instruction is executed. The MIR is continually receiving IR data in
various steps of execution from all VP's that are executing programs in this
manner.

The terms N, N+1, and N+2 in figure 4-13 represent three sequential instruc-
tions in the PP three-level pipe at any one time from either ROM or CM.
The instruction from location N has been in the PP three-level pipe during
two level advances (the instructions from locations N-2 and N-1 have both
terminated while N was in the pipe), the instruction from location N+1 has
been in the PP three-level pipe during one level advance (termination of
N-1), and the instruction at location N+2 is currently addressed by the PC.
When execution of instruction N terminates, instruction N+1 goes through
the indexing phase to the IR, instruction N+2 is retrieved from either ROM
or CM and inserted in the NIR or SWBD, respectively, and the PC indexer
increments the PC to location N+3. This PP three-level pipe advancement
occurs every time an instruction terminates. This rather complicated
method of instruction processing necessitates a few data transfers and time
delaying techniques that interrupt this smooth flow (the dotted line between
the SWBD and NIR in figure 4-13 is one of these interruptions). These sit-
uations are called sequential dependencies and are discussed in the following

paragraphs.
4-63 SEQUENTIAL DEPENDENCIES

Sequential dependencies that do interrupt the smooth flow of the PP three-
level pipe include the following situations:
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° CM instruction requires CM access
° Current instruction modifies next instruction
° Current instruction modifies next instruction index

° Unconditional branch and load PC instruction followed by PC
relative branch

Each of these hazards, with its associated solution, is described in the fol-
lowing paragraphs.

4-64 CM INSTRUCTION REQUIRES CM ACCESS. This problem occurs
when a VP is executing a program resident in CM and one of the program
instructions is required to read from or write to CM. The problem exists
because the SWBD contains the next instruction to be executed and it is
needed for a CM read or write operation. The solution is provided by trans-
ferring the next instruction to the NIR and setting the NIL bit in the current
instruction to reflect the transfer. The SWBD is now free to engage in the
CM read or write operation without destroying data.

4-65 CURRENT INSTRUCTION MODIFIES NEXT INSTRUCTION. This
problem occurs when the current instruction stores data in the CM location
of the next instruction. The problem exists because the next instruction
already resides in the NIR (due to the saving procedure described in the pre-
vious paragraph) in the unmodified form. The solution is provided by first
comparing the operand address plus one with the current PC value (the PC
has been incremented one location past the address of the next instruction).
This check is called the Write Cycle Equality (WCE) test. If WCE does exist
(the next instruction is modified), the modified data to be stored in the

SWBD is transferred to the NIR. This action replaces the ''old' next in-
struction with the '""new'' next instruction, but also adds an extra step to the
store instruction. '

4-66 CURRENT INSTRUCTION MODIFIES NEXT INSTRUCTION INDEX,
This problem occurs when the current instruction loads data into a CR or
VPR that is used by the next instruction for indexing purposes (address de-
velopment) during the terminating step of the current instruction. The prob-
lem exists because both the indexing and the register loading occur during
the same step, so the next instruction will be indexed with the unmodified
register value. The solution is provided by first checking to see if the reg-
ister to be loaded by the current instruction enters into the indexing of the
next instruction. This check is used to develop the Dependency (D) signal.
If Dependency does exist (the indexing register is to be modified), the load
is executed but the indexing operation is delayed one step. This action al-
lows for the indexing register modification but also adds one step to the cur-
rent instruction.
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4-67 UNCONDITIONAL BRANCH AND LOAD PC INSTRUCTION FOLLOWED
BY PC RELATIVE BRANCH. This problem occurs when an unconditional
branch and load PC instruction attempts to save the address of the next in-
struction at the same time a PC relative branch (next instruction) is in the
indexing phase. The problem exists because the PC relative branch instruc-
tion develops its branch address using the address following the uncondition-
al branch and load PC instruction address as the PC value (the PC was de-
cremented for the save operation) rather than one greater than the branch
address of the unconditional branch and load PC instruction. The problem
can be more readily understood by stepping through the unconditional branch
and load PC instruction.

Step 1 The branch address from the IR is transferred to the SWBA to
retrieve the branched to instruction, and the branch address
plus one is temporarily stored in the effective address portion
of the IR. The PC is decremented by one to the address of the
next instruction.

Step 2  The decremented PC is saved in the designated VPR; the IR
effective address (containing the branch address plus one) is
transferred to the SWBA to retrieve the instruction following
the branched to instruction; and the IR effective address is
incremented by one and stored in the PC. In addition, the in-
struction retrieved in step 1 is indexed into the IR.

If the instruction retrieved in step 1 and indexed in step 2 is a PC relative
branch, the saved PC value would be used in the development of the PC rel-
ative branch address. The solution to this problem is provided by first
checking to see if a PC relative branch does follow the unconditional branch
and load PC instruction. When this is the case, the next instruction BTN
(NIBTN) signal is used to delay the PC relative branch indexing operation un-
til the PC holds the address following the PC relative branch instruction ad-
dress. This procedure modifies step 2 and adds two additional steps to the
execution of the unconditional branch and load PC instruction.

Step 2 The decremented PC is saved in the designated VPR and the IR
effective address is incremented by one (it is now two greater
than the original branch address) and inserted in the PC.

Step 3 The PC is decremented by one to point to the instruction follow-
ing the PC relative branch.

Step 4 The PC relative branch is indexed and input to the IR, the PC
value is impressed upon memory to retrieve the next instruc-
tion, and the PC value is incremented to complete the PP three-

level advance.

Advanced Scientific Computer



S—

4-68 INSTRUCTION TRANSFER TABLES

The instruction transfer tables provide a step-by-step summary of instruc-
tion execution for each of the instruction subgroups (refer to appendix A).
Each subg'roup has two transfer tables, one for CM source and one for ROM
source instructions. The header information on each of the transfer tables
includes a general description of the subgroup, the subgroup mnemonic and
source, and the hexadecimal representation, software mnemonic, and hard-

ware mnemonic of each instruction in the subgroup.
transfer table columns is provided in table 4-1A.

A description of the

Table 4-1A. Transfer Table Column Description

sent s‘;ate.

request is being made.

Column Name Description
Step Sequential numbering of instruction states.
Present State State the instruction is currently in.
Next State State the instruction will be in after the next time
slot.
Transfers Events that will take place when a time slot occurs

and the proper conditions exist for any given pre-

Mode Indicates instruction source CM (M) or ROM
M)).
SWBC The OUT column indicates if a CM read or write

request is possible (BA) or not ABA) and the IN
column indicates when a read (RC) or write (WC)

Op Code Subgroup mnemonic.

Facility Indicates the hardware involved in performing the
data transfer on the same line of the transfer
column.,

Source-Destination Indicates the indexer involved in developing source

and/or destination addresses used in the data
transfer on the same line of the transfer column.

Conditions Indicates hardware conditions that must exist for
the events in the transfer column to take place.

4-42
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When an instruction is indexed and expanded from the SWBD or NIR to the
IR, PP control is responsible for development of the op-code, initial state,
and control flags and the Indexer is responsible for development of the
source, destination, and effective addresses. When a time slot for the

VP being discussed occurs, the IR data is transferred tothe MIR for the
duration of the time slot in order to direct the events listed in the transfer
column of the transfer table associated with the IR instruction. If the in-
struction is not complete at the conclusion of the time slot, the IR present
state is modified to reflect the next state via PP control and the VP waits for
the next time slot. When the instruction does terminate (indicated by NIN in
the transfer tables), the PP three-level pipe is advanced one level (a new in-
struction is brought into the IR).

The state information presented in the transfer tables represents six bits in
the IR, three to define the state class and three to define the step within the
state class. Each of the state class bits has a definition, and, when com-
bined with the other two state class bits and three step bits, gives a fair
description of what is actually happening in the PP. Table 4-2 contains
some useful combinations of state class and step, with their associated gen-
eralized descriptions.

The actual state transformation from the present state to the next state is
directed by PP control (paragraphs 4-37 and 4-154), which utilizes the pres-
ent state, various test results (this includes the Write Cycle Equality (WCE)
signal, Dependecny (D) signal, Skip Taken (ST) signal, Branch Taken (BT)
signal, etc.), and the relevent control flags to direct the transformation.
When the current instruction terminates, a signal called NINS is developed
by PP control to indicate the use of the initial state of the next instruction in
the development of the present state. The initial state of an instruction is
primarily determined by the op-code.

The following paragraphs, accompanied by figure 4-1, provide a few exam-
ples of tracing instruction execution in the PP via the transfer tables.

4-69 NO OPERATION INSTRUCTION

Refer to page A-74 of appendix A for a CM source transfer table of the no-
op instruction. The no-op instruction begins execution in state class 3, step
2. If the SWBC buffer is not available (MBA) to the VP executing the no-op
and an interrupt did not occur during the previous instruction (OINTEF), the
no-op remains in state class 3, step 2 without initiating any data transfers.
When the buffer does become available, the following events take place dur-
ing the next time slot:

(PC) —> SWBA
(NIL)—/> IR
(PC)+1——> PC

0 —— > NIL

4-43
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’ Table 4-2. Instruction States

EX= LAx* LC=* BC* General Description

0 1 0 1 When direct, a branch state with PC in-
dexing and instruction retrieval. When
indirect, the first step of the indirect
cycle.

0 1 0 2 When direct, a stack instruction skip state
with PC indexing and instruction retrieval.
When indirect, the second step of the in-
direct cycle.

0 1 0 >2 Successive indexing steps of multiple-step
instructions.

0 1 1 1 Indexing with write cycle compare.

0 1 1 2 Indexing with no termination inhibits ex-

cept "'BA* and interrupts.

0 1 1 3 Indexing on B* with no termination inhibits
except "BA and interrupts.

1 0 0 1 Step 1 of multistep instructions.

1 0 0 >1 Successive execution steps of multistep
instructions.

1 1 1 1 - Execution with indexing and no write cycle
compare.
1 1 1 2 Execution with indexing and dependency,

skip, or branch testing.

1 1 1 3 Indexing on B with no termination inhibits
except "BA and interrupts.

EX-Execution State LA-Look Ahead (Indexing) LC-Last Cycle State
BC-Bit Count (Step) State BA-Buffer Available
p-Branch Address

The PC is transferred over the CMAB bus to the SWBA, the PC indexer uses
the PC value on the CMAB bus to increment the PC, the SWBD or NIR (as
determined by the NIL bit of the MIR) is expanded by PP control and the TN
field and register indexers and input to the IR, and the IR NIL bit is zeroed
by PP control to indicate the next instruction will be in the SWBD (because
of the CM instruction source). In addition, a read request is issued by PP
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control to the SWBC to retreive the instruction addressed by the SWBA. The
net effect of the described events is advancement of one level in the PP three-
level pipe.

4-70 STORE WORD TO CENTRAL MEMORY INSTRUCTION

Refer to page A-1 of appendix A for a CM source transfer table of the store
word to CM instructions. The store word to CM instructions begin execution
in state class 4, step 1. When the buffer becomes available (BA), the follow-
ing events take place:

(PPU)R——> SWBD
(IR)TN—> SWBA
(SWBD)—> NIR

] —— > NIL
(IR)TN+1—> IR

If a VPR is specified by the R field, the desired VPR is enabled over the
VPAB bus, over the Main Data Bus (MDB), through the AU aligner, and over
the AU2B bus to the SWBD. If a CR is specified by the R field, the desired
CR is enabled over the CRAB buses, over the MDB, through the AU aligner,
and over the AU2B bus to the SWBD. The IR effective address developed by
the T and N fields is enabled over the CMAB bus tothe SWBA; the next in-
struction in the SWBD is saved in the NIR via the CMDB bus; the IR NIL bit
is set by PP control to reflect the save; and the IR effective address is in-
cremented by one by the TN field indexer and stored back into the IR. (This
is done for the WCE test mentioned in paragraph 4-63.) A write request is
issued by PP control to the SWBC to store the VPR or CR to the desired CM
address and the IR state class and step are advanced to three and one, re-
spectively, by PP control.

The next time this instruction receives a time slot, the WCE indicator is
used to determine whether termination of this instruction should occur now
or later. When the buffer is available and the current instruction has not
modified the next instruction A WCE), the PP three-level pipe is advanced
one level as described in the CM source no-op instruction. When the cur-
rent instruction does modify the next instruction (WCE), the SWBD is enabled
over the CMDB bus to the NIR so that the modified instruction replaces the
old instruction. The IR state class and step are advanced to three and two,
respectively, by PP control. At the next time slot, the store word to CM
instruction terminates by advancing the PP three-level pipe.

4-71 COMPARE CENTRAL MEMORY TO VPR INSTRUCTION

Refer to page A-45 of appendix A for a CM source transfer table of the com-
pare CM to VPR instructions. The compare CM to VPR instructions begin
execution in state class 4, step 1. When the buffer becomes available (BA),
the following events take place:
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(IR)TN —> SWBA

(SWBD)——> NIR
]l ——— > NIL

The IR effective address of the CM quantity to be comi)ared is enabled over
the CMAB bus to the SWBA; the next instruction in the SWBD is saved in the
NIR via the CMDB bus and the IR NIL bit is set by PP control to reflect the
save; and a read request is issued by PP control to the SWBC to retrieve the
CM quantity for comparison. The IR state class and step are advanced to |
seven and two, respectively, by PP control.

At the next time slot for which the buffer is available (BA), the retrieved

CM quantity and VPR specified by the R field are both applied to the skip
taken (ST) logic in the AU in the following manner: The desired VPR is
enabled over the VPRB buses to the AU and the CM quantity in the SWBD is
enabled over both the MDAB bus and the MDB to the AU, If the comparison
is satisfied (a check for equality or inequality, depending on the instruction
in the KSKUCM subgroup), the ST signal is true and the following takes place:

(PC) —> SWBA
(PC)+1 ——> PC
0 ————> NIL

The PC is enabled over the CMAB bus to the SWBA; the PC indexer uses the
PC value on the CMAB bus to increment the PC; the IR NIL bit is zeroed so
that the next instruction previously saved in the NIR is skipped; and a read
request is issued by PP control to the SWBC to retrieve the skipped-to in-
struction. The IR state class and step are advanced to three and two, re-
spectively, by PP control and the PP three-level pipe is advanced one level
using the skipped-to instruction at the next time slot for which the buffer is
available (BA). If the comparison is not satisfied (0ST), the PP three level
pipe is advanced one level without taking any skip.

4-72 INDIRECT CYCLE

Refer to page A-72 of appendix A for a CM source transfer table of the in-
direct cycle. The indirect cycle is executed when the next instruction to be
executed (in the SWBD or NIR) has the first bit of its T field set (first indi-
rect cycle) or the indirect cell retrieved from CM has the first bit of its T
field set (multiple level indirect cycle) and the current instruction has com-
pleted execution (NIN in the transfer table). When indirect addressing is
specified, the indirect cycle(s) is executed to develop the IR source, destina-
tion, or effective address prior to the normal execution of the instruction for
which indirect addressing is defined. This indirect cycle is not valid for the
conditional branch instructions (they have their own unique indirect cycle, as
described in paragraphs 4-182 and 4-183) or for the instructions for which
indirect addressing is undefined.
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When the next instruction indirect indicator (DB) from PP control indicates
the next instruction is indirect, the ignore indirect indicator (IGI) from PP
control indicates indirect addressing is possible for the next instruction,

and the instruction termination indicator (NINS) indicates that the current
instruction has terminated, the IR DC bit is set by PP control and the indirect
cycle enters execution in state class 2, step 1. If the PPTN flag associated
with the indirect instruction indicates the indirect cell is located in CM
(MPPTN), the following events take place:

(IR)TN ——> SWBA
(SWBD)—> NIR
] —————> NIL

The IR effective address developed by the TN field indexer pointing to the
indirect cell is enabled over the CMAB bus to the SWBA; the instruction fol-
lowing the indirect instruction in the SWBD is saved in the NIR via the CMDB
bus and the IR NIL bit is set by PP control to reflect the save; and a read
request is issued by PP control to the SWBC to retrieve the indirect cell.
The IR state class and step are both advanced to two by PP control. If the
PPTN flag associated with the indirect instruction indicates the indirect cell
is located in a register (PPTN), the following events take place:

(PPU)TN——>SWBD
SWBD —>NIR
] — > NIL

The VPR or CR specified by the T and N fields is transferred to the SWBD
as follows: If a VPR is specified, the desired VPR is enabled over the
VPAB, over the MDB through the AU aligner, and over the AU2B bus to the
SWBD. If a CR is specified, the desired CR is enabled over the CRAB buss-
es, over the MDB, through the AU aligner, and over the AU2B bus to the
SWBD. The next instruction is saved in the NIR as previously mentioned for
the indirect cell-in-CM. The IR state class and step are both advanced to
two by PP control.

At the next time slot for which the buffer is available (BA) and the next in-
struction indirect indicator signals termination of indirect addressing (NMDB),
the TN field indexer develops an IR source, destination, or effective address
from the SWBD indirect cell and the IR DC bit is zeroed by PP control. The
former indirect instruction now enters its normal execution sequence. If the
next instruction indirect indicator signals another level of indirect address-
ing (DB), the TN field indexer develops the indirect cell address for the IR
from the current indirect cell in the SWBD and PP control sets the IR DC bit
to reflect another level of indirect addressing. The retreiving of indirect
cells continues until the termination level is reached (indirect addressing
through a register is only possible at the first level, however).
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4-73 INTERRUPT CYCLE

Refer to page A-76 of appendix A for a CM source transfer table of the inter-
rupt cycle. The interrupt cycle is executed at the conclusion of the instruc-
tion durinmg which a programmed or automatic interrupt occurred. PP con-
trol directs execution of the interrupt cycle, which executes the interrupt
instruction at ROM location 1016 if an automatic interrupt occurred, or at
ROM location 1174 if a programmed interrupt occurred (the interrupt in-
structions are the branch and save PC type). When the interrupt servicing
routine terminates, control resumes with the instruction following the in-
terrupted instruction. The net result is the squeezing of an interrupt servic-
ing routine in the normal flow of instruction processing after the instruction
during which the interrupt occurred.

When a programmed or automatic interrupt has been recorded and the as-
sociated IR interrupt bit has been set (INT), the current instruction has
terminated (NINS), and the terminated instruction is not execute CM
(EXCM), the following events take place:

] —— > INTF
] — > NIL
NO-OP —> 1R
(PC)+1—>PC

The check for "EXCM is necessary because the execute CM instruction has
not really terminated until its object instruction has terminated. PP control
sets the IR INTF bit to initiate the interrupt cycle and the IR NIL bit to in-
dicate that the interrupt instruction to be executed will be retrieved from
ROM. PP control zeros the IR op-code and the current PC value is incre-
mented by the PC indexer to two instructions past the interrupted instruction.
The IR state class and step are advanced to two and three, respectively, by
PP control. When the interrupted VP receives its next time slot, the follow-
ing events take place:

E.A,—> NIR
(PC)-2——> PC

The IR effective address reflecting the interrupt type (1074 for automatic and
114 for programmed) is applied to ROM from PP control via the RMAB bus
and the PC value is decremented by two via the PC indexer (the PC indexer
receives the PC value to be modified via the CMAB bus). The PC value now
points to the instruction following the interrupted instruction and the NIR con-
tains the interrupt servicing instruction. The IR state class and step are
advanced to three and two, respectively, by PP control.

At the next time slot for which the buffer is available (BA), the PP three-
level pipe, with the no-op instruction at the execution level, the interrupt
servicing instruction at the address preparation level, and the instruction
following the interrupted instruction at the acquisition level, is advanced one
level as described in the CM source no-op instruction. In addition, the IR
INTF bit is zeroed to reflect the honored interrupt.
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4-74 DETAILED DESCRIPTION

The remaining paragraphs in this section provide a detailed look at the eight
major components of the PP (VP's, AU, Indexer, CR file, ROM, SWBC, PP
Control, and Maintenance Logic). The detailed descriptions covering the
eight major components are supplemented with detailed block diagrams and
logic diagrams that aid in understanding the logic card diagrams in section
VII of this manual. Timing diagrams are provided for the more involved
timing circuits and transfer tables accompany the PP Control description of
instruction execution.

4-75 VIRTUAL PROCESSORS

Each of the eight Virtual Processors (VP's) of the PP consists of a Program
Counter Register (PC), Next Instruction Register (NIR), Instruction Regis-
ter (IR), Virtual Processor Register File (VPR File), Central Memory Base
Register (CM Base), Single Word Buffer Address Register (SWBA), and a
Single Word Buffer Data Register (SWBD). A detailed description of each
register type, supplemented with block diagrams and/or logic diagrams, is
presented in the following paragraphs. The integrated operation of these
areas is described in paragraph 4-62.

4-76 PROGRAM COUNTER REGISTER. Refer to figure 4-14 for a simpli-
fied block diagram of the eight PC's and the associated input and output logic.
The primary function of each PC is to provide the associated VP with a
pointer to the next instruction in Central Memory (CM) or Read Only Mem-
ory (ROM). Secondary functions include distribution of the PC to the MDB,
Indexer I1, Indexer I2, PP Control, and the Single Word Buffer Controller,
in support of the PP three-level pipe.

4-77 PC Loading Logic. During normal PP operation (maintenance logic
not used), the source of the updated PC value is Indexer I1. When a PC is
to be updated, the PC load enable line (PPI1PCE) from the PCCTL card per-
mits the decoding of the PC load select lines (PPWMSC(0-2)) to develop the
pointer to the PC of the active VP. The PPWMSC(0-2) lines are also sup-
plied by the PCCTL card and contain the VP number of the active VP. The
developed pointer is used to insert the updated PC value (32 bits) in the PC
of the current active VP. Bit 0 of the updated PC value (indicates mode) is
supplied by the PCCTL card, bits 1 ghrough 7 are set to zero, and bits 8
through 31 (the address) are supplied by Indexer I1.

4-78 PC Distribution Logic. When an unconditional branch and save PC
instruction (BPCS, BCS, BRS, or BCAS) or the unconditional branch and
store PC instruction (BRSM) is executing, the PCAB bus is used to route the
PC of the active VP to the MDB. The PC to MDB enable line (PPPCABE)
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permits the decoding of the PC to MDB select lines (PPRABC(0-2)) to select
and route the PC of the active VP to the MDB (hPPPCAB(0-31)). When any
instruction is executing, the PCB bus is used to route the PC of the active
VP to Indexer I2 and the PP Control logic used-in performing the Write
Cycle Equality (WCE) test. The PC to Indexer I2 select lines (PPRMSC(0-2))
are decoded and used to select and route the PC of the active VP to Indexer
I2 (where the "PPPCI2(0-31) lines are used in PC relative instructions) and
the PP Control logic on the PCCTL card (where the "PPPCIR(0-31) lines are
used in performing the WCE test). The CMAB bus is used to route the PC
of the active VP to Indexer Il for indexing, to the associated SWBA for in-
struction location in CM, and to the Single Word Buffer Controller logic for
CM zone selection. In these three cases, the PC to CM address enable line
(PPPCCBE) permits the decoding of the select lines (PPRMSC(0-2)) so that
the necessary distribution is possible. The CMAB bus is also used to route
the IR TN address (PITNADDR(8-31)) to the SWBA when the IR TN address
to CM address enable line (PPTACBE) goes to one or the output of Indexer
I2 (PTI2ZRES(0-31)) to the SWBA when the Indexer I2 to CM address enable
line (PPI2CBE) goes to one (stack instructions). The RMAB bus is used to
route the PC of the active VP to Indexer Il for indexing and to ROM for in-
struction location when the PC to ROM address enable line (PPPCRBE) per-
mits the decoding of the select lines. The RMAB bus is also used to route
the IR TN address to ROM when the IR TN address to ROM address enable
line (PPTARBE) goes to one (branch to ROM type instructions).

4-79 NEXT INSTRUCTION REGISTER. Refer to figure 4-15 for a simpli-
fied block diagram of the eight NIR's and the associated input and output
logic. The primary function of each NIR is to provide the associated VP
with a 32-bit register for holding words retrieved from ROM. A secondary
function is to provide temporary storage of SWBD data when the SWBD is
being used during the execution of an instruction. When data is being read
from ROM(PMROMO(0-31)), the ROM to NIR enable line (PNRMCDE) gates
the ROM data to the NIR selection logic. The CM/ROM data to NIR enable
line (PNCDNRE) permits the decoding of the active VP code lines
(PPWA2CSL(0-2)) in order to develop a pointer to the NIR of the active VP.
The pointer is then used to insert the ROM data into the proper NIR. When
data from the SWBD of the active VP is to be transferred to the associated
NIR, the SWBD data is applied to the NIR selection logic (instead of ROM
data) and inserted in the proper NIR via the mentioned pointer. During the
execution of all instructions, the NIR data is distributed to Indexers I2 and
I3 over the NIRB bus. The active VP code lines (PPQVPD:2(0-2)) are de-
coded at each execution period and used to select the NIR of the active VP,
The selected NIR is then transferred over the NIRB bus and input to Indexers
12 and I3 (PNIRI2R(0-31)) for IR development.
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Figure 4-15. Next Instruction Registers

4-80 INSTRUCTION REGISTER. Refer to figure 4-16 for the format of one
of the eight 64-bit IR's. The IR data is grouped as follows:

° Operation code. (bits 0 through 7)

The eight bit op-code specifies the instruction to be executed. The source
of the op-code is the associated SWBD or NIR when the previous instruction
has terminated, the MIR when the current instruction is not complete or -
when a test and skip or test and branch instruction evaluates true, or the re-
map logic when the first level of indirect for an indirect or indirect-aug-
mented instruction is through a CR or VPR.

° State classes (bits 8 through 10)

The three state class bits (EX for execute, LA for look ahead, and LC for
last cycle) provide a broad definition of the state of the current instruction
in order for the PP three-level pipe to operate properly. The EX bit indi-
cates the current instruction is in an execution state; the LA bit indicates the
possiblility of indexing the next instruction on this step; the LC bit indicates
that it is possible to terminate the current instruction on this execution
cycle.

° Bit count (bits 11 through 13)
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The bit count (BCq is the MSB and BC, is the LLSB) is a modifier of the state
class and provides a counter for multiple steps in one state class.

° Indirect cycle bit (bit 14)

The indirect cycle bit (DC) is set to indicate that the current instruction in
the IR is an indirect instruction.

° Mode bit (bit 15)

The mode bit (M) is set to indicate the source of the current instruction is"
Central Memory (CM) and reset to indicate Read Only Memory (ROM).

e Source address (bits 16 through 23)

The eight bit source address specifies a CR or VPR from which data is to be
retrieved.

° Destination address (bits 24 through 31)

The eight bit destination address specifies a CR or VPR in which data is to
be stored.

° Flags (bits 32 through 39)

The object mode bit (OM) is the mode bit for the object instruction pointed
to by an analyze instruction. The next instruction location (NIL) is set to
indicate the next instruction is in the NIR, or reset to indicate the next in-
struction is in the SWBD. The LFAF flag is set when the current instruc-
tion is LDMB indirect and indicates the base value to be loaded is in CM
rather than the VPR specified by the T and N fields. The PPTN flag is set
when the current instruction is indirect through a CR or VPR specified by
the T and N fields. The interrupt flag (INTF) is set at the last step of ex-
ecution of the current instruction when an automatic or programmed inter-
rupt occurs during the same instruction. The INTF flag is used to trap the
VP with the interrupt to an interrupt routine in ROM. The TRAP flag is not
used by the IR, and the INT1 flag is set when a programmed interrupt is ini-
tiated (a bit is set in the Interrupt Control byte of the CR file) by the execut-
ing VP. The INT2 flag is set (only in the IR of the selected VP) when any
one of the following occurs: A/C power failure, activation of the STOP but-
ton on the Operator'sConsole, disc protect violation, CP interrupt, CM
parity error in selected VP, CM protect violation in selected VP, illegal
op-code in selected VP,

° Effective Address (bits 40 through 63)

The 24-bit effective address is developed by the TN field indexer (indexer

I2) and indicates an immediate operand, a direct or indirect operand address,
or a direct or indirect branch address. The only exception to this effective
address development occurs when a shift instruction is executing and the cur-
rent shift count update is supplied by the CONTAU card.
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The loading logic and flip-flops for each of the eight IR's is distributed on
four IRCARD cards (IRCARD(0) through IRCARD(33)), as shown in figure 4-17.
The op-code and state class bits exist on IRCARD(0) and their source de-
pends on the test positive signal from the CONTAU card. If a test and skip
or test and branch instruction evaluates true (skip or branch taken), the test
positive signal (TPOS) enables the op-code of the instruction (located in the
MIR during the test cycle) and the data test states (DT) into the associated
IR. These loading sources are required because the three-level pipe re-
quires updating before the current instruction terminates. If a skip or
branch is not taken, the inverted test positive signal (TPOS) enables the op-
code of a new instruction, remapped instruction, or old partially complete
instruction and the data real states (DR) into the associated IR. The source
and destination addresses exist on IRCARD(1) and they are supplied (as long
as the TPOS signal is true) by the TN field indexer (indexer I2) or the regis-
ter indexer (indexer 1I3), depending on the instruction being executed. The
control flags and the first byte of the effective address exist on IRCARD(2).
If the TPOS signal is true, the DT control flags are inserted in the IR; if the
TPOS signal is true, the DR control flags are inserted in the IR. The first
byte of the effective address is supplied by indexer I2 when the TPOS signal
is true. The second and third bytes of the effective address exist on
IRCARD(3) and are supplied by indexer I2 when the TPOS signal is true.
When a shift instruction is in the process of shifting data in the AU and the
desired shift count has not been completed, the selected shift increment (1,
4, 8, or 16) is inserted in the third byte of the effective address by the
CONTAU card. A more detailed description of the loading and distribution
logic on the IRCARD cards is presented in the following paragraphs.

4-81 IRCARD(0) Loading and Distribution Logic. Refer to figure 4-18 for
a simplified logic diagram of the IR op-code and state loading and distribu-
tion logic. The active VP code lines (PILVPC(0-2)) from the MLCTL card
are temporarily stored in a group of three flip-flops on IRCARD(0) during
every execution cycle. The true outputs of the flip-flops are directly applied
to a DE module for decoding purposes and the complement outputs are in-
verted by a group of 2N logic modules (during normal PP processing the
maintenance logic holds one of the two 2N module inputs at one) before being
applied to a second DE module. At the conclusion of the current execution
cycle, the MIR op-code lines PICDT(000-007)) from PPCTL2 are applied
to the test positive inputs of the IR flip-flops. At this same time, the new
op-code from the associated SWBD or NIR, the old op-code from an instruc-
tion currently in the MIR, or the remapped op-code from the remapping
logic, is supplied by PPCTLZ2 (MPICDR(000-007)) and inverted twice (once
due to the inhibited maintenance logic). The result is applied to the test
positive complement inputs of the IR flip-flops. If the test positive signal
(PACTSPOS) developed by the skip taken and branch taken logic of the AU
indicates an instruction is to be skipped, or control is to branch out of the
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current instruction stream, the PACTSPOS signal, combined with the
PIRYFLG(0) and PIRYBO(0) signals (these last two signals are hard wired on
PPCTL2 at a logic one for IRCARD (0)), develop the PIRYOEN signal. The
PIRYOEN signal enables the decoding of the VP code in order to generate a
gate for the MIR op-code applied to the test positive inputs of the IR's. The
net result is insertion of the MIR op-code in the IR of the active VP at the
conclusion of the execution cycle. If the test positive signal indicates no
skip or branch is to be taken, the PACTSPOS signal combines with the
PPCTL2 hard-wired signals "PIRXFLG(0) and "PIRXBO(0) to develop the
PIRXOEN signal. The PIRXOEN signal enables the decoding of the VP code
and the resulting insertion of the new, old, or remapped op-code in the IR
of the active VP.

The state bits (EX, LA, LC, BC,, BC,;, BC,, DC, and M) are inserted in
the second byte of the IR of the active VP at the same time and in a manner
similar to that described for the op-code. If the inverted test positive sig-
nal PACTSPOS) indicates a skip or branch is to be taken, the PIRX1EN
signal is developed to enable the decoding of the active VP code (gate gen-
eration) and to permit the insertion of the data test states PREXDT,
PRLADT, PRLCDT, aPRBCODT, -PRBC1DT, PRBC2DT, WPIDCDT, and
APIMDT) in the IR of the active VP. If the inverted test positive signal in-
dicates no skip or branch, the PIRY1EN signal is developed to generate the
gate used in inserting the data real states MPREXDR, PRLADE, PRLCDR,
PRBCODR, TPRBCIDR, PRBC2DR, W\PIDCDR, and 7"PIMDR) in the IR of
the active VP.

The next VP code (PILNVPC(0-2)) from the MLCTL card is decoded and
stored in a group of eight flip-flops at the conclusion of an execution cycle.
The true output of the flip-flop set, due to the decoding process, is used to
enable the op-code and states of the IR associated with the active VP over the
IRB bus at the beginning of the next execution cycle. The enabled data
(PIRBMIR(0-15)) is output to the MIR, the VPRCONT card, and the PPCTLI!
card.

4-82 IRCARD(1) Loading and Distribution Logic. The IR loading and dis-
tribution logic on IRCARD(1) is identical to that on IRCARD(0), however, the
data handled and the loading control signals differ as shown in figure 4-19.
Source data from indexer I2 or indexer I3 may be loaded in the first byte of.
IRCARD(1) and destination data from one of the same two sources may be
loaded in the second byte. In order for any data to be loaded in either byte,
the test positive signal must indicate no skip or branch is to be taken
(QPACTSPOS is true). When this is the case and the source address is to be
supplied by indexer 12, the I2 enable signal (PIRYBO(1)) from PPCTL2 per-
mits the development of the PIRYOEN signal. The PIRYOEN signal enables
the decoding of the VP code and the resulting insertion of the I2 source ad-
dress (mPTI2RES(024-031)) in the IR of the active VP. When the source
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address is to be supplied by indexer I3, the I3 enable signal (PIRXBO(1))
develops the PIRXOEN signal, which in turn enables the I3 source address
("PRI3RES(024-031)) into the IR of the active VP. The source of the destina-
tion address is determined in a similar manner, except the PIRYB1(1l) signal
provides fhe I2 enable and the "PIRXB1(1) signal provides the I3 enable.

The source and destination addresses (PIRBMIR(016-031)) and the op-code
and states on IRCARD(0) are distributed simultaneously.

4-83 IRCARD(2) Loading and Distribution Logic. The control flags and
first byte of effective address loading and distribution logic on IRCARD(2)
(the logic is again identical to that on IRCARD(0)) is shown in figure 4-20.
If the test positive signal is true, the PIRYOEN signal is developed in order
to enable the data test flags (PIOMDT, PINILDT, 3PILFAFDT,
APIPPTNDT, "PIINTFDT, 7PINT1IDT, and "PINT2DT) from PPCTL2 into
the IR of the active VP. If the inverted test positive signal is true, the
PIRXOEN signal is developed to enable the data real flags ((MPIOMDR,
“PINILDR, "PILFAFDR, 7" PIPPTNDR, "PIINTFDR, mPINT1DR, and
APINT2DR) from PPCTL2 into the IR of the active VP. If the inverted test
positive signal is true and PPCTL2 activates the indexer I2 enable signal
(PIRYB1(2)), the PIRY1EN signal is developed to enable the first byte of the
effective address generated by indexer I2(APTI2ZRES(008-015)) into the IR of
the active VP. The PIRXI1EN signal is held to a logic zero at all times by
the "PIRXB1(2) signal from PPCTL2. (This disables all gates associated
with one of the two inputs to the dual flip-flops composing the second byte on
IRCARD(2).) The control flags, the first byte of the effective addres's
(PIRBMIR(032-047)), and the IR data on IRCARD(0) and IRCARD(1) are
distributed simultaneously. |

4-84 IRCARD(3) Loading and Distribution Logic. The second and third
bytes of effective address loading and distribution logic on IRCARD(3) (the
logic is identical to that on the other IRCARD cards) are shown in figure
4-21. If the inverted test positive signal is true and PPCTLZ2 activates the
indexer I2 enable signals (PIRYBO(3) and PIRYB1(3)), the PIRYOEN signal
is developed to enable the second byte of the effective address from I2
(APTI2RES(016-023)) into the IR of the active VP, and the PIRY1EN signal is
developed to enable the third byte of the effective address from I2
(PTI2RES(024-031)) into the same IR. The PIRX1EN signal is held to a
logic zero at all times by the "PIRXBO0(3) signal from PPCTL2, so one set
of the inputs to the dual flip-flops composing the first byte on IRCARD(3) is
not used. When the shift count needs updating during a shift instruction, the
“PIRXB1(3) signal from PPCTLZ2 is used to drive the PIRX1EN signal to a
logic one, so a new shift count (PACSHOB(000-005)) from CONTAU is in-
serted in the IR of the active VP. The second and third bytes of the effec-
tive address (PIRBMIR(048-063)) and the IR data on the other IRCARD cards
are distributed simultaneously.
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4-85 VIRTUAL PROCESSOR REGISTER FILE. Refer to figure 4-22 for a
simplified block diagram of the eight VPR files and the associated input and
output logic. Each of the eight VPR files provides the associated VP with
four 32-bit general accumulator registers that can be addressed to the byte,
halfword, or word level. Each VPR file accepts data from the AU and dis-
tributes data to Indexer 12, Indexer I3, and the AU.

4-86 VPR Loading Logic. Data is input to a VPR of the active VPR file via
the AU1B or AU2ZB transfer buses of the AU. When the source of data is the
AUI1B bus, the appropriate AULB enable signals (PUWA1PO01(0-3) for VPO
and VP1, PUWAI1P23(0-3) for VP2 and VP3, PUWA1P45(0-3) for VP4 and
VP5, or PUWA1P67(0-3) for VP6 and VP7) from the VPRCONT card enable
the decoding of the AU1B word code (PUAW1C(0-2), the word code points to
one VPR out of two VPR files) and determine what portion of the destination
VPR (byte, halfword, or word) is to be used. The decoded pointer is used
to direct the AU1B data (WPAU10(0-31)) to the destination VPR and the active
AUI1B enable signals are used to determine what part of the destination VPR
is to be filled with new data. When the source of data is the AU2B bus, the
appropriate AUZB enable signals (PUWAZ2P01(0-3) for VPO and VPI,
PUWA2P23(0-3) for VP2 and VP3, PUWA2P45(0-3) for VP4 and VP5, or
PUWA2P67(0-3) for VP6 and VP7) from the VPRCONT card enable decoding
of the AU2B word code (PUWAZ2C(0-2)) so that the AU2B data (IPAU20(0-31))
is inserted in the intended portion of the destination VPR (this processing
parallels that for the AU1B bus).

4-87 VPR Distribution logic. The selected VPR data is distributed to the
AU over the VPAB bus in combination with the MDB or over the VPRBI1 and
VPRB2 buses. When VPR data is to be transferred to the AU by way of the
MDB, the MDB enable signal (PURABPO1 for VPO and VP1, PURABP23

for VP2 and VP3, PURABP45 for VP4 and VP5, or PURABP67 for VP6 and
VP7) from the VPRCONT card enables the decoding of the MDB word code
(PURABC(0-2)). The resulting pointer' enables one VPR of two VPR files
over the VPAB bus to the MDB (PUPOR1AB(0-31) for VPO and VPI1,
“PUP2R3AB(0-31) for VP2 and VP3, "PUP4R5AB(0-31) for VP4 and VP5,
or "PUP6R7AB(0-31) for VP6 and VP7). When VPR data is to be trans-
ferred to the AU by way of the VPRB1 and VPRB2 buses, the VPRB1 enable
signal (PURA1PO1 for VPO and VP1, PURA1P23 for VP2 and V P3,
PURA1P45 for VP4 and VP5, or PURA1P67 for VP6 and VP7) from the
VPRCONT card enables the decoding of the VPRBI1 word code (PURA1C(0-2)).
The resulting pointer enables one VPR of two VPR files over the VPRBI1 bus
to the VPRB2 bus. The VPR input to the VPRB2 bus is inverted by a group
of 4B logic modules and then routed to the AU (PUVPRA1(0-31)).

The VPR file of the active VP is transferred to Indexer 12 via the VPIB1 bus
and VPR3 of the active VP is transferred to Indexer I3 via the AVPB bus.
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During the execution of all instructions, the VPR to Indexer I2 VP code
(PURI2C(0-2), same as the active VP code) is decoded and used to enable
the four VPR's of the active VP over the VPIBI bus to the VPIB2 bus on the
PCCARDA(0-7) cards. The middle two bits of the T field of the instruction
being executed are used to enable one of the four VPR's over the VPIB2 bus
to Indexer I2. The VPR3 VP code (PURW3C(0-2), same as the active VP
code) is also continuously decoded and used to enable VPR3 of the active VP
over the AVPB bus to Indexer I3. Indexer I3 uses only byte three of VPR3,
therefore control at the motherboard level is necessary because all
VPRCARD cards are identical.

4-88 CENTRAL MEMORY BASE REGISTER. Refer to figure 4-23 for a
simplified block diagram of the eight CM base registers and the associated
input and output logic. Each of the eight CM base registers provides the as-
sociated VP with 24 bits of temporary storage used to hold a base value for
base relative instructions. The CM base register accepts data from the AU
and outputs data to Indexer I2.

4-89 CM Base Register Loading Logic. Data is input to a CM base regis-
ter via the AUZ2B bus of the AU in byte or multiple byte increments. When
data from the AU is to be written to a CM base register, three signals are
necessary from the CRCONT card. These signals include a write card zero
(PCWA2B1E(0)), which designates the CM base registers of the CR file; a
word select ("PCWA2CBI1(3-5)), which selects one of the eight CM base reg-
isters; and a write right (PCWA2CR(1-3)) or left (PCWA2CL(1-3)) hex, which
is used to select the right or left half of bytes one, two and three of the se-
lected CM base register. In addition, the R field mask signals
(PCRFDMSK(0-3)) from the CONTAU card provide additional control on data
written to a CM base register when a test and set (TS), test and reset (TR),
set (S), or reset (R) instruction is being executed. When a load central
memory base (LDMB) instruction is executed, all three bytes of the base
register associated with the active VP are loaded simultaneously. This is
accomplished by forcing the right and left hex enables and the R field mask
to all ones. When a TS, TR, S, or R type instruction is being executed and
data is to be written to the right half of the first byte of a CM base register,
the write card zero and write right hex of CRBASE] signals combine to en-
able the decoding of the word select signals. The result of the decode is
masked by the R field so the AU2B data (PAU20(12-15)) marked by ones in
the R field is inserted in the right half of the first byte of the intended CM
base register. When AU2B data is to be written to the left half of the first
byte of a CM base register, the write left hex of CRBASE]1 signal replaces
the write right hex of CRBASE] signal so that the net result is data storage
in the left half of the first byte of the intended CM base register. Data is
written to the second and third bytes (CRBASE2 and CRBASE3, respectively)
of the intended CM base register in a similar manner via the PCWA2CR(2),
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PCWA2CL(2), PCWA2CR(3), and PCWA2CL(3) signals. When a group of data
larger than a hex is under consideration (byte or halfword), the proper com-
bination of hex controls enable the desired write operation.

4-90 CM Base Register Distribution Logic. CM base register data is read
in 24-bit groups (the entire CM base register) and is distributed to both In-
dexer I2 over the CRBB bus and to the MDB (and eventually the AU) over the
CRABI1 and CRAB2 buses. During the execution of all instructions, the VP
code of the active VP is decoded and used to enable the selected CM base
register over the CRBB bus to Indexer I2., Indexer I2 requires the CM base
register of the active VP in case a base relative effective address needs to
be developed. When CM base register data is required on the MDB, the read
enable for card zero signals from CRCONT1, CRCONT2, and CRCONT3
(PCRABB1E(0), PCRABB2E(0), and PCRABB3E(0), respectively), enable
the decoding of the read select signals (PCRABSEI1(3-5) PCRABSE?2(3-5) and
PCRABSE3(3-5)) so that the selected CM base register is enabled over the
CRABI1 bus to the CRAB2 bus and eventually to the MDB,

4-91 SINGLE WORD BUFFER ADDRESS REGISTER. Refer to figure 4-24
for a simplified block diagram of the eight SWBA's and the associated input

PPWMSC(0-2)
VP CODE
FROM OF ACTIVE VP
DECODE

PCCTL
CM ADDR TO PMCBMAE
SWBA ENABLE

SWBA'S

PMQMAO(0-31)

PC, INDEXERI2 . ~PMACMEM(0-31)
OR IR TN DATA -~ PPPCMC(0-31) PMADDCM(0-31)
FROM CMAB . MAMB #»ADDRESS
TO
N CENTRAL
MEMORY

PMQMA7(0-31)

SWBA
SELEC PMRCMA (0-2)
FROM SWBASY
DECODE
1 —
(B)1247 46

Figure 4-24, Single Word Buffer Address Registers
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and output logic. Each of the eight SWBA's provides the associated VP with
an address register that supplies Central Memory with an address when a
read or write operation is to be performed. When PC, Indexer 12, or IR TN
data (MPPPCMC(0-31)) is to be written in a SWBA, the CM address to SWBA
enable signal (PMCBMAE) from PCCTL permits the decoding of the active
VP code in order to develop a pointer to the SWBA of the active VP, The de-
veloped pointer is then used to insert the source data into the proper SWBA.
When a memory access request has been accepted by the MCU, the SWBA
select signals (PMRCMA(0-2)) from the SWBASY card are decoded and used
to enable the SWBA of the VP making the request over the MAMB bus. The
selected address is inverted back to its true form and input to Central Mem-
ory.

4-92 SINGLE WORD BUFFER DATA REGISTER. Refer to figure 4-25 for
a simplified block diagram of the eight SWBD's and the associated input and
output logic. Each of the eight SWBD's provide the associated VP with a
data register that is used to hold data to be written to or read from Central
Memory. The SWBD's accept data from Central Memory when a read is
performed and from the associated PC, SWBA, VPR file, or CM base reg-
ister, via the MDB and AUZB bus, when a write is to be performed. The
SWBD's distribute data to Indexer I2 via the MDIB bus, to the MDB via the
MDAB bus, to the associated NIR via the CMDB bus, and to Central Memory
via the TWB,

When a read request has been accepted by the MCU and read data is available
to the PP, the SWBD load enable signal (PMWCMD) from the SWBASY card
permits the decoding of the SWBD load select signals (PMWCMC(0-2)) so
that the Central Memory data word is inserted in the SWBD of the VP making
the read request. When PC, SWBA, VPR file, or CM base register data is
to be written to Central Memory, the AU2B bus to SWBD enable signals
(PMA2MDLE and PMA2MDRE for left half and right half, respectively)

from the PCCTL card permit the decoding of the write AU2B bus to SWBD
select signals (PPWA2C(0-2)). The resulting pointers are used to enable

the MDB supplied data over the AU2B bus to the associated SWBD in halfword
or word groups. During the execution of all instructions, the active VP code
is continuously decoded and used to enable the associated SWBD over the
MDIB bus to Indexer I2 for effective address development. When SWBD data
is to be output to the MDB, the SWBD to MDB enable signal (PMMDABE)
permits the decoding of the active VP code (PPRABC(0-2)) so that the asso-
ciated SWBD is enabled over the MDAB bus to the MDB, When SWBD data

is to be transferred to the associated NIR, the SWBD to NIR enable signal
(PNMDCDE) permits the decoding of the active VP code (PPRMSC(0-2)) so
that the SWBD is enabled over the CMDB bus to the NIR, When SWBD data
is to be written to Central Memory, the TWB write selector (PMRCMD(0-2))
from SWBASY is decoded and used to enable the SWBD of the VP executing
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the write over the TWB to Central Memory. Refer to the description of the
Single Word Buffer Controller TWB for additional information on the writing
process.

4-93 ARITHMETIC UNIT

The arithmetic unit (AU) of the PP may be divided into the following major
functions:

° Aligner

° Complement or constant generator
° Unload box

° Double rail generator

° Adder

° Shifter

° Bit picker

° Test box 1, 2, and 3 logic

° Comparator

° Data manipulator

° Skip taken and branch taken logic
° AU control

A detailed description supplemented with block diagrams, logic diagrams,
and/or equations is provided for each of these functional areas in the follow-
ing paragraphs.

4-94 ALIGNER. Refer to figure 4-26 for a simplified block diagram of the
AU aligner. The aligner is used to perform a right end-around (cyclic)
shift on a data word from a CR, VPR, the SWBD of the active VP, or the
MIR effective address for immediate operands, in byte increments. The
amount of shift is controlled by the AU control logic and can be zero, one,

two, or three bytes, depending on the enabled control line. The selected
source of input data to the aligner is supplied by the Main Data Bus (MDB)

and is distributed to the aligner select logic in complemented byte groups.
The select logic enables the appropriate byte of data to be output as deter-
mined by the enabled shift control line. The selected byte is routed to the
AU2B transfer bus, the comparator, the shifter, and the complement or
constant generator. The complemented selected byte is routed only to the
complement or constant generator. The described data processing occurs
simultaneously in each of the four PPAUCD cards so that the net result is
a byte increment data word shift in true and complement form distributed
throughout the AU. Refer to figure 4-27 for two examples of aligner data
shifting.
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Figure 4-26. Aligner Logic on PPAUCD(0-3)
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4-95 COMPLEMENT OR CONSTANT GENERATOR. Refer to figure 4-28
for a simplified block diagram of the complement or constant generator.
The complement or constant generator accepts true and complement data
from the aligner in byte groups and generates true and complement data for
use in the adder when addition or subtraction is to be performed. When the
adder is to be used for the incrementing and test or decrementing and test
instructions, the complement or constant generator supplies plus or minus
one, respectively, to the adder. The function of the complement or constant
generator is controlled by the AU control logic via the add, subtract, incre-
ment, and decrement lines. The true and complement data supplied by the
aligner is distributed to the select logic in byte groups. The control lines
then enable the true form of the input data if an add instruction is being ex-
ecuted or the complement form of the input data if a subtract instruction is
being executed. When a decrement and test instruction is being executed,
the select logic and decrement control lines are used to generate the quantity
FFFFFFFF|¢ at the true output of the select logic on the word level. When
an increment and test instruction is being executed, the select logic and in-
crement control lines are used to generate the quantity 00010001,, at the
true output of the select logic on the word level. The output data from the
complement or constant generator is input to the first level of the adder.
Operation of the complement or constant generator occurs simultaneously
on each of the four PPAUCD cards (one byte per card) so that the net re-
sult is a 32-bit word output to the adder.

4-96 UNLOAD BOX. Refer to figure 4-29 for a simplified block diagram
of the unload box. The unload box is used to develop the true and complement
form of the VP code from the maintenance logic, the R field from the MIR,
and the data word from a CR, VPR, the SWBD of the active VP, or the MIR
effective address for immediate operand instructions. The 3-bit VP code
from the maintenance logic is decoded into 8 bits (one bit per VP) and each
of the 8 bits is developed in the true and complement form. The resulting
VP code data is distributed to the data manipulator and test box 2. The 4-
bit R field from the MIR is also developed in the true and complement form
for use in the data manipulator and test box 2. Each of the four PPAUCD
cards are operating on the same VP code and R field simultaneously to im-
plement the byte bit-slice partitioning technique in the AU. The input data
word to the unload box is supplied by the MDB in complement form. The un-
load box develops the true and complement form for each byte and then dis-
tributes the results to the shifter, bit picker, data manipulator, test box 1,
and test box 2. Each of the PPAUCD cards are operating on a byte of the
input data word simultaneously, so that the net resultis a 32-bit data word.

4-97 DOUBLE RAIL GENERATOR. The double rail generator is used to
develop the true and complement form of the selected data word from the
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Figure 4-28. Complement or Constant Generator
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active VPR file. The data word from the selected VPR is input in byte groups
to the double rail generator via the VPRB bus. A series of 1B logic modules
provides the necessary drive and true and complement data for use in the ad-
der, the comparator, and test box 3. The four bytes of input data are op-
erated on in parallel by the four PPAUCD cards in order to supply a 32-bit
word. ‘

4-98 ADDER. Refer to figure 4-30 for a simplified block diagram of the
five-level look-ahead adder. The adder performs addition, subtraction, and
logical functions (AND, OR, EXCLUSIVE OR, and EQUIVALENCE) on 32-bit
data words from the complement or constant generator and the double rail
generator. The op-code from the MIR may specify adder operation to the
byte, halfword, or word level. The following paragraphs provide a detailed
description of each level in the five-level adder, and figure 4-31 presents a
summary of each level.

4-99 Adder Level 1. Refer to figure 4-32 for the logic module connections
required to implement the equations necessary for operation of adder level 1.
The first level of the adder is used to develop the carry generated functions
(D; and D;), the carry propagate enables (T; and T;), and the logical instruc-
tion outputs (LOG;). Each PPAUDC card develops these signals for one
byte of input data. A carry is generated (developed) whenever the two bits
being added are both one. This fact results in the following equations:

Dj = aj « bj

D;-=3; - b, =3 +5;
where

a; = the quantity at bit position i of the complement or constant

generator output

b: = the quantity at bit position i of the double rail generator output
A carry propagate (transfer) enable is generated whenever one of the two
bits being added is one. This results in the following equations:

Ti=a;« bj+ta;. by

Ti:ai' b; +2a; - b
An exception to the developed equations occurs for halfword instructions be-
cause the carry in the most significant bit of the right halfword must be dis-

abled. This is accomplished with the following carry transfer (T,) and
carry develop (D,) equations for the most significant bit of the right halfword.

4-78
Advanced Scientific Computer



MDB

PABO (0—31)

PUVPRA1 (0—-31)

PAALICCO
PAALICC 1 FROM
ALIGNER PAALICC2 CONTAU
ADD. DATA FLOW PAALICC3
CO=A[B| + (A{B; + A;Bj)Cj =
—_ — m
CARRY CARRY CARRY 18's - |
GENERATED  PROPOGATED IN " o
‘D’ EVELOP ‘1’ RANSFER e S
NOTE.T=TRUE BINARY ADD RESULT o 3
(A @Bi) 3 <
LEVEL 1 GENERATES CARRY GENERATED ¥ r
FUNCTIONS (Dj AND'ﬁig AND
CARRY PROPGATE ENABLES
(T; AND Tj) -
LEVEL 2 GENERA:IES BYTE AND RIGHT - v ADD
== HEX TRANSFER FUNCTIONS AND )
BYTE AND RIGHT HEX DEVELOP ! = COMPLE~ SUBTRACT
FUNCTIONS, e o MENT OR FROM
5 z CONSTANT LgDECREMENT ~ cONTAU
LEVEL 3 DEVELOPS GROUP CARRIES z a GENERATOR INCREMENT
—— (KG'S) FROM PRECEEDING BYTE | § < e EEEEE—
TG AND DG FUNCTIONS, < %.
o - -
LEVEL 4 DEVELOPS INDIVIDUAL BIT - ©
~———— CARRY TERMS FROM PREVI— | 5
OUSLY GENERATED CARRY 5 Nt
FUNCTIONS, 5 9
LEVEL 5 PERFORMS FINAL SUMMATION 9 9
OF ‘Tj /AND 'PAADDCRY ‘ AND 3 g
FORMS AUl BUS TO VPR FILE, b4 P
P C
\\/\A_i/ \B/ B,
ADDER LEVEL 1
(PAADDTTR|) (PAADDTBRY)
(PADDD|) (PADDD;)
_ ADDER LEVEL 2
(PAADDTG (0—3)) (PAADRTG (0—3)) AU CONTROL
(PAADDDG (0—3)) (PAADDRDG (0—3)) LINES FROM
CONTAU
ADDER LEVEL 3
(PAADDKG (0—3))
ADDER LEVEL 4
. (PAADDCRY|) (PAADDCRY)
ADDER LEVEL 5
\ /

\/
AUI OUTPUTS TO VPR'S PAUIO (0-31)

(A)111672

Figure 4-30. Five-Level Look-Ahead Adder
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Figure 4-32. Adder Level 1 Equation Implementation (Sheet 2 of 2)

4-82

Advanced Scientific Computer



where,

ASH = true for add or subtract halfword instructions

SUB = true for subtract instructions

All the logical functions, except the OR function, are implemented using the
carry transfer and develop equations and the logical function enables. The
OR function is defined by the following equation:

OR; = aj + by

The exclusive OR function is true only when the two bits compared are dif-
ferent, so the carry transfer equation (T;) is used. The equivalence function
is true only when the two bits compared are the same, so the negated carry
transfer equation (T;) is used. The AND function is true only when both bits
compared are ones, so the carry develop equation (D;) is used. The output
equation for all logical instructions, therefore, is formed as follows:

LOGy SOR:OR; + ST.T; + ST-T'I + SD. D
where,

LOG; = output at bit position i for all logical instructions

SOR = enable for OR functions

ST = enable for exclusive OR functions
ST = enable for equivalence functions
SD = enable for AND functions

The logical function output data (byte, halfword, or word, as determined by
the logical instruction op-code) is distributed to the fifth level of the adder,
where it is gated through to the AUIl transfer bus (AU1B).

4-100 Adder Level 2. Refer to figure 4-33 for the logic module connections
required to implement the equations necessary for operation of adder level
2. The second level of the adder uses the carry transfer and develop equa-
tions from level 1 to generate the right hex group carries (RHTG and RHDG)
and byte group carries (TG and DG). The carry equations generated by the
second level of the adder exist on each of the four PPAUCD cards and ap-
ply to only one byte of data per card. A right hex group carry transfer is
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@o
generated whenever all four carry transfers in the right hex group are true.
This results in the following equation:

RHTG = T4.Ts-Tg- T7

A right hex group carry develop is generated whenever a carry is developed
in the right hex group and the carry transfers propagate (propagation is not
necessary when the MSB of the hex develops the carry) the carry through the
right hex group. This results in the following equation:

RHDG = D4+D5' T4+D6' T4' T5° T6+D7' T4° T5° T6° T7

A byte group carry transfer is generated whenever all eight carry transfers
in the byte group are true. This results in the following equation:

TG = T+ T;+Tp T3+ Ty Tg Tg+ Ty

A byte group carry develop is generated whenever a carry is developed in a
byte group and the carry transfers propagate the carry through the byte.
Propagation is not required if the MSB of the byte develops the carry. This
results in the following equation:

DG = D0+D1T0+D2T0T1+D3T0T 1T2+D4 TgT1TpT3+D5TT1 TpT3Ty+
D6T0T1 T2T3T4T5+D7T0T1T2T3 T4T5 T6

The equation for DG is implemented by forming DG and using the inverted
output of the resulting logic network to extract DG. The equation for DG is
as follows:

DG = T050+T1_Do_f) 1+T2DoDD2+T3DpD; D2D3+

D0D1D2D3D4D5D6D7

This equation is formed by inverting the previous equation for DG, convert-
ing the result to the product of sums form, and multiplying out the resulting
products. The byte group carries (TG and DG) are used in the third level of
the adder and the right hex group carries (RHTG and RHDG) are used in the

fourth level of the adder.

4-101 Adder Level 3. Refer to figure 4-34 for the logic module connections
required to implement the equation necessary for operation of adder level 3.
The third level of the adder uses the byte group carries from the second level
of the adder to generate the carry into a byte (KG) from a previous byte or
bytes. A carry is input to a byte whenever a carry is developed in a less
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Figure 4-34, Adder Level 3 Equation Implementation
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significant byte and the carry is propagated through to the byte in question.
Propagation is not required if the carry is developed in the right adjacent
byte. This results in the following four equations for the four bytes in a
word, '

KGq = DG] + DG2TG] + DG3TG] TG, + KG4TG]TG2TG3

KG1 = DGZ + DG3TG2 + KG4TGZTG3
KGZ = DGy + KG4TG3
KG3 = KG4 = true for all subtracts

When a halfword add or subtract instruction is being executed, carries are
not propagated from the right halfword to the left halfword, so the carry into
byte equations must be modified.

KG) = KGyq
KGZ = DG3 + KG4TG3
KG3 = KG4 ‘

When a byte add or subtract instruction is being executed, all carry into byte
equations are set equal to KGy (true for subtract instructions). Since the
PPAUCD cards are identical, they must contain the same logic yet gener-
ate the appropriate KG equation. This is accomplished by implementing the
KG( equation for the word level instruction and routing inputs to each byte
via the VPRMB motherboard to develop the appropriate KG equation. The
KGq equation is modified as follows so that it can be used to develop the cor-
rect halfword and byte level KG equations.

KGg = KG4(ASB) + DG (ASB) + DG,TG,(ASB) + DG3 TG, TG, (ASB) +
KG4 TG TG,TG3(ASB)
where,
ASB = true for add or subtract byte level instructions

The KG( equation for word level instructions is developed because ASB is
zero. For word level instructions, KG; is developed by setting TG; to one
and DG) to zero; KG2 is developed by setting TG and TG, to one and DG
and DG to zero; KG3 is developed by setting TG, TG, and TG3 to one and
DGj, DG, and DG3 to zero. The correct KG equations for bytes zero and
one are developed for halfword instructions by using the control mentioned
for the word level instructions and setting TG, to zero for both adds and
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subtracts and DG, to zero for adds and one for subtracts. In reality, TG
and DG are set equal to Tg and D, respectively, of byte two for halfword
instructions. This is done because T of byte two is zero for halfword in-
structions and D of byte two is zero for halfword adds and one for halfword
subtracts. The developed KG equation for each byte is input to the fourth
level of the adder.

4-102 Adder Level 4. Refer to figure 4-35 for the logic module connections
required to implement the equations necessary for operation of adder level

4. The fourth level of the adder uses the carry develop, carry transfer,
right hex group carry, and the carry into byte equations to generate the carry
equations for each bit in the 32-bit adder result. Each PPAUCD card gen-
erates the carries for one byte of data. A carry is generated for a bit when-
ever a carry is developed in the word and the carry is propagated through to
the bit in question. Propagation is not required if the carry is developed in
the right adjacent bit. This results in the following carry equations for a
byte of data:

Cy=D, + D,T; + D3T|T, + (RHDG)TT,T5 + KG(RHTG)T | T,T;
Cy = Dy + D3T, + (RHDG)T, T3 + KG(RHTG)T, T3

C, = D3 + (RHDG)T3 + KG(RHTG)T3

C3 = RHDG + KG(RHTG)

Cy4 = D5 + DgTg + D7T5T¢ + (KG)T5T¢T7

Cg = Dy + D7Ty + (KG)T¢ T

Cg = D7 + (KG)Ty

C, = KG

The results from the carry equations for four bytes of data are input to the
fifth level of the adder.

4-103 Adder Level 5. Refer to figure 4-36 for the logic module connections
required to implement the equations and gating necessary for operation of
adder level 5. The fifth level of the adder uses the carry equations from
level 4 and the carry transfer equations from level 1 to generate the sum
outputs. In addition, level 5 includes the output gating associated with the
AUI1 transfer bus for the AU. Each PPAUCD card generates sum outputs for
one byte of data. The sum output is formed by an exclusive OR between the
carry (C;) for a bit and the carry transfer (Ti) for a bit and is expressed by
the following equation.

where,

0N
Il

sum output at bit position i
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Figure 4-35. Adder Level 4 Equation Implementation
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Adder Level 5 Equation Implementation (Sheet 1 of 2)
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Figure 4-36, Adder Level 5 Equation Implementation (Sheet 2 of 2)
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When a sum (add or subtract) is being executed, the S-1 terms from the adder
are gated through the AUl transfer bus (AU1B) by the sum enable. When a
logical function is being executed, the LOG; terms from the first level of the
adder are gated through AULB by the logical enable. When a shift or poll in-
struction is being executed, the SHFT; or BPK; terms, respectively, are
gated through AUI1B by the appropriate enable.

4-104 SHIFTER. Refer to figure 4-37 for a simplified block diagram of
one byte of the AU shifter representing the logic on each PPAUCD card.

The shifter performs right or left arithmetic, logical, or cyclic shifts in in-
crements of 1, 4, or 8 bits on a 32-bit word from the MDB. In addition, the
shifter and aligner combine to perform right or left cyclic shifts in incre-
ments of 16 bits. The byte of data corresponding to the PPAUCDM card
number and its right and left adjacent bytes are applied to the shifter bit se-
lect logic to provide for the 1, 4, or 8 bit shifts. The selected byte from
the aligner on the same PPAUCDM card is applied to the shifter bit select
logic to provide for the 16 bit shifts. The remainder of the inputs to the
shifter are supplied by the CONTAU card and provide the control necessary
to generate a byte of shifted data.

The byte 0 fix control is used in the shift size and direction logic to generate
the zero fill in byte zero of the shifter word output for right logical shifts.
The same control is used in the sign propagation logic to provide sign propa-
gation in byte zero of the shifter word output for right arithmetic shifts. The
byte 3 fix control is used in the shift size and direction logic to generate the
zero fill in byte three of the shifter word output for left arithmetic and left
logical shifts. The shift size controls (1, 4, and 8) are used in both blocks
of logic to generate the proper enables so that the correct amount of shift and
sign propagation is gated through the shifter bit select logic. The shift type
controls (cyclic, arithmetic, and logical) are used in the shift size and di-
rection logic to control whether or not zero fill is necessary in bytes zero and
three of the shifter word output. The arithmetic shift control and the right
shift control are used in the sign propagation logic to determine when sign
propagation is necessary. The shift direction controls (left and right) are
used in the shift size and direction logic to generate the proper enables so
that bits from the correct adjacent byte are gated through the shifter bit se-
lect logic. The cyclic shift of 16 control is used in the shifter bit select
logic to enable the byte from the aligner through to the shifter output. The
remaining paragraphs on the shifter give a more detailed description of the
shift size and direction logic, the sign propagation logic, and shifter bit se-
lect logic.

4-105 Shift Size and Direction Logic. The shift size and direction logic
uses the inputs shown in figure 4-37 to develop the following equations:
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PASHFRIP =B0 - B3 - S1 .R . (AS+LS)+ Sl. R . CS

PASHFR1 = (AS+LS+CS)(R-Sl)

PASHFR4P =B0 » B3 + S4+- R - (AS+LS)+ S4 -R - CS

PASHFR4 = (AS+LS+CS)(R-S4)

PASHFR8P = B0 .- B3 - S8 - R+ (AS+LS)+ S8 : R - CS
where,

BO = byte 0 fix control

B3 = byte 3 fix control
S1 = shift 1 bit

S4 = shift 4 bits

S8 = shift 8 bits

R = right shift

AS = arithmetic shift
LS = logical shift

CS = cyclic shift

This set of equations provides the enables necessary for the shifter bit se-
lect logic to perform right arithmetic, right logical, or right cyclic shifts in
increments of 1, 4, or 8 bits., A similar set of equations (PASHFLI1P,
PASHF L1, PASHFL4P, PASHF 14, and PASHFL8P) are developed for left
shifts., The PASHFRIP and PASHFRI equations combine to provide the en-
ables required for all types of right shift of 1 bit., The first term in the
PASHFRIP equation enables zeroing of the first bit in byte zero of the shifter
output word when a right logical or right arithmetic shift of 1 bit is being
performed (the sign propagation logic overrides all zero fill of byte zero when
a right arithmetic shift is being performed). This same term in the

PASHF L1P equation enables zeroing of the last bit in byte three when a left
logical or left arithmetic shift of 1 bit is being performed. The first term

in the PASHFRIP (PASHFL1P) equation provides the PPAUCD(1-3)
(PPAUCD(0-2)) cards with the enables necessary for the éhifting of bit 7

(bit 0) from the left (right) adjacent byte to bit 0 (bit 7) of the output byte when
a right (left) logical or right (left) arithmetic shift of 1 bit is being performed.
The second term in the PASHFRIP (PASHF L1P) equation enables shifting of
bit 7 (bit 0) from the left (right) adjacent byte to bit 0 (bit 7) of the output byte
when a right (left) cyclic shift of 1 bit is being performed. - The PASHFRI1
(PASHF L1) equation enables the shifting of bits 0 through 6 (1 through 7) to
bits 1 through 7 (0 through 6) of the output byte when a right (left) arithmetic,
right (left) logical, or right (left) cyclic shift of 1 bit is being performed.
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The PASHFR4P (PASHF1L4P) and PASHFR4 (PASHF14) equations combine to
provide the enables required for all types of right (left) shift or 4 bits. The
first term in the PASHFR4P (PASHF1L4P) equation enables the zeroing of the
first (last) four bits in byte zero (three) of the shifter output word when a
right (left) logical or right (left) arithmetic shift of 4 bits is being performed.
In addition, the first term in the PASHFR4P (PASHF14P) equation is used on
the PPAUCD(1-3) (PPAUCD(0-2)) cards to enable the shifting of the four

last (first) bits from the left (right) adjacent byte to the four first (last) bits
of the output byte when a right (left) logical or right (left) arithmetic shift of
4 bits is being performed. The second term in the PASHFR4P (PASHFL4P)
equation enables the shifting of the four last (first) bits from the left (right)
adjacent byte to the four first (last) bits of the output byte when a right (left)
cyclic shift of 4 bits is being performed. The PASHFR4 (PASHF 14) equation
enables the shifting of the four first (last) bits of the output byte to the four
last (first) bits of the output byte when a right (left) arithmetic, right (left)
logical, or right (left) cyclic shift of 4 bits is being performed.

The PASHFR8P (PASHFLS8P) equation provides the enables required for all
types of right (left) shift of 8 bits. The first term in the PASHF R8P

(PASHF L8P) equation enables the zeroing of byte 0 (three) when a right (left)
logical or right (left) arithmetic shift of 8 bits is being performed. In addi-
tion, the first term in the PASHFR8P (PASHF L8P) equation is used on the
PPAUCD(1-3) (PPAUCD(0-2)) cards to enable the shifting of the left (right)
adjacent byte to the output byte when a right (left) logical or right (left)
arithmetic shift of 8 bits is being performed. The second term in the
PASHFR8P (PASHF L8P) equation enables the shifting of the left (right) adja-
cent byte to the output byte when a right (left) cyclic shift of 8 bits is being
performed. ' ,

4-106 Sign Propagation Logic. The sign propagation logic uses the inputs
shown in figure 4-37 to develop the following equations: :

PASHFSN1 = S8 . AS. R . BO
PASHFSN2 =(S4 + S8) (AS:-R-B0)
PASHFSN3 =(S1 + S4 + S8) (AS: R+ BO0)

This set of equations provides the enables necessary for the shifter bit se-
lect logic to sign extend the quantity being shifted. Examination of the three
equations indicates that sign propagation occurs only when a right arithmetic
shift is being performed and the logic using the equations is on the
PPAUCDM(0) card. When this is the case, the PASHFSN3 equation is used
to enable the sign of the data to be shifted into the bit 0 of byte 0, the
PASHFSNZ2 equation is used to enable the sign of the data to be shifted into
bits 1 through 3 of byte 0, and the PASHFSNI1 equation is used to enable the
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sign of the data to be shifted into bits 4 through 7 of byte 0. When sign prop-
agation is necessary, only equation PASHFSN3 is true for a shift of one,
equations PASHFSN3 and PASHFSN2 are true for a shift of four, and all three
equations (PASHFSN3, PASHFSN2, and PASHFSNI1) are true for a shift of
eight,

4-107 Shifter Bit Select Logic. The shifter bit select logic uses the enables
from the shift size and direction logic and the sign propagation logic to select
and gate data from the unload box and the MDB through to the output when a
shift of 1, 4, or 8 is specified. In addition, the cyclic shift of 16 control
from the CONTAU card is used to select and gate data from the aligner
through to the output when a cyclic shift of 16 is specified. The ten pre-
viously-mentioned shift size and direction enables from the shift size and
direction logic, the three previously-mentioned sign propagation enables
from the sign propagation logic, and the cyclic shift of 16 enable from the
CONTAU card are all paired with an appropriate bit of data from one of the
three data sources. When the control signals from the CONTAU card drive
an enable signal true, the data bit paired with the true enable is output to the
proper bit in the output byte. Each PPAUCD card produces a byte of

shifted data for output to the AUl transfer bus in this manner.

4-108 BIT PICKER. Refer to figure 4-38 for a diagram of the data flow re-
quired for bit picker operation. The bit picker is used during poll instruc-
tions to scan a byte of data (typically from a CR register) from the MSB to
the LSB in order to determine the number of zeroes from the MSB of the byte
to the first one. The bit picker accepts the true and complement form of the
word supplied by the MDB from the unload box. All four bytes of the word
are operated on in parallel (one byte per PPAUCD card) by the bit picker

and the necessary selection of the byte specified by the poll instruction is
supplied by the PPCTL2 card.

A three-bit code (H G F) is developed by the pit picker on each PPAUCD

card to indicate the zero count to the first one for each byte of the input word.
The equations formed to generate the three-bit code are based on the unload
byte table in figure 4-38. In addition, an equation is formed (K) to indicate
when all bits of a byte are zero. Refer to figure 4-39 for the logic module
connections required to implement the following equations:
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Figure 4-38. Bit Picker Data Flow
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where,
Fj is the LSB of the three-bit code for byte j
Qj is the LSB+1 of the three-bit code for byte j
Hj is the MSB of the three-bit code for byte j

Kj is the no ones control signal for byte j

apgajajagagagaga, is a byte of data from the unload box

The four sets of H, G, and F lines (one set per PPAUCD card) are input to
the PPCTL2 card and the four K lines are input to the CONTAU card. The

K line of the byte specified by the poll instruction is used to determine if the
next instruction is<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>