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FRANZ LISP INSTALLATION INSTRUCTIONS

INSTALLATION
Perform the following procedure to install and verify your Franz Lisp files.
1. Log in as the system manager by typing:
login system
at the system prompt "++".
2. Make sure that you are in the root directory by typing:
chd /
3. Invoke the restore utility to copy the Franz Lisp system from the floppy diskettes to
system disk. At the system prompt, type:
restore +l
4. Insert the distribution floppy diskettes, in sequence, as the restore utility prompts
you for them.

5. After you have finished with the restore utility, you should run diskrepair to verify
that the system disk structure is correct. At the system prompt, type:

diskrepair /devidisk

You are now finished with the installation of Franz Lisp.

FRANZ LISP FILES
The following files are distributed with Franz Lisp version 41.10.

LISP EXECUTABLE FILES

The followings files are found in /bin:

lisp Lisp interpreter.

liszt Lisp compiler.
Ixref Lisp cross reference program.
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LISP HELP FILES

Three help files are accessible through the 4404 help command. These files are found in

/gen/help:
lisp
liszt
Ixref

LISP LIBRARY FILES

Files ending in the extension ./ are human-readable Lisp source code. Files ending in the
extension .o are compiled Lisp object code. The following files are found in /lisp/lib:

System Files
arun

as

arrayl, array.o

autoload 1, autoload .o

buildlisp 1, buildlisp o

charmacl, charmac.o
cmueditl, cmuedit.o

common0.l, common0.0
commonll, commonl.o
common2l, common2.0
common3d, common3.o
commond l, commond o

describe l, describe .o

filepd, filep.o
fixd, fixo

formatl, format.o

machacksl, machacks.o

macrosJ, macros.o

ppd, ppo
prof 1, prof o

Used to generate autorun files.
Assembler for liszt files.
Array package. Loaded into the standard Lisp interpreter.

Manages autoload of functions. Loaded into the standard
Lisp interpreter.

Used to build the Lisp system from the C kernel.

Backquote and sharp sign macros. Loaded into the standard
Lisp interpreter.

Code for an interactive structure editor. Loaded when edit
functions are called.

Most Lispcoded Lisp functions are in common files. These
are loaded into the standard Lisp interpreter.

Functions to describe any Lisp object, including flavors.

File package that interfaces with the #pl top level. Loaded
into the standard Lisp interpreter.

Fix package that is autoloaded when the function debug is
invoked.

String formatting, compatible with Zetalisp.

Maclisp compatibility package. Autoloaded when the +m
option is specified for liszz.

Common macros for Franz Lisp. Loaded into the standard
Lisp interpreter. :

Pretty printer. Loaded when the function pp is invoked.

Dynamic profiler for Lisp.
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record l, record o
step l, step.o

syntax i, syntax.o
tpll, tplo

tracel, trace.o

vector ], vector.o

versionl, version.o

Additional Files

Record package.
Stepping package. Loaded when function step invoked.

Contains setsyntax function. Loaded into the standard Lisp
interpreter.

Franz Lisp top level.
interpreter. .

Loaded into the standard Lisp

Trace package. Loaded when trace function invoked.

Vector handling functions. Loaded into the standard Lisp
interpreter.

Franz Lisp version info. Loaded into the standard Lisp
interpreter.

These files are distributed as a service to Lisp users. They are not supported by

Tektronix.

cmuenvl, cmuenv.o

cmufncsl, emufncs.o

cmumacs .l, cmumacs .o

cmutpld, cmutpl.o

flavorm d, flavorm o

flavorsl, flavors.o

Imhacksd, Imhacks.o

loop 4, loop o

struct l, struct.o

structini l
ucido l, ucido.o
ucifncd, ucifnc.o

vanillal, vanilla.o
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Loads cmumacs, cmufncs, cmutop, and cmufile for a cmu
environment.

Functions required by the cmu macros.

Macros required for compiling other cmu files, also useful at
runtime.

Cmu top level.

Support macros needed by the flavor system.
(Copyright 1983 by Massachusetts Institute of Technology.)

Flavor system, object definition and creation.
(Copyright 1982 by Massachusetts Institute of Technology.)

Miscellaneous functions compatible with Zetalisp.
(Copyright 1982 by Massachusetts Institute of Technology.)

Loop macro.
(Copyright 1980,
Technology.)

1981 by Massachusetts Institute of

Structure package.
(Copyright 1980 by Massachusetts Institute of Technology.)

Macros necessary for compiling the structure package.
UCI Lisp do loop.
UCI Lisp compatibility package.

Definition of vanilla flavors and methods.
(Copyright 1982 by Massachusetts Institute of Technology.)
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CHAPTER 1

FRANZ LISP

1.1. FRANZ LispP was created as a tool to further research in symbolic and algebraic manipu-
lation, artificial intelligence, and programming languages at the University of California
at Berkeley. Its roots are in a PDP-11 Lisp system, which originally came from Harvard
University. As it grew, it adopted features of Maclisp and Lisp Machine Lisp. Substan-
tial compatibility with other Lisp dialects (Interlisp, UCILisp, CMULisp) is achieved by
means of support packages and compiler switches. The heart of FRANZ LISP is written
almost entirely in the programming language C. Of course, it has been greatly extended
by additions written in Lisp. A small part is written in the assembly language for the
various host machines. Because FRANZ LISP is written in C, it is relatively portable and
thus is in use on a wide variety of machines.

FRANZ LISP is capable of running large lisp programs in a timesharing environment,
has facilities for arrays and user-defined structures, has a user-controlled reader with
character and word macro capabilities, and can interact directly with compiled Lisp, C,
Fortran, and Pascal code.

This document is a reference manual for the FRANZ LIsP system for the Tektronix
4404 implementation. It is not a Lisp primer or introduction to the language. A recom-
mended text for learning Lisp, with specific reference to FRANZ LISP is Lispcraft by
Robert Wilensky, published by W. W. Norton (1984).

This document is divided into four Movements. The first Movement describes the
language of FRANZ LISP precisely and completely. The second Movement describes the
reader, function types, arrays, and exception handling. The third Movement describes
several large support packages, namely, the trace package, compiler, fixit and stepping
package, written to help you use FRANZ LisP Finally the fourth movement contains an
index into the other movements. The rest of this chapter examines the data types of
FrRANzZ Lisp. The conventions used in the description of the FRANZ LISP functions are
given in §1.3 -- it is very important that these conventions are understood.

1.2. Data Types FRANZ LispP has fourteen data types. This section looks in detail at each
type, and, if a type is divisible, the insides are examined. There is a Lisp function type
that returns the type name of a lisp object. This is the official FRANZ LISP name for that
type and this name and this name only is used in the manual to avoid confusing you.
The types are listed in terms of importance rather than alphabetically.

#1.2.0. lispval This is the name used to describe any Lisp object. The function type
never returns ‘lispval’.
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FRANZ LISP:

1.2.1. symbol This object corresponds to a variable in most other programming

languages. It may have a value or may be ‘unbound’. A symbol may be lambda
bound meaning that its current value is stored away somewhere and the symbol is
given a new value for the duration of a certain context. When the Lisp processor
leaves that context, the symbol’s current value is thrown away and its old value is
restored.

A symbol may also have a function binding This function binding is static; it cannot
be lambda bound. Whenever the symbol is used in the functional position of a Lisp
expression the function binding of the symbol is examined. See Chapter 4 for more
details on evaluation.

A symbol may also have a property list another static data structure. The property list
consists of a list of an even number of elements, considered to be grouped as pairs.
The first element of the pair is the indicator, the second, the value of that indicator.

Each symbol has a print name (pname), which is how this symbol is accessed from
input and referred to on (printed) output.

A symbol also has a hashlink used to link symbols together in the oblist. (This field is
inaccessible to you.)

Symbols are created by the reader and by the functions concat maknam, and their
derivatives. Most symbols live on FRANZ LISP’s sole oblist and therefore two sym-
bols with the same print name are usually the exact same object; they are eq. Sym-
bols that are not on the oblist are said to be uninterned. The function maknam creates
uninterned symbols while concatcreates interned ones.

Subpart name | Get value | Set value Type
value eval set lispval
setq
property plist setplist list or nil
list get putprop
defprop
function getd putd array, binary, list
binding def or nil
print name get_pname string
hash link '

1.2.2. list A list cell has two parts, called the car and cdr. List cells are created by the

function cons

Subpart name | Get value | Set value | Type

car car rplaca lispval
cdr cdr rplacd lispval
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FRANZ LISP

1.2.3. binary This type acts as a function header for machine coded functions. It has
two parts: a pointer to the start of the function and a symbol whose print name
describes the argument discipline. The discipline (if lambda, macro, or nlambda)
determines whether the arguments to this function are evaluated by the caller before
this function is called. If the discipline is a string (specifically " subroutiné', " function',
" integer-functionl', "real-function', " c-function!', " double-c-function', or "vector-c-functior' )
then this function is a foreign subroutine or function. (See §8.5 for more details on
this.) Although the type of the entry ficld of a binary type object is usually string or
other, the object pointed to is actually a sequence of machine instructions.

Objects of type binary are created by mfunction, cfasl, and getaddress.

Subpart name | Get value | Set value Type
entry getentry string or fixnum
discipline getdisc putdisc symbol or fixnum

1.2.4. fixnum A fixnum is an integer constant in the range —23! to 23'—1. Small
fixnums (-1024 to 1023) are stored in a special table so they needn’t be allocated each
time one is needed. In principle, the range for fixnums is machine dependent,
although all current implementations for FRANZ LISP have this range.

1.2.5. flonum A flonum is a double precision real number.

1.2.6. bignum A bignum is an integer of potentially unbounded size. When integer
arithmetic exceeds the limits of fixnums mentioned above, the calculation is automat-
ically done with bignums. If calculation with bignums gives a result that can be

represented as a fixnum, then the fixnum representation is used’. This contraction is
known as integer normalization. Many Lisp functions assume that integers are normal-
ized. Bignums are composed of a sequence of list cells and a cell known as an sdot.
You should consider a bignum structure indivisible and use functions such as haipart
and bignum-leftshift to extract parts of it.

1.2.7. string A string is a null terminated sequence of characters. Most functions of
symbols that operate on the symbol’s print name also work on strings. The default
reader syntax is set so that a sequence of characters surrounded by double quotes is a
string.

"The current algorithms for integer arithmetic operations return (in certain cases) a result between +23%and 23!
as a bignum although this could be represented as a fixnum.

4404P30 LISP PROGRAMMERS 1-3



FRANZ LISP
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« 1.2.8. port A port is a structure that the system I/0 routines can reference to transfer

data between the Lisp system and external media. Unlike other Lisp objects there are
a very limited number of ports (20). Ports are allocated by infile and outfile and deal-
located by close and resetio. The printfunction prints a port as a percent sign followed
by the name of the file it is connected to (if the port was opened by fileopen, infile, or
outfild. During initialization, FRANZ LISP binds the symbol piport to a port attached
to the standard input stream. This port prints as %3stdin. There are ports connected
to the standard output and error streams, which print as %S$stdout and %S$stderr. This
is discussed in more detail at the beginning of Chapter 5.

1.2.9. vector Vectors are indexed sequences of data. They can be used to implement a

notion of user-defined types via their associated property list. They make hunks (see
below) logically unnecessary, although hunks are very efficiently garbage-collected.
There is a second kind of vector, called an immediate-vector, that stores binary data.
The name that the function #ype returns for immediate-vectors is vectori. For exam-
ple, immediate-vectors can be used to implement strings and block-flonum arrays.
Vectors are discussed in chapter 9. The functions new-vector and vecto? can be used
to create vectors.

Subpart name | Get value | Set value Type
datuml[d vref vset lispval
property vprop vsetprop | lispval

vputprop
size vsize - fixnum

1.2.10. array Arrays are rather complicated types and are fully described in Chapter 9.

An array consists of a block of contiguous data, a function to access that data, and
auxiliary fields for use by the accessing function. Since an array’s accessing function
is created by you, you can create the array to have any form you choose (e.g. n-
dimensional, triangular, or hash table).

Arrays are created by the function marray.

Subpart name | Get value | Set value Type

access function | getaccess | putaccess binary, list
or symbol

auxiliary getaux putaux lispval

data arrayref replace block of contiguous

set lispval

length getlength | putlength fixnum

delta getdelta putdelta fixnum

4404P30 LISP PROGRAMMERS



FRANZ LISP

1.2.11. value A value cell contains a pointer to a lispval. This type is used mainly by
arrays of general lisp objects. Value cells are created with the pir function. A value
cell containing a pointer to the symbol ‘foo’ is printed as ‘(ptr to)foo’.

1.2.12. hunk A hunk is a vector of from 1 to 128 lispvals. Once a hunk is created (by
hunk or makhunk) it cannot grow or shrink. The access time for an element of a
hunk is slower than a list cell element but faster than an array. Hunks are really only
allocated in sizes that are powers of two, but can appear to you to be any size in the 1
to 128 range. You must realize that (not (atom ’lispval)) returns true if lispval is a
hunk. Most lisp systems do not have a direct test for a list cell, and, instead, use the
above test and assume that a true result means lispval is a list cell. In FRANZ LISP,
you can use dipr to check for a list cell. Although hunks are not list cells, you can
still access the first two hunk elements with cdr and car, and you can access any hunk

element with cxr’. You can set the value of the first two elements of a hunk with
rplacd and rplaca and you can set the value of any element of the hunk with rplacx A
hunk is printed by printing its contents surrounded by { and }. However, a hunk can-
not be read in this way in the standard lisp system. It is easy to write a reader macro
to do this if desired. :

1.2.13. other Occasionally, you can obtain a pointer to storage not allocated by the lisp
system. One example of this is the entry field of those FRANZ LIsP functions written
in C. Such objects are classified as of type other. Foreign functions, which call mal-
loc to allocate their own space, may also inadvertently create such objects. The gar-
bage collector ignores such objects.

1.3. Documentation The conventions used in the following chapters are designed to give
a great deal of information in a brief space. The first line of a function description con-
tains the function name in bold face and then lists the arguments, if there are any. The
arguments all have names that begin with a letter or letters and an underscore. The
letter or letters give the allowable type or types for that argument according to this table.

"In a hunk, the function cdrreferences the first element and car the second.
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FRANZ LISP

Letter Allowable type(s)

any type

symbol (although nil may not be allowed)
string

list (although nil may be allowed)
number (fixnum, flonum, bignum)
integer (fixnum, bignum)

fixnum

bignum

flonum

function type (either binary or lambda body)
binary

vector

vectori

array

value

port (or nil)

hunk

slole (s ldlc|<|e|=lc|x || |—]|~]|x ]|

In the first line of a function description, those arguments preceded by a quote mark are
evaluated (usually before the function is called). The quoting convention is used to give
a name to the result of evaluating the argument and to describe the allowable types. If
an argument is not quoted, it does not mean that that argument is not evaluated, but
rather that if it is evaluated, the time at which it is evaluated is specifically mentioned in
the function description. Optional arguments are surrounded by square brackets. An
ellipsis (...) means zero or more occurrences of an argument of the directly preceding

type.

1-6
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CHAPTER 2

Data Structure Access

The following functions allow you to create and manipulate the various types of lisp data
structures. Refer to §1.2 for the details of the data structures known to FRANZ LISP.

2.1. Lists

The following functions exist for the creation and manipulation of lists. Lists are
composed of a linked list of objects. Various authors call these either ‘list cells’, ‘cons
cells’ or ‘dtpr cells’. Lists are normally terminated with the special symbol nil. nil is
both a symbol and a representation for the empty list ().

2.1.1. list creation

(cons ’g_argl g_arg2)
RETURNS: A new list cell whose car is g_argl and whose cdr is g_arg2.

(xcons ’g_argl ’g_arg2)
EQUIVALENT TO: (cons 'g_arg2 'g_argl)

(ncons ’g_arg)
EQUIVALENT TO: (cons 'g_arg nil)

(list g _argl ... ]
RETURNS: A list whose elements are the g_argi

(append ’l_argl ’1_arg2)
RETURNS: A list containing the elements of 1_argl followed by 1 _arg2.

NOTE: To generate the result, the top level list cells of 1 _argl are duplicated and the cdr of
the last list cell is set to point to 1_arg2. Thus this is an expensive operation if
1 argl is large. See the descriptions of nconc and tconc for cheaper ways of doing
the appendif the list 1_argl can be altered.
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DATA STRUCTURE ACCESS

(append1 ’1_argl ’g_arg2)
RETURNS: A list like 1_argl with g_arg?2 as the last element.
NOTE: This is equivalent to (append ’l_argl (list ’g_arg2)).

; A common mistake is using append to add one element to the end of a list
—> (append '(a b c d) ’e)

(abcd.e)

; The user intended to say:

—> (append (@b c d) '(e)

(@abcde)

; better is appendl

—> (appendl '@ bc d) ‘e

(@abcde)

(quote! [g gformd ...[! ’g_eformd ... [!!’1 formd ...)
RETURNS: The list resulting from the splicing and insertion process described below.

NOTE: quote! is the complement of the list function. list forms a list by evaluating each
form in the argument list, evaluation is suppressed if the form is quoted. In
quote!, each form is implicitly quoteed. To be evaluated, a form must be preceded
by one of the evaluate operations ! or !!. ! g_eform evaluates g_form and the value
is inserted in the place of the call; !! 1 form evaluates 1 form and the value is
spliced into the place of the call.

‘Splicing in’ means that the parentheses surrounding the list are removed as the
example below shows. Use of the evaluate operators can occur at any level in a
form argument.

Another way to get the effect of the quote! function is to use the backquote charac-
ter macro (see § 8.3.3).

(quote! cons ! (cons 12) 3) = (cons (1. 2) 3)

(quote! 11! (list234)5) =(12345)

(setq quoted 'evaled)(quote! ! (I am ! quoted))) = ((I am evaled))
(quote! try ! *(this ! one)) = (1ry (this ! one))
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DATA STRUCTURE ACCESS

(bignum-to-list *b_arg)
RETURNS: A list of the fixnums which are used to represent the bignum.
NOTE: The inverse of this function is list-to-bignum.

(list-to-bignum ’1_ints)
WHERE: |_ints is a list of fixnums.
RETURNS: A bignum constructed of the given fixnums.
NOTE: The inverse of this function is bignum-to-list.

2.1.2. list predicates

(dtpr °g_arg)
RETURNS: t if g_arg is a list cell.
NOTE: (dtpr ’()) is nil. The name dtpr is a contraction for ‘‘dotted pair’’.

(listp ’g_arg)
RETURNS: t if g_arg is a list object or nil.

(tailp ’1 x ’1 y)

RETURNS: |_x, if a list cell eg to 1_x is found by cdring down 1_y zero or more times, nil
otherwise.

—> (setgx’(abecdy (cddr x))
cd
—> (and (dpr x) (listp x)) ; x and y are dtprs and lists

t

—> (dipr ’0) ; O is the same as nil and is not a dtpr
nil

—> (listp °0) ; however it is a list

t

—> (uilpy x)

cd

(length ’1_arg)
RETURNS: The number of elements in the top level of list 1_arg.
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DATA STRUCTURE ACCESS

2.1.3. list accessing

(car ’1_arg)
(cdr ’1_arg)

RETURNS: The appropriate part of conscell. (car (consx y)) is always x, (cdr (consx y)) is
always y. In FRANZ LiSP, the cdr portion is located first in memory. This is
hardly noticeable, and we mention it primarily as a curiosity.

(c..r ’Ih_arg)
WHERE: The .. represents any positive number of a’s and d’s.

RETURNS: The result of accessing the list structure in the way determined by the function
name. The a’s and d’s are read from right to left, a d directing the access down
the cdr part of the list cell and an a down the car part.

NOTE: lh_arg may also be nil, and it is guaranteed that the car and cdr of nil is nil. If
1h_arg is a hunk, then (car ’lh_arg) is the same as (cxr I ’lh_arg) and (cdr ‘Ih_arg)
is the same as (cxr 0 'Ih_arg).

It is generally hard to read and understand the context of functions with large
strings of a’s and d’s, but these functions are supported by rapid accessing and
open-compiling (see Chapter 12).

(nth *x_index ’1_list)

RETURNS: The nth element of 1_list, assuming zero-based index. Thus (nth 0 1_list) is the
same as (car 1_list). nthis both a function and a compiler macro so that more
efficient code might be generated than for nthelem (described below).

NOTE: If x_argl is non-positive or greater than the length of the list, nil is returned.

(nthedr *x_index ’1_list)
RETURNS: The result of cdring down the list 1_list x_index times.
NOTE: If x_index is less than O, then (cons nil ’l_list) is returned.

(nthelem ’x_argl ’1_arg2)
RETURNS: The x_argl’ stelement of the list 1_arg2.

NOTE: This somewhat non-standard name of this function comes from the PDP-11 Lisp
system.

(last ’1_arg)
RETURNS: The last list cell in the list 1_arg.
EXAMPLE: last does NOT return the last element of a list!

(last '(a b)) = (b)
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DATA STRUCTURE ACCESS

(1diff °1_x ’1_y)
RETURNS: A list of all elements in 1_x but not in 1.y , i.e., the list difference of 1_x and
ly.
NOTE: _y must be a tail of 1_x, i.e., eq to the result of applying some number of cdr's to
1_x. Note that the value of Ildjff'is always a new list structure unless 1_y is nil, in
which case (Idiff | x nil) is 1 x itself. If 1_y is not a tail of 1_x, Idiff generates an
error.

EXAMPLE: (Idiff I x (member ’g_foo 'l x)) gives all elements in 1_x up to the first g_foo.

2.1.4. list manipulation

(rplaca ’lh_argl g _arg2)
RETURNS: The modified lh_argl.

SIDE EFFECT: The car of lh_argl is set to g_arg2. If lh_argl is a hunk then the second
element of the hunk is set to g_arg2.

(rplacd ’lh_argl ’g_arg2)
RETURNS: The modified 1h_argl.

SIDE EFFECT: The cdr of 1h_arg2 is set to g_arg2. If 1h_argl is a hunk then the first ele-
ment of the hunk is set to g_arg2.

(attach ’g_x 1 1)

RETURNS:1 | whose car is now g_x, whose cadr is the original (car I 1), and whose cddr is
the original (cdr [ D).

NOTE: What happens is that g_x is added to the beginning of list 1 1 yet maintaining the
same list cell at the beginning of the list.

(delete ’g_val ’1 list [’x_count])

RETURNS: The result of splicing g_val from the top level of 1_list no more than x_count
times. '

NOTE: x_count defaults to a very large number, thus if x count is not given, all
occurrences of g_val are removed from the top level of 1_list. g_val is compared
with successive car's of 1_list using the function equal

SIDE EFFECT: 1 _list is modified using rplacd, no new list cells are used.

(delq ’g_val ’1 list ’x_count])
(dremove ’g_val ’l_list ’x_count])

RETURNS: The result of splicing g_val from the top level of 1_list no more than x_count
times.

NOTE: delg (and dremove) are the same as delete except that eg is used for comparison
instead of equal
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~; note that you should use the value returned by delete or delgq
; and not assume that g_val will always show the deletions.
; For example

—> (setg test 'abcade))

(abcade)

—> (delete ’a test)

(bcde) ; the value returned is what we would expect
—> test

(@abcde) ; but test still has the first a in the list!

(remq ’g_x ’1 1 Px_count])
(remove ’g_x ’1_1)

RETURNS: A copy of 1_1 with all top level elements equal to g_x removed. remq uses eq
instead of equalfor comparisons.

NOTE: remove does not modify its arguments like delete and delq do.

(insert ’g_object ’1_list *u_comparefn ’g_nodups)

RETURNS: A list consisting of 1 list with g_object destructively inserted in a place deter-
mined by the ordering function u_comparefn.

NOTE: (comparefn 'g x 'g_y) should return something non-nil, if g_x can precede g_y in
sorted order; nil, if g_y must precede g_x. If u_comparefn is nil, alphabetical order
is used. If g_nodups is non-nil, an element is not inserted, if an equal element is
already in the list. insert does a binary search to determine where to insert the new
element.

(merge ’1_datal ’1_data2 ’u_comparefn)

RETURNS: The merged list of the two input sorted lists 1 datal and 1 _datal using binary
comparison function u_comparefn.

NOTE: (comparefn 'g x ’g_y) should return something non-nil, if g_x can precede g_y in
sorted order; nil, if g_y must precede g_x. If u_comparefn is nil, alphabetical order
is used. u_comparefn should be thought of as "less than or equal to". merge
changes both of its data arguments.

(subst ’g_x ’g_y ’L_s)
(dsubst g x ’g_y ’l s)

RETURNS: The result of substituting g_x for all equal occurrences of g_y at all levels in
1s.

NOTE: If g_y is a symbol, eqis used for comparisons. The function subst does not modify
1_s but the function dsubst (destructive substitution) does.
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(Isubst ’l x ’g_ y’l s)
RETURNS: A copy of 1_s with 1_x spliced in for every occurrence of g_y at all levels. Splic-
ing in means that the parentheses surrounding the list 1_x are removed as the
example below shows.

—> (subst '(abc) ’x (xyzxyz (xyz))
(@bc)yz(@abe)yz) ((abc)yz)

—> (lsubst (abc) x (xyz(xyz (xyz))
(abcyz(abcyz) (abcyz)

(subpair ’1_old ’1_new ’l_expr)
' WHERE: There are the same number of elements in 1_old as | _new.

RETURNS: The list 1_expr with all occurrences of an object in 1_old replaced by the
corresponding one in 1 new. When a substitution is made, a copy of the value
to substitute in is not made.

EXAMPLE: (subpair '(ac)’ (xy) abcd) = (xby d)

(nconc ’1_argl °1_arg2 [ arg3 ...])

RETURNS: A list consisting of the elements of 1 argl followed by the elements of 1 _arg2
followed by 1 _arg3 and so on.

NOTE: The cdr of the last list cell of 1_argiis changed to point to |_argi+1

; nconcis faster than append because it doesn’t allocate new list cells.
—> (setq lis] *(a b c))

(abc)

—> (setg lis2 '(def)

def)

—> (append lisl lis2)

@bcdef)

=> lisl

(@abo) ; note that lis1 has not been changed by append
—> (nconc lisl lis2)

(abcdef); nconcreturns the same value as append

-> lisl

(@abcdef); but in doing so alters lisl
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(reverse ’1_arg)
(nreverse ’l_arg)

RETURNS: The list 1_arg with the elements at the top level in reverse order.

NOTE: The function nreverse does the reversal in place; that is, the list structure is
modified.

(nreconc ’1_arg ’g_arg)
EQUIVALENT TO: (nconc (nreverse 'l arg) ‘g arg)

2.2. Predicates

The following functions test for properties of data objects. When the result of the
test is either ’false’ or ’true’, then nil is returned for ’false’ and something other than
nil (often t) is returned for ’true’.

(arrayp ’g_arg)
RETURNS: t if g_arg is of type array.

(atom ’g_arg)
RETURNS: t if g_arg is not a list or hunk object.
NOTE: (atom ’'()) returns t.

(bedp ’g_arg)
RETURNS: t if g_arg is a data object of type binary.

NOTE: This function name is a throwback to the PDP-11 Lisp system. It stands for binary
code predicate.

(bigp ’g_arg)
RETURNS: t if g_arg is a bignum.

(dtpr ’g_arg)
RETURNS: t if g_arg is a list cell.
NOTE: (dtpr () is nil.

(hunkp ’g_arg)
RETURNS: t if g_arg is a hunk.

(listp ’g_arg)
RETURNS: t if g_arg is a list object or nil.
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(stringp ’g_arg)
RETURNS: t if g_arg is a string.

(symbolp ’g_arg)
RETURNS: t if g_arg is a symbol.

(valuep g_arg)
RETURNS: t if g_arg is a value cell

(vectorp ’v_vector)
RETURNS: t if the argument is a vector.

(vectorip ’v_vector)
RETURNS: t if the argument is an immediate-vector.

(type ’g_arg)
(typep ’g_arg)
RETURNS: A symbol whose pname describes the type of g_arg.

(signp s_test ’g_val)
RETURNS: t if g_val is a number and the given test s_test on g_val returns true.

NOTE: The fact that signp simply returns nil if g_val is not a number, is probably the most
important reason that signpis used. The permitted values for s_test and what they
mean are given in this table.

s_test tested

1 g val <0
le gval <0
e g val=0
n g val #0
ge g val >0
g g val >0

(eq ’g_argl ’g_arg2)
RETURNS: t if g_argl and g_arg2 are the exact same lisp object.

NOTE: Eq simply tests if g_argl and g_arg2 are located in exactly the same place in
memory. Lisp objects that print the same are not necessarily eq The only objects
guaranteed to be eq are interned symbols with the same print name. Unless a sym-
bol is created in a special way (such as with uconcator maknam it is interned.
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(neq ’g_x ’g_y)
RETURNS: t if g_x is not eq to g_y, otherwise nil.

(equal ’g_argl ’g_arg2)
(egstr ’g_argl ’g_arg2)

RETURNS: t if g_argl and g_arg2 have the same structure as described below.
NOTE: g_arg and g_arg2 are equal if

1
(2
(3)
C))
%
6

They are eq.

They are both fixnums with the same value

They are both flonums with the same value

They are both bignums with the same value

They are both strings and are identical.

They are both lists and their cars and cdrs are equal

; eqis much faster than equal especially in compiled code.

; However, you cannot use eq to test for equality of numbers outside
; of the range -1024 to 1023. equalalways works.

—> (eq 1023 1023)

t

—> (eq 1024 1024)

nil

—> (equal 1024 1024)

t

(not ’g_arg)
(null ’g_arg)

RETURNS: t if g_arg is nil.

(member ’g_argl ’1_arg2)
(memq ’g_argl ’1_arg2)

RETURNS: That part of the 1_arg2 beginning with the first occurrence of g_argl. If g_argl

is not in the top level of 1_arg2, nil is returned.

NOTE: member tests for equality with equal memgq tests for equality with eq.

2.3. Symbols and Strings

In many of the following functions, the distinction between symbols and strings is

somewhat blurred. For FRANZ LISP, a string is a null terminated sequence of characters,
stored as compactly as possible. Strings are used as constants in FRANZ LISP. They eval
to themselves. A symbol has additional structure: a value, property list, function bind-
ing, as well as its external representation (or print-name). If a symbol is given to one of
the string manipulation functions below, its print name is used as the string.

Another popular way to represent strings in Lisp is as a list of fixnums which

represent characters. The suffix ’n’ to a string manipulation function indicates that it
returns a string in this form.

2-10
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2.3.1. symbol and string creation

(concat ['stn_argl ... 1)
(uconcat [’stn_argl ... 1)

RETURNS: A symbol whose print name is the result of concatenating the print names,
string characters, or numerical representations of the sn_argi

NOTE: If no arguments are given, a symbol with a null pname is returned. concat places
the symbol created on the oblist; the function uconcatdoes the same thing but does
not place the new symbol on the oblist.

EXAMPLE: (concat ‘abc (add 3 4) "def ) = abc7def

(concatl ’1_arg)
EQUIVALENT TO: (apply ‘concat 'l arg)

(implode ’1_arg)
(maknam ’1_arg)

WHERE: 1 arg is a list of symbols, strings and small fixnums.

RETURNS: The symbol whose print name is the result of concatenating the first characters
of the print names of the symbols and strings in the list. Any fixnums are con-
verted to the equivalent ASCII character. In order to concatenate entire strings
or print names, use the function concat

NOTE: implode interns the symbol it creates, maknam does not.

(gensym [’s_leader])

RETURNS: A new uninterned atom beginning with the first character of s_leader’s pname,
or beginning with g if s_leader is not given.

NOTE: The symbol looks like xOnnnnn where x is s_leader’s first character and nnnnn is
the number of times you have called gensym.

(copysymbol ’s_arg ’g_pred)

RETURNS: An uninterned symbol with the same print name as s_arg. If g_pred is non nil,
then the value, function binding, and property list of the new symbol are made
eq to those of s_arg.

se

(ascii ’x_charnum)
WHERE: x_charnum is between 0 and 255.

RETURNS: A symbol whose print name is the single character whose fixnum representation
is x_charnum. :
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(intern ’s_arg)
RETURNS:s_arg
SIDE EFFECT: s_arg is put on the oblist if it is not already there.

(remob ’s_symbol)
RETURNS: s_symbol
SIDE EFFECT: .s_symbol is removed from the oblist.

(rematom ’s_arg)
RETURNS: t if s_arg is indeed an atom.
SIDE EFFECT: s_arg is put on the free atoms list, effectively reclaiming an atom cell.

NOTE: This function does not check to see if s_arg is on the oblist or is referenced any-
where. While rematom enables you to reclaim a small amount of storage, and can
be used effectively with gensym’d atoms, you must be extremely cautious. If you
use it on an interned atom which is referenced by some s-expression,#gou may be
find that one or more different atoms are synonymous. This can lead to errors
which are very difficult to detect. This function should be used only when storage
optimization is important and you are creating many atoms which rapidly outlive
their usefulness. o

s -

2.3.2. string and symbol predicates

5
(boundp ’s_name)

RETURNS: Nil if s_name is unbound; that is, it has never been given a value. If x_name
has the value g_val, then (ml g val) is returned. See also maKunbound
(alphalessp ’st_argl ’st_arg2)

RETURNS: t if the ‘name’ of st_argh is alphabetically less than the name of st_arg2. If
st_arg is a symbol, then its ‘name’ is its print name. If st_arg is a string, then
its ‘name’ is the string itself.

2.3.3. symbol and string accessing

(symeval ’s_arg)
RETURNS: The value of symbol s_arg.

NOTE: It is illegal to ask for the value of an unbound symbol. This function has the same
effect as eval but compiles into much more efficient code.
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(get_pname ’s_arg)
RETURNS: The string that is the print name of s_arg.

(plist ’s_arg)
RETURNS: The property list of s_arg.

(getd ’s_arg)
RETURNS: The function definition of s_arg or nil if there is no function definition.
NOTE: The function definition may turn out to be an array header.

(getchar ’s_arg ’x_index)
(nthchar ’s_arg ’x_index)
(getcharn ’s_arg ’x_index)

RETURNS: The x_index th character of the print name of s_arg or nil if x_index is less than
1 or greater than the length of s_arg’s print name.

NOTE: getchar and nthchar return a symbol with a single character print name; getcharn
returns the fixnum representation of the character.

(substring ’st_string ’x_index [’x_length])
(substringn ’st_string *x_index [’x_length])

RETURNS: A string of length at most x_length starting at x_index th character in the string.

NOTE: If x_length is not given, all of the characters for x_index to the end of the string
are returned. If x_index is negative, the string begins at the x_indexth character
from the end. If x_index is out of bounds, nil is returned.

NOTE: substring returns a list of symbols; substringn returns a list of fixnums. If substringn
is given a 0 x_length argument, then a single fixnum, which is the x_index th char-
acter, is returned.

2.3.4. symbol and string manipulation

(set ’s_argl ’g_arg2)
RETURNS: g_arg2.
SIDE EFFECT: The value of s_argl is set to g_arg2.

(setq s_atml ’g_vall [s_atm2’g val2 ... ... D
WHERE: The arguments are pairs of atom names and expressions.
RETURNS: The last g_vali
SIDE EFFECT: Each s_atmiis set to have the value g_vali
NOTE: setevaluates all of its arguments; setq does not evaluate the s_atmi
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(desetq sl_patternl *g_expl [... ...])
RETURNS: g_expn

SIDE EFFECT: This acts just like setg if all the sl_patterniare symbols. If sl_patterniis a
list, then it is a template which should have the same structure as g_expi.
The symbols in sl_pattern are assigned to the corresponding parts of g_exp.
(See also setf)

EXAMPLE: (desetg (a b (c. d)) (12 (345))
setsatol,bto2,cto3,anddto (4 5).

(setplist ’s_atm ’1_plist)
RETURNS: l_plist.
SIDE EFFECT: The property list of s_atm is set to 1_plist.

(makunbound ’s_arg)
RETURNS: s_arg

SIDE EFFECT: The value of s_arg is made ‘unbound’. If the interpreter attempts to evalu-
ate s_arg before it is again given a value, an unbound variable error occurs.

(aexplode ’s_arg)
(explode ’g_arg)
(aexplodec ’s_arg)
(explodec ’g_arg)
(aexploden ’s_arg)
(exploden ’g_arg)

RETURNS: A list of the characters used to print out s_arg or g_arg.

NOTE: The functions beginning with ’a’ are internal functions that are limited to symbol
arguments. The functions aexplode and explode return a list of characters that print
would use to print the argument. These characters include all necessary escape
characters. The functions aexplodec and explodec return a list of characters that
patom would use to print the argument (that is, no escape characters). The func-
tions aexploden and exploden are similar to aexplodec and explodec except that a list
of fixnum equivalents of characters are returned.

—> (setq x lquote this\| ok?)

lquote this \| ok ?|

—> (explode x)
QuotelllthisNIINNMNIok?

: note that \\| just means the single character: backslash.
; and \ just means the single character: vertical bar

: and || means the single character: space

—> (explodec x)

(Quotellthis|INllok®

—> (exploden x)

(113 117 111 116 101 32 116 104 105 115 32 124 32 111 107 63)
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2.4. Vectors

See Chapter 9 for a discussion of vectors. They are slightly less efficient that hunks
but more efficient than arrays.

2.4.1. vector creation

(new-vector *x_size ['g_fill ['g_propl])

RETURNS: A vector of length x_size. Each data entry is initialized to g_fill, or to nil, if the
argument g_fill is not present. The vector’s property is set to g_prop, or to nil,
by default.

(new-vectori-byte ’x_size [’g_fill [’g_propl])
(new-vectori-word ’x_size [’g_fill [’g_propl])
(new-vectori-long ’x_size [’g_fill ’'g_propl])

RETURNS: A vectori with x_size elements in it. The actual memory requirement is two
long words + x_size*(n bytes), where n is 1 for new-vector-byte, 2 for new-
vector-word, or 4 for new-vectori-long. Each data entry is initialized to g_fill, or
to zero, if the argument g fill is not present. The vector’s property is set to
g_prop, or nil, by default.

Vectors may be created by specifying multiple initial values:

(vector ['g_val0 ’g_vall ...])

RETURNS: A vector with as many data elements as there are arguments. It is quite possi-
ble to have a vector with no data elements. The vector’s property is a null list.

(vectori-byte [’x_val0 ’x_val2 ...])
(vectori-word [’x_val0 ’x_val2 ...])
(vectori-long [’x_val0 ’x_val2 ...])

RETURNS: A vectori with as many data elements as there are arguments. The arguments
are required to be fixnums. Only the low order byte or word is used in the case
of vectori-byte and vectori-word. The vector’s property is null.

2.4.2. vector reference

(vref *v_vect ’x_index)
(vrefi-byte 'V_vect ’x_bindex)
(vrefi-word *V_vect ’x_windex)
(vrefi-long *V_vect ’x_lindex)

RETURNS: The desired data element from a vector. The indices must be fixnums. Index-
ing is zero-based. The vrefi functions sign extend the data.
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(vprop *Vv_vect)
RETURNS: The Lisp property associated with a vector.

(vget *Vv_vect ’g_ind)

RETURNS: The value stored under g_ind if the Lisp property associated with 'Vv_vect is a
disembodied property list.

(vsize "Vv_vect)
(vsize-byte 'V_vect)
(vsize-word *V_vect)

RETURNS: The number of data elements in the vector. For immediate-vectors, the func-
tions vsize-byte and vsize-word return the number of data elements, if you
think of the binary data as being comprosed of bytes or words.

2.4.3. vector modfication

(vset *v_vect ’x_index ’g_val)
(vseti-byte *V_vect ’x_bindex ’x_val)
(vseti-word 'V _vect ’x_windex x_val)
(vseti-long ’V_vect ’x_lindex *x_val)

RETURNS: The datum.

SIDE EFFECT: The indexed element of the vector is set to the value. As noted above, for
vseti-word and vseti-byte, the index is construed as the number of the data
element within the vector. It is not a byte address. Also, for those two
functions, the low order byte or word of x_val is what is stored.

(vsetprop "Vv_vect ’g_value)

RETURNS: g_value. This should be either a symbol or a disembodied property list whose
caris a symbol identifying the type of the vector.

SIDE EFFECT: The property list of Vv_vect is set to g_value.

(vputprop *Vv_vect g_value ’g_ind)
RETURNS: g_value.

SIDE EFFECT: If the vector property of Vv _vect is a disembodied property list, then
vputprop adds the value g_value under the indicator g_ind. Otherwise, the
old vector property is made the first element of the list.

2.5. Arrays

See Chapter 9 for a complete description of arrays. Some of these functions are
part of a Maclisp array compatibility package representing only one simple way of using
the array structure of FRANZ LISP.
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2.5.1. array creation

(marray ’g_data ’s_access ’g_aux ’x_length ’x_delta)

RETURNS: An array type with the fields set up from the above arguments in the obvious
way (see § 1.2.10).

(*array ’s_name ’s_type ’x_diml ... ’x_dimn)
(array s_name s_type x_diml ... x_dimn

WHERE: s_type may be one of t, nil, fixnum, flonum, fixnum-block, or flonum-block.
RETURNS: An array of type s_type with n dimensions of extents given by the x_dimi

SIDE EFFECT: If s_name is non nil, the function definition of s_name is set to the array
structure returned.

NOTE: These functions create a Maclisp compatible array. In FRANZ LISP arrays of type t,
nil, fixnum, and flonum are equivalent and the elements of these arrays can be any
type of lisp object. Fixnum-block and flonum-block arrays are restricted to fixnums
and flonums respectively and are used mainly to communicate with foreign func-
tions (see §8.5).

NOTE: *array evaluates its arguments, array does not.

2.5.2. array predicate

(arrayp ’g_arg)
RETURNS: t if g_arg is of type array.

2.5.3. array accessors

(getaccess ’a_array)
(getaux ’a_array)
(getdelta ’a_array)
(getdata ’a_array)
(getlength ’a_array)

RETURNS: The field of the array object a_array given by the function name.
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(arrayref *a_name ’x_ind)

RETURNS: The x_ind thelement of the array object a_name. x_ind of zero accesses the first
element.

NOTE: arrayrefuses the data, length, and delta fields of a_name to determine which object
to return.

(arraycall s_type ’as_array ’x_indl ... )
RETURNS: The element selected by the indices from the array a_array of type s_type.

NOTE: If as_array is a symbol, then the function binding of this symbol should contain an
array object.
s_type is ignored by arraycallbut is included for compatibility with Maclisp.

(arraydims ’s_name)
RETURNS: A list of the type and bounds of the array s_name.

(listarray ’sa_array ['x_elements])

RETURNS: A list of all of the elements in array sa_array. If x_elements is given, then only
the first x_elements are returned.

; This creates a 3 by 4 array of general lisp objects.
—> (array erniet 3 4)
array[12]

; The array header is stored in the function definition slot of the
; symbol ernie.

—> (arrayp (getd ’ernie))

t

—> (arraydims (getd "ernie))

t34

; Store in ernie[2][2] the list (test list).
—> (store (ernie 2 2) ’(test list))
(test list)

; Check to see if it is there.
—> (ernie 2 2)
(test list)

; Now use the low level function arrayrefto find the same element.

; Arrays are 0 based and row-major (the last subscript varies the fastest);
; thus, element [2][2] is the 10th element, starting at 0.

—> (arrayref (getd ‘ernie) 10)

(ptr to) (test list)  ; The result is a value cell (thus the (ptr to)).
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2.5.4. array manipulation

(putaccess ’a_array ’su_func)
(putaux ’a_array ’g_aux)
(putdata ’a_array ’g_arg)
(putdelta ’a_array ’x_delta)
(putlength ’a_array ’x_length)

RETURNS: The second argument to the function.

SIDE EFFECT: The field of the array object given by the function name is replaced by the
second argument to the function.

(store ’l_arexp ’g_val)
WHERE: 1 arexp is an expression that references an array element.
RETURNS: g_val

SIDE EFFECT: The array location that contains the element that 1 arexp references is
changed to contain g_val.

(fillarray ’s_array ’l_itms)
RETURNS: s_array

SIDE EFFECT: The array s_array is filled with elements from 1 _itms. If there are not
enough elements in |_itms to fill the entire array, then the last element of
1_itms is used to fill the remaining parts of the array.

2.6. Hunks

Hunks are vector-like objects whose size can range from 1 to 128 elements. Inter-
nally, hunks are allocated in sizes that are powers of 2. In order to create hunks of a
given size, a hunk with at least that many elements is allocated, and a distinguished sym-
bol EMPTY is placed in those elements not requested. Most hunk functions respect those
distinguished symbols, but there are two (*makhunk and *rplacX) that overwrite the dis-
tinguished symbol.

2.6.1. hunk creation

(hunk ’g_vall [’g_val2 ... ’g_valn])
RETURNS: A hunk of length n whose elements are initialized to the g_vali
NOTE: The maximum size of a hunk is 128.
EXAMPLE: (hunk 4 ’sharp 'keys) = {4 sharp keys}
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(makhunk ’xI_arg)

RETURNS: A hunk of length x1_arg initialized to all nils if xI_arg is a fixnum. If x]_arg is a
list, then a hunk of size (length xI_arg) is returned, initialized to the elements
in x1_arg.

NOTE: (makhunk ’(a b ¢)) is equivalent to (hunk ‘a ’b ’c).
EXAMPLE: (makhunk 4) = {nil nil nil ni}

(*makhunk ’x_arg)
RETURNS: A hunk of size 2*-*'® initialized to EMPTY.

NOTE: This is only to be used by such functions as hunk and makhunk, which create and
initialize hunks for users.

2.6.2. hunk accessor

(exr ’x_ind ’h_hunk)
RETURNS: Element x_ind (starting at 0) of hunk h_hunk.

(hunk-to-list ’h_hunk)
RETURNS: A list consisting of the elements of h_hunk.

2.6.3. hunk manipulators
(rplacx ’x_ind h_hunk ’g_val)
(*rplacx ’x_ind ’h_hunk ’g_val)
RETURNS: h_hunk
SIDE EFFECT: Element x_ind (starting at 0) of h_hunk is set to g_val.

NOTE: rplacx does not modify one of the distinguished (EMPTY) elements whereas
*rplacx does.

(hunksize *h_arg)
RETURNS: The size of the hunk h_arg.
EXAMPLE: (hunksize (hunk 1 2 3)) = 3

2.7. Beds

A bcd object contains a pointer to compiled code and to the type of function object
the compiled code represents.
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(getdisc ’y_bcd)
(getentry ’y_bcd)

RETURNS: The field of the bcd object given by the function name.

(putdisc ’y_func ’s_discipline)
RETURNS: s_discipline ‘
SIDE EFFECT: Sets the discipline field of y_func to s_discipline.

2.8. Structures

There are three common structures constructed out of list cells: the assoc list, the
property list, and the tconc list. The functions below manipulate these structures.

2.8.1. assoc list

An ‘assoc list’ (or alist) is a common lisp data structure. It has the form
((keyl . valuel) (key2 . value2) (key3 . value3) ... (keyn . valuen))

(assoc ’g_argl ’1 arg2)
(assq ’g_argl ’l_arg2)

RETURNS: The first top level element of 1_arg2 whose caris equal (with assod or eq (with
assq) to g_argl.

NOTE: Usually 1_arg2 has an a-liststructure and g_argl acts as key.

(sassoc ’g_argl ’1_arg2 ’sl_func)
RETURNS: The result of (cond ((assoc ’g_arg 'l arg2) (apply ’sl_func nil)))
NOTE: sassoc is written as a macro.

(sassq ’g_argl ’1_arg2 ’sl_func)
RETURNS: the result of (cond ((assq ‘g arg 'l arg2) (apply ’sl_func nil)))
NOTE: sassq is written as a macro.

4404P30 LISP PROGRAMMERS 2-21



DATA STRUCTURE ACCESS

, assocor assqis given a key and an assoc list and returns
; the key and value item if it exists. They differ only in how they test
, for equality of the keys.

—> (setq alist *((alpha . a) ( (complex key) . b) (unk . x)))
((alpha . a) ((complex key) . b) (unk . x))

; You should use assqg when the key is an atom;
—> (assq 'alpha alist)
(alpha . a)

; but it may not work when the key is a list.
—> (assq '(complex key) alist)
nil

; However, assoc always works.
—> (assoc '(complex key) alist)
((complex key) . b)

(sublis ’1_alst ’1_exp)
WHERE: | _alst is an a-list
RETURNS: The list 1_exp with every occurrence of keyireplaced by vali

NOTE: A new list structure is returned to prevent modification of 1_exp. When a substitu-
tion is made, a copy of the value to substitute in, is not made.

2.8.2. property list

A property list consists of an alternating sequence of keys and values. Normally
a property list is stored on a symbol. A list is a ’disembodied’ property list if it con-
tains an odd number of elements, the first of which is ignored.

(plist >s_name)
RETURNS: The property list of s_name.

(setplist ’s_atm ’I_plist)
RETURNS: 1_plist.
SIDE EFFECT: the property list of s_atm is set to 1_plist.
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(get ’Is_name ’g_ind)
RETURNS: The value under indicator g_ind in Is_name’s property list if Is_name is a sym-
bol.

NOTE: If there is no indicator g_ind in Is_name’s property list, nil is returned. If Is_name
is a list of an odd number of elements, then it is a dissmbodied property list. get
searches a disembodied property list by starting at its cdrand comparing every other
element with g_ind, using eq.

(getl ’Is_name ’l_indicators)

RETURNS: The property list Is_name beginning at the first indicator that is a member of the
list 1_indicators, or nil, if none of the indicators in |_indicators are on Is_name’s -
property list.

NOTE: If 1s_name is a list, then it is assumed to be a disembodied property list.

(putprop ’Is_name ’g_val ’g_ind)
(defprop Is_name g_val g_ind)
RETURNS: g_val.
SIDE EFFECT: Adds to the property list of Is_name the value g_val under the indicator
g_ind.
NOTE: putprop evaluates its arguments; defprop does not. Is_name may be a disembodied
property list. See get

(remprop ’Is_name ’g_ind)

RETURNS: The portion of Is_name’s property list beginning with the property under the
indicator g_ind. If there is no g_ind indicator in Is_name’s plist, nil is returned.

SIDE EFFECT: The value under indicator g_ind and g_ind itself is removed from the pro-
perty list of Is_name.

NOTE: Is_name may be a disembodied property list. See get

—> (putprop 'xlate ’a 'alpha)

a

—> (putprop ’xlate ’b 'beta)

b

—> (plist 'xlate)

(alpha a beta b)

—> (get xlate 'alpha)

a

; You can use a disembodied property list this way:
—> (get ’(nil fateman rif sklower kis foderaro jkf) ’sklower)
kls
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2.8.3. tconc structure

A tconc structure is a special type of list, designed to make it easy to add objects
to the end. It consists of a list cell whose car points to a list of the elements added
with tconc or Ilconc and whose cdr points to the last list cell of the list pointed to by
the car.

(tconc ’1_ptr ’g_x)
WHERE: | _ptr'is a tconc structure.
RETURNS: | ptr with g_x added to the end.

(Iconc ’1_ptr ’1_x)
WHERE: |_ptr is a tconc structure.
RETURNS: |_ptr with the list 1_x spliced in at the end.

; A tconc structure can be initialized in two ways.
; Nil can be given to fconc, in which case tconc generates
; a fconc structure.

— > (setq foo (tconc nil 1))
M

; Since fconc destructively adds to
; the list, you can now add to foo without using setq again.

—> (tconc foo 2)
122

—> foo

(12)2)

; Another way to create a null fconc structure
; is to use (ncons nil).

— > (setg foo (ncons nil)
(nil)

—> (tconc foo 1)

(VY

; Now see what lconc can do:

—> (Iconc foo nil)

M ;There is no change.
—> (lconc foo '(2 3 4))

((1234)4)

2.8.4. fclosures

An fclosure is a functional object that admits some data manipulations. They
are discussed in §8.4. Internally, they are constructed from vectors.
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(fclosure ’1_vars ’g_funobj)

WHERE: 1 _vars is a list of variables; g_funobj is any object that can be funcalled (includ-
ing, fclosures).

RETURNS: A vector that is the fclosure.

(fclosure-alist *v_fclosure)

RETURNS: An association list representing the variables in the fclosure. This is a snapshot
of the current state of the fclosure. If the bindings in the fclosure are changed,
any previously calculated results of fclosure-alist do not change.

(fclosure-function ’v_fclosure)
RETURNS: The functional object part of the fclosure.

(fclosurep ’v_fclosure)
RETURNS: t if the argument is an fclosure.

(symeval-in-fclosure ’v_fclosure ’s_symbol)
RETURNS: The current binding of a particular symbol in an fclosure.

(set-in-fclosure *v_fclosure ’s_symbol ’g_newvalue)
RETURNS: g_newvalue.
SIDE EFFECT: The variable s_symbol is bound in the fclosure to g_newvalue.

2.9. Random functions
The following functions do not fall into any of the classifications above.

(bcdad ’s_funcname)

RETURNS: A fixnum that is the address in memory where the function s_funcname begins.
If s_funcname is not a machine coded function (binary), then bcdadreturns nil.

(copy ’g_arg)
RETURNS: A structure equalto g_arg but with new list cells.

(copyint* ’x_arg)
RETURNS: A fixnum with the same value as x_arg but in a freshly allocated cell.

(cpyl ’xvt_arg)
RETURNS: A new cell of the same type as xvt_arg with the same value as xvt_arg.
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(getaddress ’s_entryl ’s_binder1 ’st_disciplinel [.. ... ... D
~ RETURNS: The binary object that s_binder1’s function field is set to.

NOTE: This looks in the running lisp’s symbol table for a symbol with the same name as
s_entryi It then creates a binary object whose entry field points to s_entryi and
whose discipline is st_disciplinei This binary object is stored in the function field
of s_binderi If st_disciplinei is nil, then "subroutine" is used by default. This is
especially useful for cfas! users.

(macroexpand ’g_form)
RETURNS: g_form after all macros in it are expanded.

NOTE: This function only macroexpands expressions that could be evaluated, and it does
not know about the special nlambdas such as cond and do, thus, it misses many
macro expansions.

(ptr ’g_arg) .
RETURNS: A value cell initialized to point to g_arg.

(quote g_arg)
RETURNS: g_arg.
NOTE: The reader allows you to abbreviate (quote foo) as ’foo.

(kwote ’g_arg)
RETURNS: (list (quote quote) g _arg).

(replace ’g_argl ’g_arg2)
WHERE: g _argl and g_arg2 must be the same type of lispval and not symbols or hunks.
RETURNS: g_arg2.

SIDE EFFECT: The effect of replace dependents on the type of the g_argi although you
may notice a similarity in the effects. To understand what replace does to
fixnum and flonum arguments, you must first understand that such
numbers are ‘boxed’ in FRANZ Lisp. This means that if the symbol x has a
value 32412, then, in memory, the value element of x’s symbol structure
contains the address of another word of memory (called a box) with 32412
in it.

Thus, there are two ways of changing the value of x. The first way is to
change the value element of x’s symbol structure to point to a word of
memory with a different value. The second way is to change the value in
the box that x points to. The former method is used almost ali of the time;
the latter is used very rarely and may cause great confusion. The function

" replace allows you to do the latter, i.e., to actually change the value in the
box.

You should watch out for these situations. If you do (setg y x), then both x
and y point to the same box. If you now (replace x 12345), then y also has
the value 12345. And, in fact, there may be many other pointers to that
box.

Another problem with replacing fixnums is that some boxes are read-only.

The fixnums between -1024 and 1023 are stored in a read-only area and
attempts to replace them result in an "Illegal memory reference" error. See
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the description of copyint*for a way around this problem.

For the other valid types, the effect of replace is easy to understand. The
fields of g_vall’s structure are made eq to the corresponding fields of
g_val2’s structure. For example, if x and y have lists as values then the
effect of (replace x y) is the same as (rplaca x (car y)) and (rplacd x (cdr y)).

(scons ’x_arg ’bs_rest)
WHERE: bs_rest is a bignum or nil.

RETURNS: A bignum whose first bigit (digit in the bignum base) is x_arg and whose higher
order bigits are bs_rest.

(setf g_refexpr ’g_value)

NOTE: setfis a generalization of setq. Information may be stored by binding variables,
replacing entries of arrays, and vectors, or by being put on property lists, among
others. Setf allows you to store data into some location by mentioning the opera-
tion used to refer to the location. Thus, the first argument may be partially
evaluated, but only to the extent needed to calculate a reference. setf returns
g_value. (Compare to desetq)

(setf x 3) = (setq x 3)

(setf (car x) 3) = (rplaca x 3)

(setf (get foo ’bar) 3) = (putprop foo 3 ’bar)

(setf (vref vector index) value) = (vset vector index value)

(sort ’1_data u_comparefn)
RETURNS: A list of the elements of 1 data ordered by the comparison function
u_compar«fn.
SIDE EFFECT: The list |_data is modified rather than allocated in new st-rage.

NOTE: (comparefn 'g x 'g_y) should return something non-nil, if g_x can precede g_y in
sorted order; nil, if g_y must precede g_x. If u_comparefn is nil, alphabetical order
is used.

(sortcar ’1_list *u_comparefn)

RETURNS: A list of the elements of 1 list with the cars ordered by the sort function
u_comparefn.

SIDE EFFECT: The list |_list is modified rather than copied.
NOTE: Like sort, if u_comparefn is nil, alphabetical order is used.
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CHAPTER 3

Arithmetic Functions

This chapter describes FRANZ LiSP’s functions for doing arithmetic. Often the same func-
tion is known by many names. For example, addis also plus and sum This is caused by our
desire to be compatible with other Lisps. However, you should avoid using functions with
names such as + and * unless their arguments are fixnums. The Lisp compiler takes advantage
of these implicit declarations.

An attempt to divide or to generate a floating point result outside of the range of floating
point numbers causes a floating exception signal from the operating system. You can catch and
process this interrupt if desired. See the description of the signalfunction.

3.1. Simple Arithmetic Functions

(add [’n_argl ...])
(plus ['n_argl ...])
(sum [n_argl ...])
(+ Ix_argl ...])
RETURNS: The sum of the arguments. If no arguments are given, 0 is returned.

NOTE: If the size of the partial sum exceeds the limit of a fixnum, the partial sum is con-
verted to a bignum. If any of the arguments are flonums, the partial sum is con-
verted to a flonum when that argument is processed and the result is thus a
flonum. Currently, if, in the process of doing the addition, a bignum must be con-
verted into a flonum, an error message results.

(addl ’n_arg)
1+ ’x_arg)

RETURNS: Its argument plus 1.

(diff n_argl ... ])
(difference ['n_argl ... ])
(— Px_argl ... D

RETURNS: The result of subtracting from n_argl all subsequent arguments. If no argu-
ments are given, 0 is returned.

NOTE: See the description of add for details on data type conversions and restrictions.
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(subl ’n_arg)
(1—- ’x_arg)

RETURNS: Its argument minus 1.

(minus ’n_arg)
RETURNS: Zero minus n_arg.

(product ['n_argl ... 1)
(times ['n_argl ... ])
(+ Px_argl ... D)

RETURNS: The product of all of its arguments. It returns 1 if there are no arguments.

NOTE: See the description of the function add for details and restrictions to the automatic
data type coercion.

(quotient ['n_argl ...])
(/ Ix_argl ...])

RETURNS: The result of dividing the first argument by succeeding ones.

NOTE: If there are no arguments, 1 is returned. See the description of the function add
for the details and restrictions of data type coercion. A divide by zero causes a
floating exception interrupt. See the description of the signalfunction.

(*quo’i_x’i_y)
RETURNS: The integer part of i x /i y.
(Divide ’i_dividend ’i_divisor)

RETURNS: A list whose car is the quotient and whose cadr is the remainder of the division
of i_dividend by i_divisor.

NOTE: This is restricted to integer division.

(Emuldiv ’x_factl ’x_fact2 *x_addn ’x_divisor)

RETURNS: A list of the quotient and remainder of this operation:
((x_factl * x_fact2) + (sign extended) x_addn) / x_divisor.

NOTE: This is useful for creating a bignum arithmetic package in Lisp.

3.2. predicates

(numberp ’g_arg)

(numbp ’g_arg)
RETURNS: T iff g_arg is a number: fixnum, flonum, or bignum.
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(fixp ’g_arg)

RETURNS: T iff g_arg is a fixnum or bignum.

(floatp ’g_arg)
RETURNS: T iff g_arg is a flonum.

(evenp ’x_arg)
RETURNS: T iff x_arg is even.

(oddp ’x_arg)
RETURNS: T iff x_arg is odd.

(zerop ’g_arg)

RETURNS: T iff g_arg is a number equal to 0.

(onep ’g_arg)

RETURNS: T iff g_arg is a number equal to 1.

(plusp ’n_arg)
RETURNS: T iff n_arg is greater than zero.

(minusp ’g_arg)
RETURNS: T iff g_arg is a negative number.
(greaterp ['n_argl ...])

(> °fx_argl ’fx_arg2)
(>& ’x_argl ’x_arg2)

RETURNS: T iff the arguments are in a strictly decreasing order.

ARITHMETIC FUNCTIONS

NOTE: In the functions greaterp and >, the function djfference is used to compare adjacent
values. If any of the arguments are non-numbers, the error message comes from
the difference function. The arguments to > must be fixnums or both flonums.

The arguments to > & must both be fixnums.

(lessp ['n_argl ...])
(< ’fx_argl ’fx_arg2)
(<& ’x_argl ’x_arg2)

RETURNS: T iff the arguments are in a strictly increasing order.

NOTE: In functions lessp and < the function djfference is used to compare adjacent values.
If any of the arguments are non numbers, the error message comes from the
difference function. The arguments to < may be either fixnums or flonums but
must be the same type. The arguments to < & must be fixnums.
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(=fx_argl ’fx_arg2)

(=& ’x_argl ’x_arg2)

RETURNS: T iff the arguments have the same value. The arguments to = must be the
either both fixnums or both flonums. The arguments to =& must be fixnums.

3.3. Trignometric Functions

Some of these functions are taken from the host math library, and we take no
further responsibility for their accuracy.

(cos ’fx_angle) ‘
RETURNS: The (flonum) cosine of fx_angle (which is assumed to be in radians).

(sin ’fx_angle)
RETURNS: The sine of fx_angle (which is assumed to be in radians).

(acos ’fx_arg)
RETURNS: The (flonum) arc cosine of fx_arg in the range 0 to .

(asin ’fx_arg)
RETURNS: The (flonum) arc sine of fx_arg in the range —m/2 to /2.

(atan °fx_argl fx_arg2)
RETURNS: The (flonum) arc tangent of fx_argl/fx_arg2 in the range - to .

3.4. Bignum/Fixnum Manipulation

(haipart bx_number x_bits)

RETURNS: A fixnum (or bignum) that contains the x_bits high bits of (abs bx_number) if
x_bits is positive; otherwise, it returns the (abs x_bits) low bits of
(abs bx_number).

(haulong bx_number)
RETURNS: The number of significant bits in bx_number.

NOTE: The result is equal to the least integer greater than or equal to the base two loga-
rithm of one plus the absolute value of bx_number.
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(bignum-leftshift bx_arg x_amount)

RETURNS: bx_arg shifted left by x_amount. If x_amount is negative, bx_arg is shifted
right by the magnitude of x_amount.

NOTE: If bx_arg is shifted right, it will be rounded to the nearest even number.

(sticky-bignum-leftshift *bx_arg ’x_amount)
RETURNS: bx_arg shifted left by x_amount. If x_amount is negative, bx_arg will be shifted
right by the magnitude of x_amount and rounded.

NOTE: Sticky rounding is done this way: after shifting, the low order bit is changed to 1 if
any 1’s were shifted off to the right.

3.5. Bit Manipulation

(boole ’x_key ’x_vl ’x v2..)
RETURNS: The result of the bitwise boolean operation as described in the following table.

NOTE: If there are more than 3 arguments, then evaluation proceeds left to right with each
partial result becoming the new value of x_vl. That is,
(boole ’key 'vlI 'v2 'v3) = (boole 'key (boole ’key 'vI 'v2) 'v3).
In the following table, * represents bitwise and + represents bitwise, or &
represents bitwise xor and — represents bitwise negation and is the highest pre-
cedence operator.

(boole ’key ’x ’y)
key 0 1 2 3 4 5 6 7
result 0 X *y SX*y y X*ay X x®y X+y
common
names and bitclear xor or
key 8 9 10 11 12 13 14 15
result -x+y) -~Goy - X -x+y -y X+-y =x+-y -1
common
names nor equiv implies nand

(Ish ’x_val ’x_amt)
RETURNS: x_val shifted left by x_amt if x_amt is positive. If x_amt is negative, then Ish
returns x_val shifted right by the magnitude if x_amt.

NOTE: This always returns a fixnum even for those numbers whose magnitude is so large
that they would normally be represented as a bignum,; i.e., shifter bits are lost. For
more general bit shifters, see bignum-lefishift and sticky-bignum-leftshift.
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(rot ’x_val ’x_amt)

RETURNS: x_val rotated left by x_amt if x_amt is positive. If x_amt is negative, then x_val
is rotated right by the magnitude of x_amt.

3.6. Other Functions

As noted above, some of the following functions are inherited from the host math
library. .

(abs ’n_arg)
(absval ’n_arg)

RETURNS: The absolute value of n_arg.

(exp ’fx_arg)
RETURNS: eraised to the fx_arg power (flonum).

(expt ’n_base ’n_power)
RETURNS: n_base raised to the n_power power.
NOTE: If either of the arguments are flonums, the calculation is done using logand exp.

(fact *x_arg)
RETURNS: x_arg factorial -- fixnum or bignum.

(fix ’n_arg)
RETURNS: A fixnum as close as we can get to n_arg.

NOTE: fix rounds down. Currently, if n_arg is a flonum larger than the size of a fixnum,
this fails.

(float *n_arg)
RETURNS: A flonum as close as we can get to n_arg.

NOTE: If n_arg is a bignum larger than the maximum size of a flonum, then a floating
exception occurs.

(log *fx_arg)
RETURNS: The natural logarithm of fx_arg.

(max ’n_argl ...) ‘
RETURNS: The maximum value in the list of arguments.
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(min ’n_argl ...)
RETURNS: The minimum value in the list of arguments.

(mod ’i_dividend ’i_divisor)

(remainder ’i_dividend ’i_divisor)
RETURNS: The remainder when i_dividend is divided by i_divisor.
NOTE: The sign of the result has the same sign as i_dividend.

(*mod ’x_dividend ’x_divisor)
RETURNS: The balanced representation of x_dividend modulo x_divisor.

NOTE: The range of the balanced representation is abs(x_divisor)/2 to (abs(x_divisor)/2)
— x_divisor + 1.

(random [’x_limit])

RETURNS: A fixnum between 0 and x_limit — 1 if x_limit is given. If x_limit is not given,
any fixnum, positive or negative, might be returned.

(sqrt fx_arg)
RETURNS: The square root of fx_arg.
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CHAPTER 4

Special Functions

This chapter describes the special functions, or forms of FRANZ Lisp. While lisp is gen-
erally thought of as very simple, in fact system-building in lisp requires the inclusion of a fair
selection of these special forms.

(and [g_argl ...D

RETURNS: The value of the last argument if all arguments evaluate to a non-nil value; oth-
erwise, andreturns nil. It returns t if there are no arguments.

NOTE: The arguments are evaluated left to right and evaluation ceases with the first nil
encountered. ,

(apply ’u_func ’1_args)
RETURNS: The result of applying function u_func to the arguments in the list 1_args.

NOTE: If u_func is a lambda, then the (length | args) should equal the number of formal
parameters for the u_func. If u_func is a nlambda or macro, then 1_args is bound
to the single formal parameter.

; addl is a lambda of 1 argument
—> (appl 'addl ’(3))
4

; You can define plusl as a macro that is equivalent to
addl.

—> (def plusl (macro (arg) (list ‘addl (cadr arg))))
plusl

—> (plusl 3)

4

; Now if you apply a macro, you obtain the form it changes to.
—> (apply 'plusl '(plusl 3))
(add1 3)

; If you funcalla macro ,however, the result
of the macro is evakd

; before it is returned.

—> (funcall 'plus1 ’(plusl 3))

4

; For this particular macro, the car of the argis not checked
; so that this too works.

—> (apply 'plusl '(foo 3))

(add1 3)
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(arg [’x_numb))

RETURNS: If x_numb is specified, then the x_numb’ th argument to the enclosing lexpr. If
x_numb is not specified, then this returns the number of arguments to the
enclosing lexpr.

NOTE: It is an error to the interpreter if x_numb is given and out of range.

(break [g_message [’g_pred]])
WHERE: If g_message is not given, it is assumed to be the null string, and if g_pred is
not given, it is assumed to be t.

RETURNS: The value of (*break 'g _pred 'g _message)

(*break ’g_pred ’g_message)

RETURNS: nil immediately if g_pred is nil, otherwise, the value of the next (return ’value)
expression typed in at top level.

SIDE EFFECT: If the predicate, g_pred, evaluates to non-null, the Lisp system stops and
prints out ‘Break ’ followed by g_message. It then enters a break loop that
allows you to interactively debug a program. To continue execution from a
break, you can use the return function. To return to top level or another
break level, you can use retbrkor reset

(caseq ’g_key-form 1 _clausel ...)
WHERE: 1 clauseiis a list of the form (g_comparator [’g_formi...]). The comparators
may be symbols, small fixnums, a list of small fixnums or symbols.

NOTE: The way caseq works is that it evaluates g_key-form, yielding a value called the
selector. Each clause is examined until the selector is found consistent with the
comparator. For a symbol, or a fixnum, this means the two must be eq. For a list,
this means that the selector must be eg to some element of the list.

The comparator consisting of the symbol t has special semantics: it matches any-
thing and, consequently, should be the last comparator.

In any case, having chosen a clause, caseq evaluates each form within that clause
and returns the value of the last form

RETURNS: The value of the last form as indicated above. If no comparators are matched,
caseq returns nil.
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Here are two ways of defining the same function:

— > (defun fate (personna)
(caseq personna
(cow ’(jumped over the moon))
(cat ’(played nero))
((dish spoon) ’(ran away with each other))
(t *(lived happily ever after))))
fate
— > (defun fate (personna)
(cond
((eq personna 'cow) ’(jumped over the moon))
((eq personna ’cat) ’(played nero))
((memq personna ’(dish spoon)) '(ran away with each other))
(t *(lived happily ever after))))
fate

(catch g_exp [lIs_tag])
WHERE: If Is_tag is not given, it is assumed to be nil.
RETURNS: The result of (*catch 'ls_tag g exp)
NOTE: Catch is defined as a macro.

(*catch ’Is_tag g_exp)
WHERE: Is_tag is either a symbol or a list of symbols.

RETURNS: The result of evaluating g_exp or, if the ‘throw’ pseudo-function is invoked
with the argument Is_tag within the execution of g_exp, the value given by
throw. (see throw, *throw) The *catch and throw or *throw construction is used
for a non-local return of a value, and is typically used in an error return or
some kind of break in the normal modularization of a program.

SIDE EFFECT: This proceeds as follows: *catch first sets up a ‘catch frame’ on the Lisp
runtime stack. Then it begins to evaluate g_exp. If g_exp evaluates nor-
mally, its value is returned. If, however, a value is thrown during the
evaluation of g_exp, then this *catch returns with that value if one of these
cases is true:

(1) The tag thrown to is Is_tag.
(2) Is_tag is a list and the tag thrown to is a member of this list.
(3) Is_tag is nil.

NOTE: Errors are implemented as a special kind of throw. A catch with no tag does not
catch an error, but a catch whose tag is the error type catches that type of error.
See Chapter 10 for more information.
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(comment [g_arg ..

D

RETURNS: The symbol comment.
NOTE: This does absolutely nothing.

(cond [I_clausel ...])

RETURNS: The last value evaluated in the first clause satisfied. If no clauses are satisfied,
then nil is returned.

NOTE: This is the basic conditional ‘statement’ in Lisp. The clauses are processed from
left to right. The first element of a clause is evaluated. If it evaluates to a non-null
value, then that clause is satisfied and all following elements of that clause are
evaluated. The last value computed is returned as the value of the cond. If there
is just one element in the clause, then its value is returned. If the first element of
a clause evaluates to nil, then the other elements of that clause are not evaluated
and the system moves to the next clause.

(cvttointlisp)
SIDE EFFECT:

(cvttofranzlisp)
SIDE EFFECT:

(cvttomaclisp)
SIDE EFFECT:

(cvttoucilisp)
SIDE EFFECT:

(debug s_msg)
SIDE EFFECT:

The reader is modified to conform with the Interlisp syntax. The character
% is made the escape character and special meanings for comma,
backquote, and backslash are removed. Also the reader is told to convert
upper case to lower case.

FRANZ LISP’s default syntax is reinstated. You should run this function
after having run any of the other cvtto- functions. Backslash is made the
escape character, super-brackets work again, and the reader distinguishes
between upper and lower case.

The reader is modified to conform with Maclisp syntax. The character / is
made the escape character, and the special meanings for backslash, left and
right bracket are removed. The reader is made case-insensitive.

The reader is modified to conform with UCI Lisp syntax. The character /
is made the escape character; tilde is made the comment character; excla-
mation point takes on the unquote function normally held by comma, and
backslash, comma, and semicolon become normal characters. Here too, the
reader is made case-insensitive.

Enter the Fixit package described in Chapter 15. This package allows you
to examine the evaluation stack in detail. To leave the Fixit package type
’ok’.
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(debugging ’g_arg)
SIDE EFFECT: If g_arg is non-null, FRANZ LISP unlinks the transfer tables, does a (*rset t)

to turn on evaluation monitoring and sets the all-error catcher (ER%all) to
be debug-err-handler. If g_arg is nil, all of the earlier changes are undone.

(declare [g_arg ...])
RETURNS: nil

NOTE: This is a no-op to the evaluator. It has special meaning to the compiler (see
Chapter 12).

(def s_name (s_type 1_argl g_expl ...))
WHERE: s_type is one of lambda, nlambda, macro or lexpr.
RETURNS:s_name

SIDE EFFECT: This defines the function s_name to the Lisp system. If s_type is nlambda
or macro then the argument list 1_argl must contain exactly one non-nil
symbol.

(defmacro s_name 1_arg g_expl ...)
(defcmacro s_name 1_arg g_expl ...)

RETURNS:s_name

SIDE EFFECT: This defines the macro s_name. definacro makes it easy to write macros
since it makes the syntax just like defun Further information on defmacro
is in §8.3.2. defcmacro defines compiler-only macros, or cmacros. A cmacro
is stored on the property list of a symbol under the indicator cmacro. Thus
a function can have a normal definition and a cmacro definition. For an
example of the use of cmacros, you can examine the definitions of nthedr
and nth in /lisp/lib/common2.1

(defun s_name [s_mtype] 1s_argl g_expl ...)
WHERE: s_mtype is one of fexpr, expr, args or macro.
RETURNS:s_name
SIDE EFFECT: This defines the function s_name.

NOTE: This exists for Maclisp compatibility. It is just a macro that changes the defun form

to the def form. If you are familiar with Maclisp, an s_mtype of fexpr is converted
to nlambda and the Maclisp expr is simply our lambda. Macro remains the same. If
Is_argl is a non-nil symbol, then the type is assumed to be lexpr and Is_argl is the
symbol that is bound to the number of args when the function is entered.
For compatibility with the Lisp Machine Lisp, there are three types of optional
parameters that can occur in Is_argl: &optional declares that the following symbols
are optional, and may or may not appear in the argument list to the function; &rest
symbol declares that all forms in the function call that are not accounted for by pre-
vious lambda bindings are to be assigned to symbol and &aux forml ... formn
declares that the formiare either symbols, in which case they are lambda bound to
nil, or lists, in which case the first element of the list is lambda bound to the
second, evaluated element.
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; defand defun here are used to define identical

functions.

; You can decide for yourself which is easier to use.

—> (def appendl (lambda (lis extra) (append lis (list extra))))
appendl

—> (defun appendl (lis extra) (append lis (list extra)))
appendl

b; Using the & forms...

—> (defun test (a b &optional ¢ &aux (retval 0) &rest z)

(if ¢ them (msg " Optional arg present’ N
"cis" ¢ N)
(msg"restis" z N
"retval is" retval N))

test

—> (test1234)

Optional arg present

cis 3

rest is (4)

retval is 0

(defvar s_variable [’g_init])

RETURNS: s_variable.

NOTE: This form is put at the top level in files, like defun
SIDE EFFECT: This declares s_variable to be special. If g_init is present and s_variable is

unbound when the file is read in, s_variable is set to the value of g_init.
An advantage of ‘(defvar foo)’ over ‘(declare (special foo))’ is that if a file

" containing defvars is loaded (or fasl’ed) in during compilation, the variables
mentioned in the defvar’s are declared special. The only way to have that
effect with ‘(declare (special foo))’ is to include the file.

(do 1_vrbs 1_test g_expl ...)

4-6

RETURNS: The last form in the cdr of 1_test evaluated, or a value explicitly given by a

return evaluated within the do body.

NOTE: This is the basic iteration form for FRANZ LISP. 1 vrbs is a list of zero or more

var-init-repeat forms. A var-init-repeat form looks like:
(s_name [g_init [g_repeat]])

There are three cases depending on what is present in the form. If just s_name is
present, this means that when the do is entered, s_name is lambda-bound to nil
and is never modified by the system (though the program is certainly free to
modify its value). If the form is (s_name ’g_init) then the only difference is that
s_name is lambda-bound to the value of g_init instead of nil. If g_repeat is also
present then s_name is lambda-bound to g_init when the loop is entered and after
each pass through the do body s_name is bound to the value of g_repeat.

1_test is either nil or has the form of a cond clause. If it is nil then the do body is
evaluated only once and the do returns nil. Otherwise, before the do body is
evaluated the car of 1_test is evaluated, and, if the result is non-null, this signals an
end to the looping. Then the rest of the forms in 1_test are evaluated and the value
of the last one is returned as the value of the do. If the cdr of 1_test is nil, then nil
is returned. Thus, this is not exactly like a cond clause.
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g_expl and those forms that follow constitute the do body. A do body is like a
prog body and, thus, may have labels. You can use the functions go and return.
The sequence of evaluations is this:

The init forms are evaluated left to right and stored in temporary locations.

Simultaneously, all do variables are lambda bound to the value of their init forms or
to nil.

If 1 _test is non-null, then the car is evaluated, and, if it is non-null, the rest of the
forms in 1_test are evaluated, and the last value is returned as the value of the do.

The forms in the do body are evaluated left to right.
If 1_test is nil the do function returns with the value nil.
The repeat forms are evaluated and saved in temporary locations.

The variables with repeat forms are simultaneously bound to the values of those
forms.

Go to step 3.

NOTE: There is an alternate form of do that can be used when there is only one do vari-

able. It is described next.

; This is a simple function that numbers the elements of a list.
; It uses a do function with two local variables.
—> (defun printem (lis)

printem

(do ((xx lis (cdr xx))
G100+ )
((null xx) (patom "all doné') (terpr))
(print i)
(patom":")
(print (car xx))
(terpr)))

—> (printem '(a b c d))

all done

nil
->

(do s_name g_init g_repeat g_test g_expl ...)
NOTE: This is another, less general, form of do. It is evaluated by:

)
()
(3)
4)
(%)
(6)

Evaluating g_init.

Lambda binding s_name to value of g_init.

g_test is evaluated, and, if it is not nil, the do function returns with nil.
The do body is evaluated beginning at g_expl.

The repeat form is evaluated and stored in s_name.

Go to step 3.

RETURNS: Nil.
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(environment [I_whenl 1_whatl |_when2 1_what2 ...])
(environment-maclisp [I_whenl 1 whatl 1_when2 1_what2 ...])
(environment-lmlisp [I_whenl |_whatl 1_when2 1_what2 ...])

WHERE: The when’s are a subset of (eval compile load), and the symbols have the same

meaning as they do in ’eval-when’.

The what’s may be:

(files filel file2 ... fileN)
which insure that the named files are loaded. To see if filei is loaded, these
functions look for a ’version’ property under file/s property list. In order to
make this work to prevent multiple loading, you should put

(putprop ’myfile t *version),
at the end of myfile.l.

Another acceptable form for a what is
(syntax type)
Where type is either maclisp, intlisp, ucilisp, or franzlisp.

SIDE EFFECT: environment-maclisp sets the environment to what ‘liszt +m’ generates.

environment-Imlisp sets up the Lisp machine environment. This is like
maclisp but it has additional macros.

For these specialized environments, only the files clauses are useful.
(environment-maclisp (compile eval) (files foo bar))

RETURNS: The last list of files requested.

(err [’s_value [nill])

RETURNS: Nothing (it never returns).
SIDE EFFECT: This causes an error, and, if this error is caught by an errset then that errset

returns s_value instead of nil. If the second arg is given, then it must be
nil (for MAClisp compatibility).

(error [’s_messagel [’s_message2]]).

RETURNS: Nothing (it never returns).
SIDE EFFECT: s_messagel and s_message2 are patoned if they are given and then err is

called (with no arguments), which causes an error.

(errset g_expr [s_flag])

48

RETURNS: A list of one element that is the value resulting from evaluating g_expr. If an

error occurs during the evaluation of g_expr, then the locus of control returns
to the errset, which then returns nil (unless the error was caused by a call to err
with a non-null argument).

SIDE EFFECT: S_flag is evaluated before g_expr is evaluated. If s_flag is not given, then it

is assumed to be t. If an error occurs during the evaluation of g_expr, and
s_flag was evaluated to a non-null value, then the error message associated
with the error is printed before control returns to the errset.
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(eval ’g_val [’x_bind-pointer])
RETURNS: The result of evaluating g_val.

NOTE: The evaluator evaluates g_val in the following way:
If g_val is a symbol, then the evaluator returns its value. If g_val had never been
assigned a value, then this causes an ‘Unbound Variable’ error. If x_bind-pointer
is given, then the variable is evaluated with respect to that pointer. See evalframe
for details on bind-pointers.

If g_val is of type value, then its value is returned. If g_val is of any other type
than list, g_val is returned.

If g_val is a list object, then g_val is either a function call or array reference. Let
g_car be the first element of g_val. g_car is continually evaluated until it results in
a symbol with a non-null function binding or a non-symbol. Call the result:
g_func.

G _func must be one of three types: list, binary, or array. If it is a list, then the
first element of the list, which is called g functype, must be either lambda,
nlambda, macro, or lexpr. If g func is a binary, then its discipline, which is called
g_functype, is either lambda, nlambda, macro, or a string. If g_func is an array,
then this form is evaluated specially. See Chapter 9 on arrays. If g_func is a list or
binary, then g_functype determines how the arguments to this function, the cdr of
g _val, are processed. If g functype is a string, then this is a foreign function call.
See §8.5 for more details.

If g_functype is lambda or lexpr, the arguments are evaluated (by calling evalrecur-
sively) and stacked. If g_functype is nlambda, then the argument list is stacked. If
g _functype is macro, then the entire form, g_val, is stacked.

Next, the formal variables are lambda bound. The formal variables are the cadr of
g func. If g_functype is nlambda, lexpr, or macro, there should only be one for-
mal variable. The values on the stack are lambda bound to the formal variables
except in the case of a lexpr, where the number of actual arguments is bound to
the formal variable.

After the binding is done, the function is invoked, either by jumping to the entry
point in the case of a binary or by evaluating the list of forms beginning at cddr
g_func. The result of this function invocation is returned as the value of the call to
eval.

(evalframe x_pdlpointer)

RETURNS: An evalframe descriptor for the evaluation frame just before x_pdlpointer. If
x_pdlpointer is nil, it returns the evaluation frame of the frame just before the
current call to evalframe.

NOTE: An evalframe descriptor describes a call to eval apply, or funcall The form of the
descriptor is
(type pdl-pointer expression bind-pointer np-index Ibot-index),
where iype is ‘eval’ if this describes a call to evalor ‘apply’ if this is a call to apply
or funcall pdl-pointer is a number that describes this context. It can be passed to
evalframe to obtain the next descriptor and can be passed to freturn to cause a
return from this context. bind-pointer is the size of variable binding stack when
this evaluation began. The bind-pointer can be given as a second argument to eval
in order to evaluate variables in the same context as this evaluation. If type is
‘eval’, then expression has the form (function-name argl ...). If type is ‘apply’,
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then expression has the form (function-name (argl ...)). np-index and Ibot-index

are pointers into the argument stack (also known as the namestack array) at the

time of call. lbot-index points to the first argument; np-index points one beyond

the last argument.

I;n orde)r for there to be enough information for evalframe to return, you must call
*rset t).

EXAMPLE: (progn (evalframe nil))
returns (eval 2147478600 (progn (evalframe nil)) 1 8 7)

(evalhook ’g_form ’su_evalfunc [’su_funcalifunc])

RETURNS: The result of evaluating g_form after lambda binding ‘evalhook’ to su_evalfunc,
and, if it is given, lambda binding ‘funcallhook’ to su_funcallhook.

NOTE: As explained in §14.4, the function evalmay pass the job of evaluating a form to a
user ‘hook’ function when various switches are set. The hook function normally
prints the form to be evaluated on the terminal and then evaluates it by calling
evalhook Evalhook does the lambda binding mentioned earlier and then calls eval
to evaluate the form after setting an internal switch to tell eva/not to call the user’s
hook function just this one time. This allows the evaluation process to advance
one step and yet insure that further calls to evalcause traps to the hook function (if
su_evalfunc is non-null).

In order for evalhook to work, (*rsett) and (sstatus evalhook t) must have been
done previously.

(exec s_argl ..)

RETURNS: the result of forking and executing the command named by concatenating the
s_argitogether with spaces in between.

(exece ’s_fname [’1_args [’I_envirl])

RETURNS: The error code from the system if it was unable to execute the command
s_fname with arguments 1_args and with the environment set up as specified in
1_envir. If this function is successful, it is not returned, instead the Lisp system
is overlaided by the new command.

(freturn ’x_pdl-pointer ’g_retval)
RETURNS: g_retval from the context given by x_pdl-pointer.

NOTE: A pdl-pointer denotes a certain expression currently being evaluated. The pdl-
pointer for a given expression can be obtained from evalframe.

(frexp ’f_arg)
RETURNS: A list cell (exponent . mantissa) that represents the given flonum.

NOTE: The exponent is a fixnum; the mantissa a 56 bit bignum. If you think of the the
binary point occurring right after the high order bit of mantissa, then

f_arg = 2°%onent * mantissa.
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(funcall *u_func [’g_argl ...])

RETURNS: the value of applying function u_func to the arguments g_argiand then evaluat-
ing that result if u_func is a macro.

NOTE: If u_func is a macro or nlambda, then there should be only one g_arg. fiuncallis
the function that the evaluator uses to evaluate lists. If foo is a lambda, lexpr, or
array, then (funcall 'foo 'a ’b 'c) is equivalent to (foo 'a ’b ’c). If foois an nlambda,
then (funcall ’foo ’(a b c)) is equivalent to (foo a b c¢). Finally, if foo is a macro,
then (funcall ’foo *(foo a b c)) is equivalent to (foo a b c).

(funcallhook ’1_form ’su_funcallfunc [’su_evalfunc])

RETURNS: the result of the following sequence of actions. First, it lambda-binds ‘fun-
callhook’ to su_funcallfunc and, if it is given, lambda binds ‘evalhook’ to
su_evalhook. Then it proceeds to funcall the (car |l form) on the already
evaluated arguments in the (cdr | form)

NOTE: This function is designed to continue the evaluation process with as little work as
possible after a funcallhook trap has occurred. It is for this reason that the form of
|_form is unorthodox: its caris the name of the function to call and its cdrare a list
of arguments to stack (without evaluating again) before calling the given function.
After stacking the arguments but before calling fitncall, an internal switch is set to
prevent funcall from passing the job of funcalling to su_funcallfunc. If funcall is
called recursively in funcalling 1_form and if su_funcallfunc is non-null, then the
arguments to funcallare actually given to su_funcallfunc (a lexpr) to be funcalled.
In order for evalhook to work, (*rsett) and (sstatus evalhook t) must have been
done previously. A more detailed description of evalhook and funcallhook is given
in Chapter 14.

(function u_func)

RETURNS: The function binding of u_func if it is a symbol with a function binding; other-
wise, u_func is returned.

(getdisc ’y_func)
RETURNS: The discipline of the machine coded function -- lambda, nlambda, or macro.

(go g_labexp)
WHERE: g labexp is either a symbol or an expression.

SIDE EFFECT: If g_labexp is an expression, that expression is evaluated and should result
in a symbol. The locus of control moves to just following the symbol
g_labexp in the current prog or do body.

NOTE: This is only valid in the context of a prog or do body. The interpreter and compiler
allow non-local go's, although the compiler does not allow a go to leave a function
body. The compiler does not allow g_labexp to be an expression.
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(if 'g_a’g b)

(if’g.a’gb’gc..)

(if ’g_a then ’g b [...] [elseif ’g_c then g d ...] [else ’g_e [...])
(if ’g_a then ’g b [...] [elseif ’g_c thenret] [else 'g_d [...])

NOTE: The various forms of jfare intended to be easily readable conditional statements --
to be used in place of cond There are two varieties of if with and without key-
words. The keyword-less variety is inherited from common Maclisp usage. A
keyword-less, two argument ifis equivalent to a one-clause cond, i.e., (cond (a b)).
Any other keyword-less jfmust have at least three arguments. The first two argu-
ments are the first clause of the equivalent cond and all remaining arguments are
shoved into a second clause beginning with t. Thus, the second form of ifis
equivalent to

(cond(ab) (tc..)).

The keyword variety has the following grouping of arguments: a predicate, a then-
clause, and an optional else-clause. The predicate is evaluated, and if the result is
non-nil, the then-clause is performed, in the sense described later. Otherwise, that
is, the result of the predicate evaluation was precisely nil, the else-clause is per-
formed.

Then-clauses are either consist entirely of the single keyword thenret, or start with
the keyword then, and followed by at least one general expression. (These general
expressions must not be one of the keywords.) To actuate a thenret means to cease
further evaluation of the jfand to return the value of the predicate just calculated.
The performance of the longer clause means to evaluate each general expression in
turn and then return the last value calculated.

The else-clause may begin with the keyword else and be followed by at least one
general expression. The rendition of this clause is just like that of a then-clause.
An else-clause may begin alternatively with the keyword elseif and be followed
(recursively) by a predicate, then-clause, and optional else-clause. Evaluation of
this clause, is just evaluation of an jfform, with the same predicate, then- and
else-clauses.

(I-throw-err ’l_token)

4-12

WHERE: 1_token is the cdrof the value returned from a *casch with the tag ER%unwind-
protect.

RETURNS: Nothing (never returns in the current context).
SIDE EFFECT: The error or throw denoted by 1_token is continued.

NOTE: This function is used to implement unwind-protect which allows the processing of a
transfer of control though a certain context to be interrupted, a user function to be
executed, and then the transfer of control to continue. The form of 1_token is
either
(t tag value) for a throw or
(nil type message valiret contuab uniqueid [arg ...]) for an error.

This function is not to be used for implementing throws or errors and is only docu-
mented here for completeness.
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(let 1_args g_expl ... g_exprn)
RETURNS: The result of evaluating g_exprn within the bindings given by 1_args.

NOTE: 1_args is either nil (in which case let is just like progn) or it is a list of binding
objects. A binding object is a list (symbol expression). When a letis entered, all of
the expressions are evaluated and then simultaneously lambda-bound to the
corresponding symbols. In effect, a let expression is just like a lambda expression
except that the symbols and their initial values are next to each other, making the
expression easier to understand. There are some added features to the /et expres-
sion: A binding object can just be a symbol, in which case the expression
corresponding to that symbol is ‘nil’. If a binding object is a list and the first ele-
ment of that list is another list, then that list is assumed to be a binding template
and letdoes a desetq on it.

(let* 1_args g_expl ... g_expn)
RETURNS: The result of evaluating g_exprn within the bindings given by 1_args.

NOTE: This is identical to Jetexcept the expressions in the binding list 1_args are evaluated
and bound sequentially instead of in parallel.

(lexpr-funcall ’g_function [’g_argl ...] ’1_argn)

NOTE: This is a cross between funcall and apply. The last argument must be a list (possi-
bly empty). The elements of list arg are stacked and then the function is funcalled.

EXAMPLE: (Iexpr-funcall ’list >a (b ¢ d)) is the same as
(funcall ’list ’a ’b ’c ’d)
(listify ’x_count)

RETURNS: A list of x_count of the arguments to the current function (which must be a
lexpr).

NOTE: Normally arguments 1 through x_count are returned. If x_count is negative then a
list of last abs(x_count) arguments are returned.

(map ’u_func’l _argl ...)
RETURNS: ] _argl

NOTE: The function u_func is applied to successive sublists of the 1 _argi All sublists
should have the same length.

(mapc ’u_func ’l_argl ..))
RETURNS: | _argl.

NOTE: The function u_func is applied to successive elements of the argument lists. All of
the lists should have the same length.
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(mapcan ’u_func ’l_argl ...)
RETURNS: nconc applied to the results of the functional evaluations.

NOTE: The function u_func is applied to successive elements of the argument lists. All
sublists should have the same length.

(mapcar "u_func ’1_argl ...)
RETURNS: A list of the values returned from the functional application.

NOTE: The function u_func is applied to successive elements of the argument lists. All
sublists should have the same length.

(mapcon ’u_func ’l_argl ...)
RETURNS: nconc applied to the results of the functional evaluation.

NOTE: The function u_func is applied to successive sublists of the argument lists. All sub-
lists should have the same length.

(maplist *u_func ’l_argl ...)
RETURNS: A list of the results of the functional evaluations.

NOTE: The function u_func is applied to successive sublists of the arguments lists. All
sublists should have the same length.

You may find the following summary table useful in remembering the differences
between the six mapping functions:

Value returned is

Argument to func- | 1 argl list of results  nconc of results

tional is
elements of list mapc mapcar mapcan
sublists map maplist mapcon

(mfunction t_entry ’s_disc)
RETURNS: A Lisp object of type binary composed of t_entry and s_disc.

NOTE: t_entry is a pointer to the machine code for a function, and s_disc is the discipline
(e.g., lambda).

(oblist)
RETURNS: A list of all symbols on the oblist.
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(or [g_argl ... D)
RETURNS: The value of the first non-null argument or nil if all arguments evaluate to nil.

NOTE: Evaluation proceeds left to right and stops as soon as one of the arguments evalu-
ates to a non-null value.

(prog 1_vrbls g_expl ...)

RETURNS: The value explicitly given in a return form or else nil if no return is done by the
time the last g_expiis evaluated.

NOTE: The local variables are lambda-bound to nil, then the g_expiare evaluated from left
to right. This is a prog body (obviously) and this means that any symbols seen are
not evaluated, but are treated as labels. This also means that return’s and go’s are
allowed.

(progl ’g_expl [’g_exp2 ...])
RETURNS: g_expl

(prog2 ’g_expl ’g_exp2 ['g_exp3 ..])
RETURNS: g_exp2
NOTE: The forms are evaluated from left to right and the value of g_exp2 is returned.

(progn ’g_expl [’g_exp2 ...])
RETURNS: The last g_expi

(progv ’1_locv ’l_initv g_expl ...)
WHERE: | _locv is a list of symbols and 1_initv is a list of expressions.
RETURNS: The value of the last g_expievaluated.

NOTE: The expressions in |_initv are evaluated from left to right and then lambda-bound
to the symbols in 1_locv. If there are too few expressions in 1_initv, then the miss-
ing values are assumed to be nil. If there are too many expressions in L_initv, then
the extra ones are ignored (although they are evaluated). Then the g_expi are
evaluated left to right. The body of a progv is like the body of a progn, it is nota
prog body. (C.f. led

(purcopy ’g_exp)
RETURNS: A copy of g_exp with new pure cells allocated wherever possible.

NOTE: Pure space is never swept up by the garbage collector, so this should only be done
on expressions that are not likely to become garbage in the future. In certain
cases, data objects in pure space become read-only after a dumplisp, and then an
attempt to modify the object results in an illegal memory reference.

4404P30 LISP PROGRAMMERS 4-15



SPECIAL FUNCTIONS

(purep ’g_exp)
RETURNS: t iff the object g_exp is in pure space.

(putd ’s_name ’u_func)
RETURNS: u_func
SIDE EFFECT: This sets the function binding of symbol s_name to u_func.

(return [’g_vall)
RETURNS: g_val (or nil if g_val is not present) from the enclosing prog or do body.
NOTE: This form is only valid in the context of a prog or do body.

(selectq ’g_key-form [I_clausel ...])

NOTE: This function is just like caseq (see earlier), except that the symbol otherwise has
the same semantics as the symbol t, when used as a comparator.

(setarg *x_argnum ’g_val)

WHERE: x_argnum is greater than zero and less than or equal to the number of argu-
ments to the lexpr.

RETURNS: g_val
SIDE EFFECT: The lexpr’s x_argnum’th argument is set to g-val.
NOTE: This can only be used within the body of a lexpr.

(throw ’g_val [s_tag])
WHERE: If s _tag is not given, it is assumed to be nil.
RETURNS: The value of (*throw ’s_tag ‘g val).

(*throw ’s_tag ’g_val)

RETURNS: g_val from the first enclosing catch with the tag s_tag or with no tag at all.
Thus the value is accompanied by a change in control.

NOTE: This is used in conjunction with *catch to cause a clean jump to an enclosing con-
text.

(unwind-pretect g_protected [g_cleanupl ...])
RETURNS: The result of evaluating g_protected.

NOTE: Normally g_protected is evaluated and its value remembered, then the g_cleanupi
are evaluated, and, finally, the saved value of g_protected is returned. If some-
thing should happen when evaluating g_protected which causes control to pass
through g_protected, and, thus, through the call to the unwind-protect, then the
g_cleanupiis still evaluated. This is useful if g_protected does something sensitive
which must be cleaned up whether or not g_protected completes itself. Programs
which ‘temporarily’ mess up a structure and then straighten the structure can use
this scheme to protect the straightening-up process from being cut off by a key-
board interrupt.
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CHAPTER 5

Input/Output

The following functions are used to read from and write to external devices (e.g. files)
and programs through pipes. All I/O goes through the Lisp data type called the port. A port
may be open for either reading or writing but usually not both simultaneously (see fileopen ).
There are only a limited number of ports (20) and they are not reclaimed unless they are
closad. All ports are reclaimed by a resetio call, but this drastic action is not necessary if the
program closes ports that it uses.

If a port argument is not supplied to a function that requires one, or if a bad port argu-
ment (such as nil) is given, then FRANZ LISP uses the default port according to this scheme: if
input is being done, then the default port is the value of the symbol piport and, if output is
being done, then the default port is the value of the symbol poport. Furthermore, if the value
of piport or poport is not a valid port, then the standard input or standard output is used,
respectively.

The standard input and standard output are usually the keyboard and terminal display
unless your job is running in the background and its input or output is connected to a pipe. All
output that goes to the standard output also goes to the port ptport, if it is a valid port. Output
destined for the standard output does not reach the standard output if the symbol “w is non-nil,
although it still goes to ptport if ptport is a valid port.

(cfasl ’st_file ’st_entry ’st_funcname [’st_disc [’st_library]])
RETURNS: T

SIDE EFFECT: This is used to load in a foreign function (see §8.4). The object file st_file
is loaded into the Lisp system. St _entry should be an entry point in the file
just loaded. The function binding of the symbol s_funcname is set to point
to st_entry so that, when the Lisp function s_funcname is called, st_entry is
run. st_disc is the discipline to be given tc s_funcname. st_disc defaults to
"subroutine" if it is not given or if it is given as nil. If st_library is non-
null, then after st file is loaded, the libraries given in st_library are
searched to resolve external references. The form of st_library should be
something like "+1libname". The C library (" +Iclib ") is always searched
so that when loading in a C file, you probably will not need to specify a
library.

NOTE: This function may be used to load the output of the assembler, C compiler, Fortran

compiler, and Pascal compiler but NOT the Lisp compiler. Use fas! for that. If a
file has more than one entry point, then use getaddress to locate and setup other
foreign functions.
It is an error to load in a file that has a global entry point of the same name as a
global entry point in the running Lisp. As soon as you load in a file with cfas] its
global entry points become part of the Lisp’s entry points. Thus, you cannot cfas/
in the same file twice unless you use removeaddress to change certain global entry
points to local entry points.
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(close ’p_port)
RETURNS: T
SIDE EFFECT: The specified port is drained and closed, releasing the port.

NOTE: The standard defaults are not used in this case since you probably never want to
close the standard output or standard input.

(cprintf ’st_format ’xfst_val [’p_port])
RETURNS: xfst_val

SIDE EFFECT: The operating system formatted output function printf is called with argu-
ments st_format and xfst_val. If xfst_val is a symbol, then its print name is
passed to printf. The format string may contain characters that are printed
literally, and it may contain special formatting commands preceded by a
percent sign. The complete set of formatting characters is described in the
operating system manual. Some useful ones are %d for printing a fixnum
in decimal, %f or %e for printing a flonum, and %s for printing a character
string (or print name of a symbol).

EXAMPLE: (cprintf" Pi equals %f 3.14159) prints ‘Pi equals 3.14159’

(drain [’p_port])
RETURNS: nil

SIDE EFFECT: If this is an output port, then the characters in the output buffer are all sent
to the device. If this is an input port, then all pending characters are
flushed. The default port for this function is the default output port.

(fasl ’st_name [’st_mapf [’g_warn]])
WHERE: st_mapf and g_warn default to nil.
RETURNS: T if the function succeeded, nil otherwise.

SIDE EFFECT: This function is designed to load in an object file generated by the Lisp
compiler Liszt. File names for object files usually end in ‘.0’, so fas/
append ‘.0’ to st_name, if it is not already present. If st_mapf is non-nil,
then it is the name of the map file to create. Faslwrites in the map file the
names and addresses of the functions it loads and defines. Normally, the
map file is created (i.e. truncated if it exists), but if (sstatus appendmap t) is
done, then the map file is appended. If g warn is non-nil and if a function
is loaded from the file that is already defined, then a warning message is
printed.

NOTE: fasl only looks in the current directory for the file to load. The function load looks
through a user-supplied search path and calls fas!/if it finds a file with the same root
name and a ‘.0’ extension. In most cases, you should use the function loadrather
than calling fas/directly.
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(filepos ’p_port [’x_pos])

RETURNS: The current position in the file if x_pos is not given or else x_pos if x_pos is
given.

SIDE EFFECT: If x_pos is given, the next byte to be read or written to the port is at posi-
tion x_pos.

(filestat ’st_filename)

RETURNS: A vector containing various numbers that the operating system assigns to files.
If the file does not exist, an error is invoked. Use probefto determine if the file
exists.

NOTE: The individual entries can be accessed by mnemonic functions of the form
filestat: field where field may be any of: dev, ino, mode, mtime, nlink, size, type, or
uid. See the operating system programmers manual for a more detailed description
of these quantities.

(flatc °g_form [’x_max])

RETURNS: The number of characters required to print g_form using patom If x_max is
given and, if flatc determines that it returns a value greater than x_max, then it
gives up and returns the current value it has computed. This is useful if you
just want to see if an expression is larger than a certain size.

(flatsize *g_form [’x_max])

RETURNS: The number of characters required to print g_form using print The meaning of
Xx_max is the same as for flatc.

NOTE: Currently this just explode's g_form and checks its length.

(fseek *p_port *x_offset *x_flag)
RETURNS: The position in the file after the function is performed.

SIDE EFFECT: this function positions the read/write pointer before a certain byte in the
file. If x_flag is O then the pointer is set to x_offset bytes from the begin-
ning of the file. If x_flag is 1 then the pointer is set to x_offset bytes from
the current location in the file. If x_flag is 2 then the pointer is set to
x_offset bytes from the end of the file.

(infile ’s_filename)
RETURNS: A port ready to read s_filename.

SIDE EFFECT: This tries to open s_filename, and, if it cannot or if there are no ports avail-
able, it gives an error message.

NOTE: To allow your program to continue on a file-not-found error, you can use some-
thing like:
(cond ((null (setqg myport (car (errset (infile name) nil))))
(patom " couldn’t open the file')))
which sets myport to the port to read from if the file exists or prints a message if it
could not open it and also sets myport to nil. To simply determine if a file exists,
use probef
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(load ’s_filename [’st_map [’g_warn]])

RETURNS: T

NOTE: The function of load has changed since previous releases of FRANZ LISP and the
following description should be read carefully.

SIDE EFFECT:

load now serves the function of both fas/and the old load Loadsearches a
user-defined search path for a Lisp source or object file with the filename
s_filename (with the extension .1 or .0 added as appropriate). The search
path that load uses is the value of (status load-search-path). The default is
(| /1isp/1ib), which means: look in the current directory first and then
/1ib/lisp. The file that load looks for depends on the last two characters of
s_filename. If s_filename ends with ".I", then load only looks for a file
name s_filename and assumes that this is a FRANZ LisP source file. If
s_filename ends with ".0", then load only looks for a file named s_filename
and assumes that this is a FRANZ LISP object file to be faskd in. Otherwise,
load first looks for s_filename.o, then s_filename.l, and, finally, s_filename
itself. If it finds s_filename.o, it assumes that this is an object file; other-
wise, it assumes that it is a source file. An object file is loaded using fas/
and a source file is loaded by reading and evaluating each form in the file.
The optional arguments st_map and g_warn are passed to fasl/should fas/be
called.

NOTE: load requires a port to open the file s_filename. It then lambda binds the symbol
piport to this port and reads and evaluates the forms.

(makereadtable [’s_flag])
WHERE: If s_flag is not present it is assumed to be nil.

RETURNS: A readtable equal to the original readtable if s_flag is non-null, or else equal to
the current readtable. See Chapter 7 for a description of readtables and their
uses.

(msg [1_option ...] ’g_msg ...])

NOTE: This function is intended for printing short messages. Any of the arguments or
options presented can be used any number of times in any order. The messages
themselves (g_msg) are evaluated, and then they are transmitted to patom Typi-
cally, they are strings, which evaluate to themselves. The options are interpreted
specially:
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msg Option Summary

P D _portname) Causes subsequent output to go to the port p_portname;
port should be opened previously.

B Print a single blank.

(B 'n_b) Evaluate n_b and print that many blanks.

N Print a single newline by calling terpr.

(N 'n_n) Evaluate n_n and transmit

that many newlines to the stream.

D drain the current port.

(nwritn [’p_port])

RETURNS: The number of characters in the buffer of the given port but not yet written out
to the file or device. The buffer is flushed automatically when filled or when
terpris called.

(outfile ’s_filename [’st_type])
RETURNS: A port or nil

SIDE EFFECT: This opens a port to write s_filename. If st_type is given and if it is a sym-
bol or string whose name begins with ‘a’, then the file is opened in append
mode; that is, the current contents are not lost, and the next data is written
at the end of the file. Otherwise, the file opened is truncated by outfileif it
existed beforehand. If there are no free ports, outfile returns nil. If one
cannot write on s_filename, an error is signalled.

(patom ’g_exp [’p_port])
RETURNS: g_exp

SIDE EFFECT: g_exp is printed to the given port or the default port. If g_exp is a symbol
or string, the print name is printed without any escape characters around
special characters in the print name. If g_exp is a list, then patom has the
same effect as print

(pntlen ’xfs_arg)
RETURNS: The number of characters needed to print xfs_arg.
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(portp ’g_arg)
RETURNS: T iff g_arg is a port.

(pp [1_option] s_namel ...)
RETURNS: T

SIDE EFFECT: If s_nameihas a function binding, it is pretty-printed; otherwise, if s_namei
has a value, then that is pretty-printed. Normally, the output of the
pretty-printer goes to the standard output port poport. The options allow
you to redirect it.

PP Option Summary

(F s_filename) Direct future printing to s_filename.

Pp ) portname) Causes output to go to the port p_portname;
port should be opened previously.

(E g_expression) Evaluate g_expression and do not print.

(princ ’g_arg [’p_port])
EQUIVALENT TO: patom.

(print ’g_arg [’p_port])
RETURNS: Nil
SIDE EFFECT: Prints g_arg on the port p_port or the default port.

(probef ’st_file)
RETURNS: T iff the file st_file exists.
NOTE: Just because it exists doesn’t mean you can read it.

(pp-form ’g_form [’p_port])
RETURNS: T

SIDE EFFECT: g_form is pretty-printed to the port p_port (or poport if p_port is not
given). This is the function that pp uses. pp-form does not look for func-
tion definitions or values of variables, it just prints out the form it is given.

NOTE: This is useful as a top-level-printer. See top-levelin Chapter 6.
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(ratom [’p_port [’g_eof]])

RETURNS: The next atom read from the given or default port. On end of file, g_eof
(default nil) is returned.

(read [’p_port [’g_eof]])

RETURNS: The next Lisp expression read from the given or default port. On end of file,
g_eof (default nil) is returned.

NOTE: An error occurs if the reader is given an ill formed expression. The most common
error is too many right parentheses. (Note that this is not considered an error in
Maclisp).

(readc ['p_port [’g_eof]])

RETURNS: The next character read from the given or default port. On end of file, g_eof
(default nil) is returned.

(readlist ’1_arg)
RETURNS: The Lisp expression read from the list of characters in 1_arg.

(removeaddress ’s_namel [’s_name2 ...])
RETURNS: Nil

SIDE EFFECT: The entries for the s_nameiin the Lisp symbol table are removed. This is
useful if you wish to cfasl/in a file twice, since it is illegal for a symbol in
the file you are loading to already exist in the Lisp symbol table.

(resetio)
RETURNS: Nil
SIDE EFFECT: All ports except the standard input, output, and error are closed.

(setsyntax ’s_symbol ’s_synclass ['Is_func])
RETURNS: T

SIDE EFFECT: This sets the code for s_symbol to sx_code in the current readtable. If
s_synclass is macro or splicing, then Is_func is the associated function. See
Chapter 7 on the reader for more details.

(sload ’s_file)

SIDE EFFECT: The file s_file (in the current directory) is opened for reading, and each
form is read, printed, and evaluated. If the form is recognizable as a func-
tion definition, only its name is printed; otherwise, the whole form is
printed.

NOTE: This function is useful when a file refuses to load because of a syntax error and you
would like to determine where the error is.
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(tab °x_col [’p_port])

SIDE EFFECT: Enough spaces are printed to put the cursor on column x_col. If the cursor
is beyond x_col to start with, a terpris done first.

(terpr [’p_port])
RETURNS: Nil

SIDE EFFECT: A terminate line character sequence is sent to the given port or the default
port. This also drains the port.

(terpri [’p_port])
EQUIVALENT TO: terpr.

(tyi [’p_port])

RETURNS: The fixnum representation of the next character read. On end of file, -1 is
returned.

(tyipeek [’p_port])
RETURNS: The fixnum representation of the next character to be read.

NOTE: This does not cause an official ‘read’ of the character, it just peeks at it and returns
the value which would be returned if it were read. (It ‘peeks’.)

(tyo ’x_char [’p_port])
RETURNS: x_char.

SIDE EFFECT: The character whose fixnum representation is x_code is printed as a charac-
ter on the given output port or the default output port.

(untyi *x_char ['p_port])

SIDE EFFECT: x_char is put back in the input buffer so a subsequent yior read reads it
first.

NOTE: A maximum of one character may be put back.

(zapline)
RETURNS: nil

SIDE EFFECT: All characters up to and including the line termination character are read
and discarded from the last port used for input.

NOTE: This is used as the macro function for the semicolon character when it acts as a
comment character.
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CHAPTER 6

System Functions

This chapter describes the functions used to interact with internal components of the Lisp
system and operating system.

(allocate ’s_type *x_pages)
WHERE: s_type is one of the FRANZ LISP data types described in §1.3.
RETURNS: X_pages.

SIDE EFFECT: FRANZ LISP attempts to allocate x_pages of type s_type. If there aren’t
x_pages of memory left, no space is allocated and an error occurs. The
storage that is allocated is not given to the caller, instead it is added to the
free storage list of s_type. The functions segmentand small-segment allocate
blocks of storage and return it to the caller.

(argv ’x_argnumb)

RETURNS: A symbol whose pname is the x_argnumbtk argument (starting at 0) on the
command line that invoked the current Lisp.

NOTE: If x_argnumb is less than zero, a fixnum whose value is the number of arguments
on the command line is returned. (argv 0) returns the name of the Lisp you are
running.

(baktrace)
RETURNS: nil

SIDE EFFECT: The Lisp runtime stack is examined and the name of (most) of the func-
tions currently in execution are printed, most active first.

NOTE: This occasionally misses the names of compiled Lisp functions due to incomplete
information on the stack. If you are tracing compiled code, then baktrace is not
able to interpret the stack unless (sstatus translink nil) was done. See the function
showstack for another way of printing the Lisp runtime stack. This misspelling is
from Maclisp.

(chdir ’s_path)
RETURNS: t iff the system call succeeds.

SIDE EFFECT: The current directory is set to s_path. Among other things, this affects the
default location where the input/output functions look for and create files.

NOTE: chdir follows the standard operating system conventions. If s_path does not begin
with a slash, the default path is changed to the current path with s_path appended.
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(command-line-args)

RETURNS: A list of the arguments typed on the command line either to the Lisp inter-
preter, or saved Lisp dump, or application compiled with the autorun option
(liszt +1).

(deref ’x_addr)
RETURNS: The contents of x_addr, when thought of as a longword memory location.

NOTE: This may be useful in constructing arguments to C functions out of ‘dangerous’
areas of memory.

(dumplisp s_name)
RETURNS: nil

SIDE EFFECT: The current Lisp is dumped to the named file. When s_name is executed,
you are in a Lisp in the same state as when the dumplisp was done.

NOTE: dumplisp fails if you try to write over the current running file. The operating sys-
tem does not allow you to modify the file you are running.

(eval-when 1_time g_expl ..))

SIDE EFFECT: |_time may contain any combination of the symbols load, eval and compile.
The effects of load and compile are discussed in §12.3.2.1 on the compiler.
If eval is present, however, this simply means that the expressions g_expl,
and so on, are evaluated from left to right. If eval is not present, the forms
are not evaluated.

(exit [’x_codel])
RETURNS: Nothing (it never returns a lisp value).
SIDE EFFECT: The Lisp system dies with exit code x_code or 0 if x_code is not specified.

(fake ’x_addr)
RETURNS: The Lisp object at address x_addr.
NOTE: This is intended to be used by people debugging the Lisp system.

(fork)
RETURNS: nil to the child process and the process number of the child to the parent.

SIDE EFFECT: A copy of the current Lisp system is made in memory, and both Lisp sys-
tems now begin to run. This function can be used interactively to tem-
porarily save the state of Lisp (as shown later), but you must be careful
that only one of the Lisp’s interacts with the terminal after the fork. The
wait function is useful for this.
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—> (setq foo ’bar) :; Set a variable.

bar

—> (cond ((fork)(wair)))  ;; Duplicate the Lisp system and

nil ;; make the parent wait.

—> foo ;; Check the value of the variable.
bar

—> (setq foo 'baz) ;; Give it a new value.

baz

—> foo ;; Make sure it worked.

baz

—> (exit) ;; Exit the child.

(5274 . 0) ;; The wait function returns this.
—> foo ;; Check to make sure parent was
bar ;; not modified.

(ge)
RETURNS: nil
SIDE EFFECT: This causes a garbage collection.

NOTE: The function gcafter is not called automatically after this function finishes. Nor-
mally, the user does not have to call gc since garbage collection occurs automati-
cally whenever internal free lists are exhausted.

(gcafter s_type)
WHERE: s_type is one of the FRANZ LISP data types listed in §1.3.

NOTE: This function is called by the garbage collector after a garbage collection that was
caused by running out of data type s_type. This function should determine if more
space need be allocated, and, if so, should allocate it. There is a default gcafter
function, but if you want control over space allocation, you can define your own.
However, be sure that it is an nlambda.

. (hashtabstat)

RETURNS: A list of fixnums representing the number of symbols in each ‘bucket’ of the
oblist.

NOTE: The oblist is organized as a hash table of linked lists (the buckets). An ideal distri-
bution of identifiers would place about the same number of symbols in each
bucket. A very poor distribution would make reading slow.

(include s_filename)
RETURNS: nil
SIDE EFFECT: The given filename is loadd into the Lisp system.

NOTE: This is similar to load except that the argument is not evaluated. Include means
something special to the compiler.
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(include-if ’g_predicate s_filename)
RETURNS: nil

SIDE EFFECT: This has the same effect as include but is only actuated if the predicate is
non-nil.

(includef ’s_filename)
RETURNS: nil
SIDE EFFECT: This is the same as include except that the argument is evaluated.

(includef-if ’g_predicate s_filename)
RETURNS: nil

SIDE EFFECT: This has the same effect as includef but is only actuated if the predicate is
non-nil.

(maknum ’g_arg)
RETURNS: The address of its argument converted into a fixnum.

(opval ’s_arg [’g_newvall)
RETURNS: The value associated with s_arg before the call.

SIDE EFFECT: If g newval is specified, the value associated with s_arg is changed to
g_newval.

NOTE: opval keeps track of storage allocation. If s_arg is one of the data types, then opval
returns a list of three fixnums representing the number of items of that type in
use, the number of pages allocated, and the number of items of that type per page.
You should never try to change the value that opval associates with a data type
using opval
If s_arg is pagelimit, then opval returns (and sets if g_newval is given) the max-
imum amount of Lisp data pages it allocates. ‘This limit should remain small unless
you know your program requires lots of space because this limit catches programs
in infinite loops, which gobble up memory.

(*process ’st_command [’g_readp [’g_writep]])

RETURNS: Either a fixnum if one argument is given, or a list of two ports and a fixnum if
two or three arguments are given.

NOTE: *process starts another process by passing st command to the shell. (/bin/shell). If
only one argument is given to *process, *process waits for the new process to die
and then returns the exit code of the new process. If more than two or three argu-
ments are given, *process starts the process and then returns a list which, depending
on the value of g_readp and g_writep, may contain i/o ports for communcating with
the new process. If g_writep is non-null, then a port is created that the Lisp pro-
gram can use to send characters to the new process. If g_readp is non-null, then a
port is created that the Lisp program can use to read characters from the new pro-
cess. The value returned by *process is (readport writeport pid), where readport
and writeport are either nil or a port based on the value of g_readp and g_writep.
Pid is the process id of the new process. Since it is hard to remember the order of
g_readp and g_writep, the functions *process-send and *process-receive are written to
perform the common functions.
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(*process-receive ’st_command)
RETURNS: A port that can be read.

SIDE EFFECT: The command st command is given to the shell, and it is started running in
the background. The output of that command is available for reading via
the port returned. The input of the command process is set to /dev/null.

(*process-send ’st_command)
RETURNS: A port that can be written to.

SIDE EFFECT: The command st_command is given to the shell, and it is started runing in
the background. The Lisp program can provide input for that command by
sending characters to the port returned by this function. The output of the
command process is set to /dev/null.

(process s_pgrm [s_frompipe s_topipe])

RETURNS: If the optional arguments are not present, a fixnum that is the exit code when
s_prgm dies. If the optional arguments are present, it returns a fixnum that is
the process id of the child.

NOTE: This command is obsolete. New programs should use one of the *process com-
mands given earlier.

SIDE EFFECT: If s_frompipe and s_topipe are given, they are bound to ports that are pipes
that direct characters from FRANZ LISP to the new process and to FRANZ
Lisp from the new process respectively. Process forks a process named
s_prgm and waits for it to die if and only if there are no pipe arguments
given.

(ptime)

RETURNS: A list of two elements. The first is the amount of processor time used by the
Lisp system so far, and the second is the amount of time used by the garbage
collector so far.

NOTE: The time is measured in those units used by the times(2) system call, usually 60 t/s
of a second. The first number includes the second number. The amount of time
used by garbage collection is not recorded until the first call to ptime. This is done
to prevent overhead when the user is not interested in garbage collection times.

(reset)
SIDE EFFECT: The Lisp runtime stack is cleared and the system restarts at the top level.
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(*rset ’g_flag)
RETURNS: g_flag

SIDE EFFECT: If g_flag is non-nil, then the Lisp system maintains extra information about
calls to eval and funcall This record keeping slows down the evaluation,
but this is required for the functions evalhook, funcallhook, and evalframe
to work. To debug compiled Lisp code, the transfer tables should be
unlinked: (sstatus translink nil)

(segment ’s_type ’x_size)
WHERE: s_type is one of the data types given in §1.3.
RETURNS: A segment of contiguous lispvals of type s_type.

NOTE: In reality, segment returns a new data cell of type s_type and allocates space for
x_size — 1 more s_type’s beyond the one returned. Segment always allocates new
space and does so in 512 byte chunks. If you ask for 2 fixnums, segment actually
allocates 128 of them, thus, wasting 126 fixnums. The function small-segment is a
smarter space allocator and should be used whenever possible.

(shell)
RETURNS: The exit code of the shell when it dies.
SIDE EFFECT: This forks a new shell and returns when the shell dies.

(showstack)
RETURNS: nil

SIDE EFFECT: All forms currently in evaluation are printed, beginning with the most
recent. For compiled code, showstack reveals only the function name, and
it may miss some functions which you might expect from interpreted code.

(signal ’x_signum ’s_name)

RETURNS: nil if no previous call to signal has been made, if a previous call has occurred, it
will return the previously installed s_name.

SIDE EFFECT: This identifies the function named s_name to handle the signal number
x_signum. If s name is nil, the signal is ignored. Presently, only four
operating system signals are caught. They and their numbers are: Inter-
rupt(2), Floating exception(8), Alarm(14), and Hang-up(1).

(sizeof ’g_arg)

RETURNS: The number of bytes required to store one object of type g_arg, encoded as a
fixnum.

(small-segment ’s_type ’x_cells)
WHERE: s_type is one of fixnum, flonum, and value.
RETURNS: A segment of x_cells data objects of type s_type.

SIDE EFFECT: This may call segment to allocate new space, or it may be able to fill the
request on a page already allocated. The value returned by small-segment is
usually stored in the data subpart of an array object.
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(sstatus g_type g_val)
RETURNS: g_val

SIDE EFFECT: If g_type is not one of the special sstatus codes described in the next few
pages, this simply sets g_val as the value of status type g_type in the system
status property list.

(sstatus appendmap g_val)
RETURNS: g_val

SIDE EFFECT: If g_val is non-null, when fas/is told to create a load map, it appends to the
file name given in the fas/ command rather than creating a new map file.
The initial value is nil.

(sstatus automatic-reset g_val)
RETURNS: g_val

SIDE EFFECT: If g_val is non-null when an error occurs that no one wants to handle, a
reset is done instead of entering a primitive internal break loop. The initial
value is t.

(sstatus chainatom g_val)
RETURNS: g_val

SIDE EFFECT: If g_val is non-nil and a caror cdrof a symbol is done, then nil is returned
instead of an error being signaled. This only affects the interpreter not the
compiler. The initial value is nil.

(sstatus dumpcore g_val)
RETURNS: g_val

SIDE EFFECT: If g_val is nil, FRANZ LISP tells the operating system that a segmentation
violation or bus error should cause a core dump. If g_val is non-nil then
FRANZ LISP catches those errors and prints a message advising the user to
reset.

NOTE: The initial value for this flag is nil, and only those knowledgeable of the inner
characteristics of the Lisp system should ever set this flag non-nil.

(sstatus evalhook g_val)
RETURNS: g_val

SIDE EFFECT: When g_val is non-nil, this enables the evalhook and funcalthook traps in
the evaluator. See §14.4 for more details.

(sstatus feature g_val)
RETURNS: g_val
SIDE EFFECT: g_val is added to the (status features) list.
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(sstatus ignoreeof g_val)
RETURNS: g_val

SIDE EFFECT: If g_val is non-null when an end of file (CNTL-D on the operating system)
is typed to the standard top-level interpreter, it is ignored rather than cause
the Lisp system to exit. If the the standard input is a file or pipe, then this
has no effect. An EOF always causes Lisp to exit. The initial value is nil.

(sstatus nofeature g_val)
RETURNS: g_val
SIDE EFFECT: g_val is removed from the status features list if it is present.

(sstatus translink g_val)
RETURNS: g__val

SIDE EFFECT: If g_val is nil, then all transfer tables are cleared and further calls through
the transfer table do not cause the fast links to be set up. If g_val is the
symbol on, then all possible transfer table entries are linked and the flag is
set to cause fast links to be set up dynamically. Otherwise, all that is done
is to set the flag to cause fast links to be set up dynamically. The initial
value is nil.

NOTE: For a discussion of transfer tables, see §12.8.

(sstatus uctolc g_val)
RETURNS: g_val

SIDE EFFECT: If g_val is not nil, then all unescaped capital letters in symbols read by the
readeris converted to lower case.

NOTE: This allows FRANZ LISP to be compatible with single case Lisp systems (e.g.
Maclisp, Interlisp and UCILisp).

(status g_code)

RETURNS: The value associated with the status code g_code if g_code is not one of the spe-
cial cases given later

(status ctime)
RETURNS: A symbol whose print name is the current time and date.
EXAMPLE: (status ctime) = Sun Jun 29 16:51:26 1980
NOTE: This has been made obsolete by time-string, described later.

(status feature g_val)
RETURNS: T iff g_val is in the status features list.
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(status features)

RETURNS: The value of the features code, which is a list of features that are present in this
system. You add to this list with (sstatus feature 'g val) and test if feature g_feat
is present with (status feature 'g_feat).

(status isatty)
RETURNS: T iff the standard input is a terminal.

(status localtime)
RETURNS: A list of fixnums representing the current time.

EXAMPLE: (status localtime) = (3 51 13 316 8152111)
means 3rd second, 51st minute, 13t hour (1 p.m), 31st day, month 6
(0 = January), year 81 (0 = 1900), day of the week 5 (0 = Sunday), 211
day of the year with daylight savings time in effect.

(status syntax s_char)

NOTE: This function should not be used. See the description of getsyntax, in Chapter 7,
for a replacement.

(status undeffunc)

RETURNS: A list of all functions that transfer table entries point to but that are not defined
at this point.

NOTE: Some of the undefined functions listed could be arrays which are not yet created.

(status version)
RETURNS: A string that is the current Lisp version name.
EXAMPLE: (status version) = "Franz Lisp, Opus 41.10"

(sys:access ’st_filename ’x_mode)
(sys:chmod ’st_filename ’x_mode)
(sys:getpid)

(sys:link ’st_oldfilename ’st_newfilename)
(sys:time)

(sys:unlink ’st_filename)

NOTE: The actual system call numbers may vary among different operating systems. If
you are concerned about portability, you may wish to use this group of functions.
Another advantage is that tilde-expansion is performed on all filename arguments.
These functions do what is described in the system call section of your operating
system manual.

sys-getpwnam returns a vector of four entries from the password file. These entries
are: the user name, user id, group id, and home directory.
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(time-string [’x_seconds])

RETURNS: An ASCII string giving the time and date that was x_seconds after operating
system’s idea of creation (Midnight, Jan 1, 1970 GMT). If no argument is
given, time-string returns the current date. This supplants (status ctime), and
may be used to make the results of filestat more intelligible.

(top-leveD)
RETURNS: Nothing (it never returns)

NOTE: This function is the top-level read-eval-print loop. It never returns any value. Its
main use is that if you redefine it and do a (reset), then the redefined (top-level) is
then invoked. The default top-level for FRANZ LISP allows you to specify your own
printer or reader by binding the symbols top-level-printer and top-level-reader.
You can let the default top-level do most of the drudgery in catching rese’s, and
reading in .lisprc files by binding the symbol user-top-level to a routine that con-
cerns itself only with the read-eval-print loop.

(wait)
RETURNS: A dotted pair (processid . status) when the next child process dies.
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CHAPTER 7

The Lisp Reader

7.1. Introduction

The read function is responsible for converting a stream of characters into a Lisp
expression. Read is table driven and the table it uses is called a readrable. The print
function does the inverse of read it converts a Lisp expression into a stream of charac-
ters. Typically, the conversion is done in such a way that if a stream of characters is read
by read, the result is an expression equal to the one printis given. Print must also refer
to the readtable in order to determine how to format its output. The explode function,
which returns a list of characters rather than printing them, must also refer to the readt-
able.

A readtable is created with the makereadtable function, modified with the setsyntax
function and interrogated with the getsyntax function. The structure of a readtable is
hidden from the user -- a readtable should only be manipulated with the three functions
mentioned earlier.

There is one distinguished readtable called the current readtable whose value deter-
mines what read, print and explode do. The current readtable is the value of the symbol
readtable. Thus, it is possible to rapidly change the current syntax by lambda-binding a
different readtable to the symbol readtable. When the binding is undone, the syntax
reverts to its old form.

7.2. Syntax Classes

The readtable describes how each of the 128 ASCII characters should be treated by
the reader and printer. Each character belongs to a syntax class, which has three proper-
ties:
character class - .

Tells what the reader should do when it sees this character. There are a large

number of character classes. They are described later.

separator -

Most types of tokens the reader constructs are one character long. Four token
types have an arbitrary length: number (1234), symbol print name (franz), escaped
symbol print name (franz), and string ("franz"). The reader can easily determine
when it has come to the end of one of the last two types: it just looks for the
matching delimiter ( or "). When the reader is reading a number or symbol print
name, it stops reading when it comes to a character with the separator property.
The separator character is pushed back into the input stream and is the first charac-
ter read when the reader is called again.

escape -
Tells the printer when to put escapes in front of, or around, a symbol whose print
name contains this character. There are three possibilities: (1) always escape a
symbol with this character in it, (2) only escape a symbol if this is the only
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character in the symbol, and (3) only escape a symbol if this is the first character in
the symbol. (Note that the printer always escapes a symbol which, if printed out,
looks like a valid number.)

When the Lisp system is built, Lisp code is added to a C-coded kernel and the
result becomes the standard Lisp system. The readtable present in the C-coded kernel,
called the raw readtable, contains the bare necessities for reading in Lisp code. During
the construction of the complete Lisp system, a copy is made of the raw readtable and
then the copy is modified by adding macro characters. The result is what is called the
standard readtable. When a new readtable is created with makereadtable, a copy is made
of either the raw readtable or the current readtable, which is likely to be the standard
readtable.

7.3. Reader Operations

The reader has a very simple algorithm. It is either scanning for a token, collecting
a token, or processing a token. Scanning involves reading characters and throwing away
those that do not start tokens, such as blanks and tabs. Collecting means gathering the
characters that make up a token into a buffer. Processing may involve creating symbols,
strings, lists, fixnums, bignums, or flonums; or calling a user written function called a
character macro.

The components of the syntax class determine when the reader switches between
the scanning, collecting, and processing states. The reader continues scanning as long as
the character class of the characters it reads is cseparator. When it reads a character
whose character class is not cseparator, it stores that character in its buffer and begins the
collecting phase.

If the character class of that first character is ccharacter, cnumber, cperiod, or csign,
then it continues collecting until it runs into a character whose syntax class has the
separator property. (That last character is pushed back into the input buffer and is the
first character read next time.) Now, the reader goes into the processing phase, checking
to see if the token it reads is a number or symbol. It is important to note that after the
first character is collected the component of the syntax class that tells the reader to stop
collecting is the separator property, not the character class.

If the character class of the character that stopped the scanning is not ccharacter,
cnumber, cperiod, or csign, then the reader processes that character immediately. The
character classes csingle-macro, csingle-splicing-macro, and csingle-infix-macro acts like
ccharacter if the following token is not a separator. The processing that is done for a
given character class is described in detail in the next section.

7.4. Character Classes

ccharacter raw readtable:A-Z a-z "H |#8%&*,/:;<=>?@" ‘{}"
standard readtable:A-Z a-z “H !$%&*/;;<=>?@" {}~
A normal character.

cnumber - raw readtable:0-9
standard readtable:0-9

This type is a digit. The syntax for an integer (fixnum or bignum) is a string of cnumber
characters optionally followed by a cperiod. If the digits are not followed by a cperiod,
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then they are interpreted in base ibase, which must be eight or ten. The syntax for a
floating point number is either zero or more cnumber's followed by a cperiod and then
followed by one or more cnumbers. A floating point number may also be an integer or
floating point number followed by e’ or ’d’, an optional ’+’ or ’—’ , and then zero or
more cnumber's.

csign raw readtable: + —
standard readtable: + —
A leading sign for a number. No other characters should be given this class.

cleft-paren raw readtable: (
standard readtable: (
A left parenthesis. Tells the reader to begin forming a list.

cright-paren raw readtable:)
standard readtable:)
A right parenthesis. Tells the reader that it has reached the end of a list.

clefi-bracket raw readtable:[
standard readtable:[
A left bracket. Tells the reader that it should begin forming a list. See the description

of cright-bracket for the difference between cleft-bracket and cleft-paren.

cright-bracket ‘ raw readtable:]
standard readtable:]
A right bracket. A cright-bracket finishes the formation of the current list and all enclos-
ing lists until it finds one that begins with a cleft-bracket or until it reaches the top level
list.

cperiod raw readtable:.
standard readtable:.
The period is used to separate element of a cons cell; that is, (a . (b . nil)) is the same as

(ab). cperiodis also used in numbers as described earlier.

cseparator raw readtable:"I-"M esc space

standard readtable:"I-"M esc space

Separates tokens. When the reader is scanning, these character are passed over. Note:

there is a difference between the cseparator character class and the separator property of a
syntax class.

csingle-quote raw readtable:’

standard readtable:”

This causes read to be called recursively and the list (quote <value read>) to be
returned.

csymbol-delimiter raw readtable|
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standard readtable:|
This causes the reader to begin collecting characters and to stop only when another
identical csymbol-delimiter is seen. The only way to escape a csymbol-delimiter within a
symbol name is with a cescape character. The collected characters are converted into a
string which becomes the print name of a symbol. If a symbol with an identical print
name already exists, then the allocation is not done, rather the existing symbol is used.

cescape ' raw readtable:\

standard readtable:\

This causes the next character that is read in to be treated as a vcharacter. A character

whose syntax class is vcharacter has a character class ccharacter and does not have the
separator property so it does not separate symbols.

cstring-delimiter raw readtable:"
standard readtable:"
This is the same as csymbol-delimiter except that the result is returned as a string instead

of a symbol.

csingle-character-symbol raw readtable:none

standard readtable:none

This returns a symbol whose print name is the the single character that has been col-
lected.

cmacro raw readtable:none

standard readtable:*,

The reader calls the macro function associated with this character and the current readt-

able, passing it no arguments. The result of the macro is added to the structure the

reader is building, just as if that form were directly read by the reader. More details on
macros are provided later.

csplicing-macro raw readtable:none
standard readtable:#;
A csplicing-macro differs from a cmacro in the way the result is incorporated in the struc-
ture the reader is building. A csplicing-macro must return a list of forms (possibly
empty). The reader acts as if it read each element of the list itself without the surround-

ing parenthesis.

csingle-macro raw readtable:none
standard readtable:none
This causes the reader to check the next character. If it is a cseparator, then this acts like

a cmacro. Otherwise, it acts like a ccharacter.

csingle-splicing-macro raw readtable:none

standard readtable:none

This is triggered like a csingle-macro. However, the result is spliced in like a csplicing-
macro.
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raw readtable:none
standard readtable:none

This differs from a cmacro in that the macro function is passed a form representing what
the reader has read so far. The result of the macro replaces what the reader had read so

far.

csingle-infix-macro

raw readtable:none
standard readtable:none

This differs from the cinfix-macro in that the macro is only triggered if the character fol-

lowing the csingle-infix-macro character is a cseparator.

cillegal

7.5. Syntax Classes

raw readtable:"@-"G"N-"Z"\-"_rubout
standard readtable:"@-"G"N-"Z"\-"_rubout
The characters cause the reader to signal an error if read.

The readtable maps each character into a syntax class. The syntax class contains
three pieces of information: the character class, whether this is a separator, and the
escape properties. The first two properties are used by the reader, the last by the printer
(and explode). The initial Lisp system has the following syntax classes defined. You may
add syntax classes with add-syntax-class For each syntax class, the properties of the class
and which characters have this syntax class by default are listed. More information about
each syntax class can be found under the description of the syntax class’s character class.

vcharacter
ccharacter

vnumber
cnumber

vsign
csign

vleft-paren
cleft-paren
escape-always
separator

vright-paren
cright-paren
escape-always
separator

vleft-bracket
cleft-bracket

escape-always
separator
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raw readtable:0-9
standard readtable:0-9

raw readtable: +-
standard readtable:+-

raw readtable:(
standard readtable:(

raw readtable:)
standard readtable:)

raw readtable:[
standard readtable:[
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vright-bracket
cright-bracket
escape-always
separator

vperiod
cperiod
escape-when-unique

vseparator
cseparator
escape-always
separator

vsingle-quote
csingle-quote
escape-always
separator

vsymbol-delimiter
csingle-delimiter
escape-always

vescape
cescape
escape-always

vstring-delimiter
cstring-delimiter
escape-always

vsingle-character-symbol
csingle-character-symbol
separator

vmacro
cmacro
escape-always
separator

vsplicing-macro
csplicing-macro
escape-always
separator

vsingle-macro
csingle-macro

7-6

raw readtable:]
standard readtable:]

raw readtable:.
standard readtable:.

raw readtable:"I-"M esc space
standard readtable:"I-"M esc space

raw readtable:’
standard readtable:’

raw readtable ]
standard readtable]

raw readtable:\
standard readtable:\

raw readtable:"
standard readtable:"

raw readtable:none
standard readtable:none

raw readtable:none
standard readtable:*,

raw readtable:none
standard readtable:#;

raw readtable:none
standard readtable:none
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vsingle-splicing-macro
csingle-splicing-macro
escape-when-unique

vinfix-macro
cinfix-macro
escape-always
separator

vsingle-infix-macro
csingle-infix-macro
escape-when-unique

villegal
cillegal
escape-always
separator

7.6. Character Macros

THE READER

raw readtable:none
standard readtable:none

raw readtable:none
standard readtable:none

raw readtable:none
standard readtable:none

raw readtable:"@-"G"N-"Z"\-"_rubout
standard readtable:"@-"G"N-"Z"\-"_rubout

Character macros are user-written functions that are executed during the reading
process. The value returned by a character macro may or may not be used by the reader,
depending on the type of macro and the value returned. Character macros are always

attached to a single character with the setsyntax function.

7.6.1. Types There are three types of character macros: normal, splicing, and infix.
These types differ in the arguments they are given or in what is done with the result

they return.

7.6.1.1. Normal

A normal macro is passed no arguments. The value returned by a normal
macro is simply used by the reader as if it had read the value itself. Here is an
example of a macro that returns the abbreviation for a given state.
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— > (defun stateabbrev nil
(cdr (assq (read) ’((california . ca) (pennsylvania . pa)))))
stateabbrev
—> (setsyntax \! 'vmacro ’stateabbrev)
t
—> (! california ! wyoming ! pennsylvania)
(ca nil pa) .

Notice what happened to /wyoming Since it was not in the table, the associated function
returned nil. The creator of the macro may have wanted to leave the list alone, in such a case,
but could not with this type of reader macro. The splicing macro, described next, allows a char-
acter macro function to return a value that is ignored.

7.6.1.2. Splicing

The value returned from a splicing macro must be a list or nil. If the value
is nil, then the value is ignored; otherwise, the reader acts as if it read each object
in the list. Usually, the list only contains one element. If the reader is reading at
the top level (that is, not collecting elements of list), then it is illegal for a splicing
macro to return more than one element in the list. The major advantage of a
splicing macro over a normal macro is the ability of the splicing macro to return
nothing. The comment character (usually ;) is a splicing macro bound to a func-
tion which reads to the end of the line and always returns nil. Here is the previ-
ous example written as a splicing macro

—> (defun stateabbrev nil

((lambda (value)

(cond (value (list value))
(t nil)))

(cdr (assq (read) ’((california . ca) (pennsylvania . pa))))))
—> (setsyntax ’! ’vsplicing-macro ’stateabbrev)
—> ’(Ipennsylvania ! foo !california)
(pa ca)
—> ’Ifoo !bar pennsylvania
pa
-_>

7.6.1.3. Infix

Infix macros are passed a conc structure representing what has been read so
far. Briefly, a tconc structure is a single list cell whose car points to a list and
whose cdr points to the last list cell in that list. The interpretation by the reader
of the value returned by an infix macro depends on whether the macro is called
while the reader is constructing a list or whether it is called at the top level of the
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reader. If the macro is called while a list is being constructed, then the value
returned should be a tconc structure. The car of that structure replaces the list of
elements that the reader has been collecting. If the macro is called at top level,
then it is passed the value nil, and the value it returns should either be nil or a
tconc structure. If the macro returns nil, then the value is ignored and the reader
continues to read. If the macro returns a tconc structure of one element, that is,
whose car is a list of one element, then that single element is returned as the
value of read. If the macro returns a tconc structure of more than one element,
then that list of elements is returned as the value of read.

—> (defun plusop (x)
(cond ((null x) (tconc nil \ +))
(t (iconc nil (list 'plus (caar x) (read))))))

plusop

—> (setsyntax \ + ’vinfix-macro ’plusop)
t

—> (a +b)

(plus a b)

-> '+

[+

->

7.6.2. Invocations

There are three different circumstances in which you would like a macro func-
tion to be triggered.

Always -
Whenever the macro character is seen, the macro should be invoked. This is
accomplished by using the character classes cmacro, csplicing-macro, or cinfix-
macro and by using the separator property. The syntax classes vmacro,
vsplicing-macro, and vsingle-macro are defined this way.

When first -
The macro should only be triggered when the macro character is the first char-
acter found after the scanning process. A syntax class for a when first macro is
defined using cmacro, csplicing-macro, or cinfix-macro but not including the
separator property.

When unique -

The macro should only be triggered when the macro character is the only char-
acter collected in the token collection phase of the reader; that is, the macro
character is preceded by zero or more cseparators and followed by a separator. A
syntax class for a when unique macro is defined using csingle-macro, csingle-
splicing-macro, or csingle-infix-macro but not including the separator property.
The syntax classes so defined are vsingle-macro, vsingle-splicing-macro, and
vsingle-infix-macro.
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7.7. Functions

(setsyntax ’s_symbol ’s_synclass [’1s_func])
WHERE: Is_func is the name of a function or a lambda body.
RETURNS: t

SIDE EFFECT: S_symbol should be a symbol whose print name is only one character. The
syntax class for that character is set to s_synclass in the current readtable.
"If s_synclass is a class that requires a character macro, then 1s_func must be

supplied.

NOTE: The symbolic syntax codes are new to this version of FRANZ Lisp. For compatibil-
ity, s_synclass can be one of the fixnum syntax codes that appeared in older ver-
sions of the FRANz LISP Manual. This compatibility is only temporary: existing
code which uses the fixnum syntax codes should be converted.

(getsyntax ’s_symbol)

RETURNS: The syntax class of the first character of s_symbol’s print name. s_symbol’s
print name must be exactly one character long.

NOTE: This function is new to this version of FRANZ LISP. It supersedes (status syntax)
that no longer exists.

(add-syntax-class ’s_synclass ’1_properties)
RETURNS: s_synclass

SIDE EFFECT: Defines the syntax class s_synclass to have properties 1_properties. The list
1_properties should contain a character class mentioned earlier. 1_properties
may contain one of the escape properties: escape-always, escape-when-
unique, or escape-when-first 1_properties may contain the separator property.
After a syntax class has been defined with add-syntax-class, the setsyntax
function can be used to give characters that syntax class.

; Define a non-separating macro character.
; This type of macro character is used in UCI-Lisp, and
; it corresponds to a FIRST MACRO in Interlisp.

—> (add-syntax-class "vuci-macro ’(cmacro escape-when-first))
vuci-macro
->
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CHAPTER 8

Functions, Fclosures, and Macros

8.1. valid function objects

There are many different objects that can occupy the function field of a symbol
object. Table 8.1 shows all of the possibilities, how to recognize them, and where to
look for documentation.

8.2. functions

The basic Lisp function is the lambda function. When a lambda function is called,
the actual arguments are evaluated from left to right and are lambda-bound to the formal
parameters of the lambda function.

An nlambda function is usually used for functions that are invoked at top level.
Some built-in functions which evaluate their arguments in special ways are also nlambdas
(for example cond, do, and or). When an nlambda function is called, the list of
unevaluated arguments is lambda bound to the single formal parameter of the nlambda
function.

In this case, some programmers use an nlambda function when they are not sure
how many arguments will be passed. Then, the first thing the nlambda function does is
map eval over the list of unevaluated arguments it has been passed. This is usually the
wrong thing to do because it does not work compiled if any of the arguments are local
variables. The solution is to use a lexpr. When a lexpr function is called, the arguments
are evaluated and a fixnum, whose value is the number of arguments, is lambda-bound
to the single formal parameter of the lexpr function. The lexpr can then access the argu-
ments using the arg function.

When a function is compiled, special declarations may be needed to preserve its
behavior. An argument is not lambda-bound to the name of the corresponding formal
parameter unless that formal parameter has been declared special (see §12.3.2.2).

Lambda and lexpr functions both compile into a binary object with a discipline of
lambda. However, a compiled lexpr still acts like an interpreted lexpr.

8.3. macros

An important feature of Lisp is its ability to manipulate programs as data. As a
result of this, most Lisp implementations have very powerful macro facilities. The Lisp
language’s macro facility can be used to incorporate popular features of the other
languages into Lisp. For example, there are macro packages that allow you to create
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informal name object type documentation
interpreted list with car 82
lambda function eq to lambda
interpreted list with car 8.2
nlambda function eq to nlambda
interpreted list with car 8.2
lexpr function eq to lexpr
interpreted list with car 8.3
macro eq to macro
fclosure vector with vprop 8.4
eq to fclosure
compiled binary with discipline 8.2
lambda or lexpr eq to lambda
function
compiled binary with discipline 8.2
nlambda function eq to nlambda
compiled binary with discipline 8.3
macro eq to macro
foreign binary with discipline 8.5
subroutine of ‘‘subroutine”
foreign binary with discipline 8.5
function of ““function”
foreign binary with discipline 8.5
integer function of “‘integer-function”’
foreign binary with discipline 8.5
real function of ‘“‘real-function”’
foreign binary with discipline 8.5
C function of ‘‘c-function”
foreign binary with discipline 8.5
double function of ‘‘double-c-function”
foreign binary with discipline 8.5
structure function | of ‘‘vector-c-function”
array array object 9

Table 8.1

records (as in Pascal) and refer to elements of those records by the field names. The
struct package imported from Maclisp does this. Another popular use for macros is to
create more readable control structures which expand into cond, or, and and One such
example is the If macro. It allows you to write

(If (equal numb 0) then (print "zero) (terpr)
elseif (equal numb 1) then (print 'one) (terpr)
else (print I give ug))

which expands to

(cond
((equal numb 0) (print 'zero) (terpr))
((equal numb 1) (print ‘one) (terpr))
(t (print \I give ug)))
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8.3.1. macro forms

A macro is a function that accepts a Lisp expression as input and returns
another Lisp expression. The action the macro takes is called macro expansion. Here
is a simple example:

—> (def first (macro (x) (cons ’car (cdr x))))
first
—> (first "(abc)

a
—> (apply 'first '(first (@ b c)))
(car’(abc))

The first input line defines a macro called first Notice that the macro has one formal
parameter, x On the second input line, you ask the interpreter to evaluate
(first '(a b c)). Evalsees that first has a function definition of type macro, so it evalu- .
ates firsfs definition, passing to first as an argument, the form eval itself was trying
to evaluate: (first '(a b c)). The first macro discards the car of the argument with cdr,
cons’ a car at the beginning of the list and returns (car ’(a b ¢)), which eval evaluates.
The value a is returned as the value of (first '(a b c)). Thus, whenever eval tries to
evaluate a list whose car has a macro definition, it ends up doing (at least) two opera-
tions: the first of which is a call to the macro to let it macro expand the form, and the
second of which is the evaluation of the result of the macro. The result of the macro
may be yet another call to a macro, so eval may have to do even more evaluations
until it can finally determine the value of an expression. One way to see how a
macro expands is to use apply as shown on the third input line earlier.

8.3.2. defmacro

The macro defmacro makes it easier to define macros because it allows you to
name the arguments to the macro call. For example, suppose you find yourself often
writing code like (setq stack (cons newelt stack). You could define a macro named
pushto do this. One way to define it is:

—> (def push
(macro (x) (list setq (caddr x) (list *cons (cadr x) (caddr x)))))
push

then (push newelt stack) expands to the form mentioned earlier. The same macro
written using defmacro would be:

—> (defmacro push (value stack)
(list ’setq ,stack (list ’cons ,value ,stack)))
push

Defmacro allows you to name the arguments of the macro call and makes the macro
definition look more like a function definition.

8.3.3. the backquote character macro

The default syntax for FRANZ LisP has four characters with associated character
macros. One is semicolon for comments. Two others are the backquote and comma,
which are used by the backquote character macro. The fourth is the sharp sign macro
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described in the next section.

The backquote macro is used to create lists where many of the elements are
fixed (quoted). This makes it very useful for creating macro definitions. In the sim-
plest case, a backquote acts just like a single quote:

—>‘abcde)
(abcde)

If a comma precedes an element of a backquoted list, then that element is evaluated
and its value is put in the list.

—> (setgd '(xy 2)
xyz)
—>‘abc,de)
abckxyz)e)

If a comma, followed by an at sign, precedes an element in a backquoted list, then
that element is evaluated and spliced into the list with append

—>‘abc,@de)
(abcxyze)

Once a list begins with a backquote, the commas may appear anywhere in the list as
this example shows:

—>“ab(cd,lcdrd) (ef (g h,@ (cddr d) ,@d)))
@ab(cd(yz) (ef(ghzxyz))

It is also possible, and sometimes even useful, to use the backquote macro within
itself. As a final demonstration of the backquote macro, define the first and push
macros using all the power at your disposal: defmacro and the backquote macro.

— > (defmacro first (list) ‘(car ,list)

first

— > (definacro push (value stack) ‘(setq ,stack (cons ,value ,stack)))
stack

8.3.4. sharp sign character macro

The sharp sign macro can perform a number of different functions at read
time. The character directly following the sharp sign determines which function is
done, and the following Lisp s-expressions may serve as arguments. A full list of
sharp sign macro capabilities can be found in Chapter 14.

8.3.4.1. conditional inclusion

If you plan to run one source file in more than one environment, then you may
want some pieces of code to be included or not included depending on the
environment. The C language uses ‘‘#ifdef*‘ and ‘‘#ifndef”’ for this purpose, and
Lisp uses “#+”’ and “#—"". The environment that the sharp sign macro checks
is the (status features) list, which is initialized when the Lisp system is built and
which may be altered by (sstatus feature foo) and (sstatus nofeature bar). The
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form of conditional inclusion is

# +when what
where when is either a symbol or an expression involving symbols and the func-
tions and, or, and not The meaning is that whatis only read in if whenis true. A
symbol in whenis true only if it appears in the (status features) list.

; Suppose you want to write a program that references a file
; and that can run at ucb, ucsd, and cmu where the file naming conventions
; are different.

—> (defun howold (name)
(terpr)
(load # + (or uch ucsd) " fusr/lib/lisp/ages.!
# +cmu " fusr/lisp/doc/ages.l')
(patom name)
(patom" is")
(print (cdr (assoc name agefile)))
(patom "years old')
(terpr))

The form
# —when what
is equivalent to
# + (not when) what

8.3.4.2. fixnum character equivalents

When you work with fixnum equivalents of characters, it is often hard to
remember the number corresponding to a character. The form

#/c
is equivalent to the fixnum representation of character c.

; A function that returns t if the user types y else it returns nil.

—> (defun yesorno nil
(progn (ans)
(setq ans (i)
(cond ((equal ans #4) t)
(t nil))))

8.3.4.3. read time evaluation

Occasionally you want to express a constant as a Lisp expression, yet you do not
want to pay the penalty of evaluating this expression each time it is referenced.
The form
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# .expression
evaluates the expression at read time and returns its value.

; Here is a function to test if any of bits 1, 3 or 12 are set in a fixnum.

“> (defun testit (num)
(cond ((zerop (boole 1 num #.(+ (ish11) (sh13) (Ish112))
nil)

(tv)

8.4. fclosures

Fclosures are a type of functional object. Their purpose is to remember the values
of some variables between invocations of the functional object and to protect this data
from being inadvertently overwritten by other Lisp functions. Fortran programs often
exhibit this kind of memory, although some versions of Fortran (correctly) require such
permanent storage to be in COMMON. Using this remembered data it is easy to write a
linear congruent random number generator in Fortran merely by keeping the seed as a
variable within the function. It is much more risky to do so in Lisp, since any special
variable you pick might be used by some other function. Fclosures are an attempt to
provide most of the same functionality as closures in Lisp Machine Lisp to users of
FrRANZ Lisp. Fclosures are related to closures in this way:

(fclosure ’(a b) ’foo) <==>
(let ((a a) (b b)) (closure ’(a b) ’foo))

8.4.1. an example

++ lisp
Franz Lisp, Opus 40.03
— > (defun code (me count)
(print (list ’in x))
(setq x (+ 1 x))
(cond ((greaterp count 1) (funcall me me (subl count))))
(print (list ’out x)))
code
— > (defun tester (object count)
(funcall object object count) (terpri))
tester
—>(setq x 0)
0
—>(setq z (fclosure ’(x) ’code))
fclosure[8]
—> (tester z 3)
(in 0) in 1) (in 2) (out 3) (out 3) (out 3)
nil
—->x
0
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The function fclosure creates a new object that is called an fclosure, although it
is actually a vector. The fclosure contains a functional object, and a set of symbols
and values for the symbols. In the earlier example, the fclosure functional object is
the function code. The set of symbols and values just contains the symbol ‘x’ and
zero, the value of ‘x” when the fclosure was created.

When an fclosure is funcall’ed:

1)  The Lisp system lambda binds the symbols in the fclosure to their values in the
fclosure.

2) It continues the funcall on the functional object of the fclosure.

3) Finally, it un-lambda binds the symbols in the fclosure and at the same time
stores the current values of the symbols in the fclosure.

Notice that the fclosure is saving the value of the symbol ‘x’. Each time a fclo-
sure is created, new space is allocated for saving the values of the symbols. Thus, if
you execute fclosure again, over the same function, you can have two independent
counters:

—> (setq zz (fclosure ’(x) ’code))
fclosure[1]

—> (tester 2z 2)

(in 0) (in 1) (out 2) (out 2)

—> (tester zz 2)

(in 2)(in 3) (out 4) (out 4)

—> (tester z 3)

(in 3) (in 4) (in 5) (out 6) (out 6) (out 6)

8.4.2. useful functions

Here are some quick summaries of functions dealing with closures. They are
formally defined in §2.8.4. To recap, fclosures are made by (fclosure 'l vars
'g_funcobj). 1_vars is a list of symbols (not containing nil); g_funcobj is any object
that can be funcalled. (Objects that can be funcalled include compiled Lisp functions,
lambda expressions, symbols, foreign functions, etc.) In general, if you want a com-
piled function to be closed over a variable, you must declare the variable to be special
within the function. Another example is:

(fclosure ’(a b) #’(lambda (x) (plus x a)))
Here, the #’ construction makes the compiler compile the lambda expression.

There are times when you want to share variables between fclosures. This can
be done if the fclosures are created at the same time using fclosure-list.
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(fclosure-list 1_list u_function [...])
RETURNS: A list of the fclosures of the functions over the just previous list of variables.

NOTE: Any number of list-function pairs may be given. An fclosure of each u_function is
created with respect to the values in 1_list, which should be a list of variables. All
the variables specified in a 1 _list are closed in the subsequent function. If the same
symbol appears in more than one 1 list, all its occurrences are treated as references
to the same variable. A list of the fclosures of each function is returned.

The function fclosure-alist returns an assoc list giving the symbols and values in the
fclosure. The predicate fclosurep returns t if and only if its argument is an fclosure.
Other functions imported from Lisp Machine Lisp are symeval-in-fclosure, let-fclosed,
and ser-in-fclosure. Finally, the function fclosure-function returns the function argu-
ment.

8.4.3. internal structure

Currently, closures are implemented as vectors with property being the symbol
fclosure. The functional object is the first entry. The remaining entries are struc-
tures that point to the symbols and values for the closure, with a reference count to
determine if a recursive closure is active. This particular implementation is subject to
change in the interests of efficiency and generality.

8.5. Foreign subroutines and functions

FRANZ LISP has the ability to dynamically load object files produced by other com-
pilers and to call functions defined in those files to the extent that the other language
processors abide by the same operating system standards for function calls.

Most implementations of FRANZ LISP co-exist with a C compiler, a Fortran com-
piler, and a Pascal compiler. (These may be available only as optional languages).

This section deals with defining and using these so-called foreign functions.* There
are seven types of foreign functions. They are characterized by the type of the result
each returns and by differences in the interpretation of their arguments. They come
from two families: a group suited for languages that pass arguments by reference (e.g.,
Fortran), and a group suited for languages which pass arguments by value (e.g., C).

There are four types in the first group:

subroutine
This does not return anything. The Lisp system always returns t after calling a sub-
routine.

function
This returns whatever the function returns. This must be a valid Lisp object or it
may cause the Lisp system to fail.

integer-function
This returns an integer that the Lisp system makes into a fixnum and returns.

real-function
This returns a double precision real number that the Lisp system makes into a

*This topic is also discussed in Report PAM-124 of the Center for Pure and Applied Mathematics, UC Berkeley,
entitled ‘‘Parlez-Vous Franz? An Informal Introduction to Interfacing Foreign Functions to Franz LISP”’, by James R.

8-8 4404P30 LISP PROGRAMMERS



FUNCTIONS, FCLOSURES, AND MACROS

flonum and returns.

There are three types in the second group:

c-function
This is like an integer function except for its different interpretation of arguments.

double-c-function
This is like a real-function.

vector-c-function
This is for C functions that return a structure. The first argument to such func-
tions must be a vector, of type vectori, into which the result is stored. The second
Lisp argument becomes the first argument to the C function, and so on.

A foreign function is accessed through a binary object just like a compiled Lisp function.
The difference is that the discipline field of a binary object for a foreign function is a
string whose first character is given in the following table:

letter type

S subroutine
function

i integer-function
r real-function.
c c-function
v vector-c-function
d double-c-function

Two functions are provided for setting-up foreign functions. Cfasl loads an object file
into the Lisp system and sets up one foreign function binary object. If there is more
than one function in an object file, getaddress can be used to set up additional foreign
function objects.

Foreign functions are called just like other functions, for example,
(funname argl arg2). When a function in the Fortran group is called, the arguments are
evaluated and then examined. List, hunk, and symbol arguments are passed unchanged
to the foreign function. Fixnum and flonum arguments are copied into a temporary loca-
tion and a pointer to the value is passed. (This is because Fortran uses call by reference
and it is dangerous to modify the contents of a fixnum or flonum which something else
might point to.) If the argument is an array object, the data field of the array object is
passed to the foreign function. (This is the easiest way to send large amounts of data to,
and receive large amounts of data from, a foreign function.) If a binary object is an argu-
ment, the entry field of that object is passed to the foreign function. (The entry field is
the address of a function, so this amounts to passing a function as an argument).

When a function in the C group is called, fixnum and flownum arguments are
passed by value. For almost all other arguments, the address is merely provided to the C
routine. The only exception arises when you want to invoke a C routine that expects a
“structure”’ argument. Recail that a (rarely used) feature of the C language is the ability
to pass structures by value. This copies the structure onto the stack. Since FRANZ LISP’s
nearest equivalent to a C structure is a vector, you are provided an escape clause to copy
the contents of an immediate-type vector by value. If the property field of a vectori
argument i1s the symbol ‘‘value-structure-argument’’, then the binary data of this
immediate-type vector is copied into the argument list of the C routine.

The method a foreign function uses to access the arguments provided by Lisp is
dependent on the language of the foreign function. The following scripts demonstrate

Larus
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how Lisp can interact with three languages: C, Pascal, and Fortran. C and Pascal have
pointer types and the first script shows how to use pointers to extract information from
Lisp objects. There are two functions defined for each language. The first (cfoo in C,
pfoo in Pascal) is given four arguments: a fixnum, a flonum-block array, a hunk of at
least two fixnums, and a list of at least two fixnums. To demonstrate that the values
were passed, each ?foo function prints its arguments (or parts of them). The ?foo func-
tion then modifies the second element of the flonum-block array and returns a 3 to Lisp.
The second function (cmemgq in C, pmemgq in Pascal) acts just like the Lisp memq func-
tion except that it does not work for fixnums whereas the Lisp memgq does work for small
fixnums. In the script, typed input is in bold, computer output is in roman, and com-
ments are in italic.

These are the C coded functions
+ + list ch8auxc.c
/* demonstration of ¢ coded foreign integer-function */

/* The following is used to extract fixnums out of a list of fixnums */
struct listoffixnumscell
{ struct listoffixnumscell *cdr;

int *fixnum,;

’

struct listcell
struct listcell *cdr;
int car;

I3

~ cfoo(a,b,c,d)
int *a;
double bll;
int *c[l;
struct listoffixnumscell *d;

printf("a: %d, b[0]: %f, bl1]: %f0, *a, bl0], bl1]);
printf (" ¢ (first): %d ¢ (second): %d0,
*c[0],*¢[1D);
printf (" (%d %d ... ) ", *(d->fixnum), *(d->cdr-> fixnum));
b[1] = 3.1415926;
return(3);

}

struct listcell *

= cmemgq (element,list)
int element;
struct listcell *list;

for( ; list && element != list->car ; list = list->cdr);
return (list);

These are the Pascal coded functions
++ list ch8auxp.p
type pinteger = “integer;
realarray = array[0..10] of real;
pintarray = array[0..10] of pinteger;
listoffixnumscell = record
cdr : “listoffixnumscell,
fixnum : pinteger;
end;
plistcell = “listcell;
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listcell = record
cdr : plistcell;
car : integer;

end;

function pfoo ( var a : integer ;
var b : realarray;
var ¢ : pintarray;
var d : listoffixnumscell) : integer;
begin
writeln( a:’,a, ’ b[0]>’, b[0], * bl1]>, b[1]);
writeln(’ ¢ (first):, c[0]",’ ¢ (second)?, c[1]7);
writeln( (°, d.fixnum”, d.cdr”.fixnum”, ’ ...) *);
bl1] := 3.1415926;
pfoo := 3
end ;

{ The function, pmemgq, looks for the Lisp pointer given as the first argument
in the list pointed to by the second argument.
Note that you should declare " a : integer " instead of " var a : integer " since
you are interested in the pointer value instead of what it points to, which
could be any Lisp object.

function pmemq( a : integer; list : plistcell) : plistcell;

begin

while (list <> nil) and (list".car <> a) do list := list".cdr;
pmemgq := list;

end ;

The files are compiled
+ + cc +r ch8auxc.c
++ pc +r ch8auxp.p

++ lisp
Franz Lisp, Opus 41.10

First the files are loaded, and one foreign function binary is set up. There are two functions in each file so you must choose one
to tell cfasl about. The choice is arbitrary.

—> (cfasl ’ch8auxc.r ’_cfoo ’cfoo "integer-function”)
#63000-"integer-function"

—> (cfasl ’ch8auxp.r ’_pfoo ’pfoo "integer-function” "+lpc")
#63200-"integer-function”
Here you set up the other foreign function binary objects

—> (getaddress ’_cmemq ’cmemgq "function” ’°_pmemgq 'pmemgq "function")
#6306¢-"function"
Suppose you want to create and initialize an array to pass to the cfoo function. In this case, you create an unnamed array and
store it in the value cell of testarr. When you create an array to pass to the Pascal program, you can use a named array just to
demonstrate the djfferent way that named and unnamed arrays are created and accessed.

—> (setq testarr (array nil flonum-block 2))
array[2]

—> (store (funcall testarr 0) 1.234)

1.234

—> (store (funcall testarr 1) 5.678)
5.678

—> (cfoo 385 testarr (hunk 10 11 13 14) *(15 16 17))
a: 385, bl0]: 1.234000, bl1]: 5.678000

c (first): 10 ¢ (second): 11

(1516..) -

3

Note that cfoo has returned 3 as it should. It also had the side effect of changing the second value of the array to 3.1415926
which check next.

—> (funcall testarr 1)
3.1415926

In preparation for calling pfoo, you create an array.
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—> (array test flonum-block 2)

array[2]

—> (store (test 0) 1.234)

1.234

—> (store (test 1) 5.678)

5.678

—> (pfoo 385 (getd ’test) (hunk 10 11 13 14) *(15 16 17))

a: 385 b[0]: 1.23400000000000E+00 bi1]l: 5.67800000000000E +00

c (first): 10 ¢ (second): 11
( 15 16 ...) .

3

—> (test 1)

3.1415926

Now to test out the memq’s
—> (cmemgq ’a’(bcadef)
(@adef)

—> (pmemgq ‘e ’(adf g ax))
nil

The Fortran example is much shorter since in Fortran you cannot follow pointers
as you can in other languages. The Fortran function, ffoo, is given three arguments: a
fixnum, a fixnum-block array, and a flonum. These arguments are printed out to verify
that they made it, and, then, the first value of the array is modified. The function
returns a double precision value, which is converted to a flonum by Lisp and printed.

+ + list ch8auxf.f
double precision function ffoo(a,b,c)
integer a,b(10)
double precision ¢
print 2,a,b(1),b(2),c

2 format(C a=,i4,’, b(1)=,i5,’, b(2)=",i5,” c=",f6.4)
b(1) =22
ffoo = 1.23456
return
end

+ + fortran +r ch8auxf.f

ch8auxf.f:

ffoo:
++ lisp

Franz Lisp, Opus 40.03
—> (cfasl *ch8auxf.o ’_ffoo_’ffoo "real-function" "-1177 -1F77")
#6307c-"real-function"

—> (array test fixnum-block 2)
array[2]

—> (store (test 0) 10)

10

—> (store (test 1) 11)

11

—> (ffoo 385 (getd ’test) 5.678)
a= 385, b(1)= 10,b(2)= 11¢=5.6780
1.234559893608093

—> (test 0)

22

8-12 4404P30 LISP PROGRAMMERS



CHAPTER 9

Arrays and Vectors

Arrays and vectors are two means of expressing aggregate data objects in FRANZ LISP.

Vectors may be thought of as sequences of data. They are intended as a vehicle for user-
defined data types. This use of vectors is still experimental and subject to revision. As a sim-
ple data structure, they are similar to hunks and strings. Vectors are used to implement clo-
sures and are useful to communicate with foreign functions. Both of these topics were dis-
cussed in Chapter 8. Later in this chapter, the current implementation of vectors is described
and you are advised what is most likely to change.

Arrays in FRANZ LISP provide a programmable data structure access mechanism. One

possible use for FRANZ LISP arrays is to implement Maclisp style arrays, which are simple vec-
tors of fixnums, flonums, or general Lisp values. This is described in more detail in §9.3, but
first how array references are handled by the Lisp system is described.

The structure of an array object is given in §1.3.10 and reproduced here. lisp values.

Subpart name | Get value | Set value Type

access function | getaccess | putaccess binary, list
or symbol

auxiliary getaux putaux lispval

data arrayref replace block of contiguous

set lispval

length getlength | putlength fixnum

delta getdelta putdelta fixnum

9.1. general arrays Suppose the evaluator is told to evaluate (foo a b) and the function
cell of the symbol foo contains an array object, which is called foo_arr_obj. First. the
evaluator evaluates and stacks the values of @ and b Next, it stacks the array object
foo_arr_obj. Finally, it calls the access function of foo_arr_obj. The access function

should be a lexpr' or a symbol whose function cell contains a lexpr. The access function
is responsible for locating and returning a value from the array. The array access func-
tion is free to interpret the arguments as it wishes. The Maclisp compatible array access
function, which is provided in the standard FRANZ LISP system, interprets the arguments
as subscripts in the same way as languages like Fortran and Pascal.

The array access function also is called upon to store elements in the array. For
example, (store (foo a b) c) automatically expands to (foo ¢ a b), and, when the evaluator
is called to evaluate this, it evaluates the arguments ¢ b, and a Then it stacks the array
object, which is stored in the function cell of foo, and calls the array access function with
(now) four arguments. The array access function must be able to tell this is a store
operation, which it can do by checking the number of arguments it has been given. (A
lexpr can do this very easily.)

A lexpr is a function that accepts any number of arguments, which are evaluated before the function is called.
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9.2. subparts of an array object An array is created by allocating an array object with mar-

ray and filling in the fields. Certain Lisp functions interpret the values of the subparts
of the array object in special ways as described in the following text. Placing illegal
values in these subparts may cause the Lisp system to fail.

9.2.1. access function The purpose of the access function has been described earlier.
The conteénts of the access function should be a lexpr: either a binary (compiled func-
tion) or a list (interpreted function). It may also be a symbol whose function cell
contains a function definition. This subpart is used by eval funcall and apply when
evaluating array references.

9.2.2. auxiliary This can be used for any purpose. If it is a list and the first element of
that list is the symbol unmarked_array, then the data subpart is not marked by the
garbage collector. Note that this is used in the Maclisp compatible array package and
has the potential for causing strange errors if used incorrectly.

9.2.3. data This is either nil or points to a block of data space allocated by segment or
small-segment.

9.2.4. length This is a fixnum whose value is the number of elements in the data
block. This is used by the garbage collector and by arrayref to determine if your
index is in bounds.

9.2.5. delta This is a fixnum whose value is the number of bytes in each element of
the data block. This is four for an array of fixnums or value cells and eight for an
array of flonums. This is used by the garbage collector and arrayrefas well.

9.3. The Maclisp compatible array package

A Maclisp style array is similar to what is known as an array structure in other
languages: a block of homogeneous data elements that is indexed by one or more
integers called subscripts. The data elements can be all fixnums, flonums, or general
Lisp objects. An array is created by a call to the function array or *array. The only
difference is that *array evaluates its arguments. This call: (array foo t 3 5) sets up an
array called foo of dimensions 3 by 5. The subscripts are zero based. The first element is
(foo 0 0), the next is (foo 0 1) and so on up to (foo 2 4). The t indicates a general Lisp
object array, which means each element of foo can be any type. Each element can be
any type since all that is stored in the array is a pointer to a Lisp object, not the object
itself. Array does this by allocating an array object with marray and then allocating a seg-
ment of 15 consecutive value cells with small-segment and storing a pointer to that seg-
ment in the data subpart of the array object. The length and delta subpart of the array
object are filled in (with 15 and 4 respectively) and the access function subpart is set to
point to the appropriate array access function. In this case, there is a special access
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function for two dimensional value cell arrays called arrac-twoD, and this access function
is used. The auxiliary subpart is set to (t 3 5) which describes the type of array and the
bounds of the subscripts. Finally, this array object is placed in the function cell of the
symbol foo. Now when (foo 1 3)is evaluated, the array access function is invoked with
three arguments: 1, 3, and the array object. From the auxiliary field of the array object it
gets a description of the particular array. It then determines which element (foo 1 3)
refers to and uses arrayref to extract that element.

Since this is an array of value cells, what arrayref returns is a value cell whose value is
what is wanted, so the value cell is evaluated and it is returned as the value of (foo I 3).

In Maclisp, the call (array foo fixnum 25) returns an array whose data object is a
block of 25 memory words. When fixnums are stored in this array, the actual numbers
are stored instead of pointers to the numbers as is done in general Lisp object arrays.
This is efficient under Maclisp but inefficient in FRANZ LISP since every time a value was
referenced from an array it had to be copied and a pointer to the copy returned to

prevent aliasing”. Thus t, fixnum, and flonum arrays are all implemented in the same
manner. This should not affect the compatibility of Maclisp and FRANz Lisp. If there is
an application where a block of fixnums or flonums is required, then exactly the same
effect of fixnum and flonum arrays in Maclisp can be achieved by using fixnum-block
and flonum-block arrays. Such arrays are required if you want to pass a large number of
arguments to a Fortran or C coded function and then get answers back.

The Maclisp compatible array package is just one example of how a general array
scheme can be implemented. Another type of array you can implement is the hashed
array. The subscript can be anything, not just a number. The access function hashes the
subscript and uses the result to select an array element. With the generality of arrays
also comes extra cost; if you just want a simple aggregate of less than 128 general Lisp
objects, you would be wise to look into using hunks.

9.4. vectors Vectors were invented to fix two shortcomings of hunks. They can be longer
than 128 elements. They also have a tag associated with them, which is intended to say,
for example, "Think of me as a Blobit" Thus, a vector is an arbitrarily sized hunk with a
property list.

Continuing the example, the Lisp kernel may not know how to print out or evalu-
ate blobits, but this is information that is common to all blobits On the other hand, for
each individual blobit, there are particulars that are likely to change: height, weight, or
eye-color. This is the part that would previously have been stored in the individual
entries in the hunk and are stored in the data slots of the vector. Here is a summary of
the structure of a vector in tabular form:

1‘Aliasing happens when two variables share the same storage location. For example, if the copying mentioned
were not done, then, after (setg x (foo 2)) was done, the value of x and (foo 2) would share the same location. Then
should the value of (foo 2) change, x’s value would change as well. This is considered dangerous and, as a result,
pointers are never returned into the data space of arrays.
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Subpart name | Get value | Set value Type
datumld vref vset lispval
property vprop vsetprop lispval

vputprop
size vsize - fixnum

Vectors are created specifying size and optional fill value using the function (new-vector
’x_size [’g_fill Pg_propl]) or by initial values: (vector ['g_val ...]).

9.5. anatomy of vectors There are some technical details about vectors that you should

know:

9.5.1. size You are not free to alter this. It is noted when the vector is created and is
used by the garbage collector. The garbage collector coalesces two free vectors, which
are neighbors in the heap. Internally, this is kept as the number of bytes of data.
Thus, a vector created by (vector ’foo) has a size of 4.

9.5.2. property Currently, you expect the property to be either a symbol or a list
whose first entry is a symbol. The symbols fclosure and structure-value-argument
are reserved for special system uses
and their effect is described in Chapter 8. If the property is a non-null symbol, the
vector is printed out as <symbol>[<size>]. Another case is if the property is actu-
ally a (disembodied) property-list, which contains a value for the indicator print. The
value is taken to be a Lisp function, which the printer invokes with two arguments:
the vector and the current output port. Otherwise, the vector is printed as
vector[<size>].

9.5.3. internal order In memory, vectors start with a longword containing the size,
which is immediate data within the vector. The next cell contains a pointer to the
property. Any remaining cells, if any, are for data. Vectors are handled differently
from any other object in FRANZ LISP in that a pointer to a vector is a pointer to the
first data cell, that is, a pointer to the third longword of the structure. This was done
for efficiency in compiled code and for uniformity in referencing immediate-vectors
(described later). You should never return a pointer to any other part of a vector
because this may cause the garbage collector to follow an invalid pointer.

9.6. immediate-vectors Immediate-vectors are similar to vectors. However, they differ in

9-4

that binary data are stored in space directly within the vector. Thus, the garbage collec-
tor preserves the vector itself, if used, and only traverses the property cell. The data
may be referenced as longwords, shortwords, or even bytes. Shorts and bytes are
returned sign-extended. The compiler open-codes such references, and avoids boxing
the resulting integer data, where possible. Thus, immediate vectors may be used for
efficiently processing character data. They are also useful in storing results from func-
tions written in other languages.
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Subpart name | Get value Set value Type

datum[{ vrefi-byte | vseti-byte | fixnum
vrefi-word | vseti-word | fixnum
vrefi-long | vseti-long | fixnum

property vprop vsetprop lispval
vputprop

size vsize - fixnum

vsize-byte fixnum

vsize-word fixnum

To create immediate vectors specifying size and fill data, you can use the functions new-
vectori-byte, new-vectori-word, or new-vectori-long. You can also use the functions vectori-
byte, vectori-word, or vectori-long. All of these functions are described in Chapter 2.
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CHAPTER 10

Exception Handling

10.1. Errset and Error Handler Functions

FRANZ LISP allows you to handle in a number of ways the errors that arise during

computation. One way is through the use of the errset function. If an error occurs dur-
ing the evaluation of the errsefs first argument, then the locus of control returns to the
errset which returns nil (except in special cases, such as ern. The other method of error
handling is through an error handler function. When an error occurs, the error handler
is called and is given as an argument a description of the error that just occurred. The
error handler may take one of the following actions:

)
(2

3

It could take some drastic action like a resetor a throw.

It could, if that the error is continuable, return to the function that noticed the
error. The error handler indicates that it wants to return a value from the error by
returning a list whose car is the value it wants to return.

It could decide not to handle the error and return a non-list to indicate this fact.

10.2. The Anatomy of an error

6y
)

(3)
€Y

(%)

Each error is described by a list of these items:

Error type - This is a symbol that indicates the general classification of the error.
This classification may determine which function handles this error.

fixnum id - a fixnum identifying the error. In the future each error will have a
unique number.

Continuable - If this is non-nil, then this error is continuable.

Message string - This is a symbol whose print name is a message describing the
error.

Data - There may be from zero to three Lisp values that help describe this particu-

lar error. For example, the unbound variable error contains one datum value, the

symbol whose value is unbound. The list describing that error might look like:
(ER%misc 0 t [Unbound Variable:| foobar)

10.3. Error handling algorithm

6y

This is the sequence of operations when an error occurs:

If the symbol ER%all has a non-nil value, then this value is the name of an error
handler function. That function is called with a description of the error. If that
function returns (and, of course, it may choose not to) and the value is a list and
this error is continuable, then the car of the list to the function which called the
error is returned. Presumably, the function uses this value to retry the operation.
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On the other hand, if the error handler returns a non-list, then it has chosen not to
handle this error, which leads to step (2). Something special happens before the
ER%all error handler is called, which does not happen in any of the other cases
described later. To help insure that infinitely recursive errors do not occur, if
ER%all is set to a bad value, the value of ER%all is set to nil before the handler is
called. Thus, it is the responsibility of the ER%all handler to ‘reenable’ itself by
storing its name in ER%all.

(2) Next, the specific error handler for the type of error that just occurred is called, if
one exists, to see if it wants to handle the error. The names of the handlers for
the specific types of errors are stored as the values of the symbols whose names are
the types. For example, the handler for miscellaneous errors is stored as the value
of ER%misc. Of course, if ER%misc has a value of nil, then there is no error
handler for this type of error. Appendix B contains a list of all error types. The
process of classifying the errors is not complete, and, thus, most errors are lumped
into the ER%misc category. Just as in step (1), the error handler function may
choose not to handle the error by returning a non-list, which leads to step (3).

(3) Next, a check is made to see if there is an errset surrounding this error. If so the
second argument to the errset call is examined. If the second argument was not
given or is non-nil then the error message associated with this error is printed.
Finally, the stack is popped to the context of the errsetand then the errsetreturns
nil. If there was no errsetstep (4) is executed.

(4) If the symbol ER%tpl has a value, then it is the name of an error handler that is
called in a manner similar to that discussed earlier. If it chooses not to handle the
error, step (5) is executed.

(5) At this point, it has been determined that you do not want to handle this error.
Thus, the error message is printed out and a resetis done to send the flow of con-
trol to the top-level.

To summarize the error handling system: When an error occurs, you have two
chances to handle it before the search for an errsetis done. Then, if there is no errset,
you have one more chance to handle the error before control jumps to the top level.
Every error handler works in the same way: It is given a description of the error (as
described in the previous section). It may or may not return. If it returns, then it
returns either a list or a non-list. If it returns a list and the error is continuable, then the
car of the list is returned to the function that noticed the error. Otherwise, the error
handler has decided not to handle the error.

10.4. Default aids

There are two standard error handlers that probably handle the needs of most
users. One of these is the Lisp-coded function break-err-handler, which is the default
value of ER%tpl. Thus, when all other handlers have ignored an error, break-err-handler
takes over. It prints out the error message and goes into a read-eval-print loop. The
other standard error handler is debug-err-handler. This handler is designed to be con-
nected to ER%all and is useful if your program uses errset and you want to look at the
error before it is thrown up to the errset

10.5. Autoloading

When eval apply, or funcall are told to call an undefined function, an ER%undef
error is signaled. The default handler for this error is undef-fiunc-handler. This function
checks the property list of the undefined function for the indicator, autoload. If it is
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present, the value of that indicator should be the name of the file that contains the
definition of the undefined function. Undef-func-handler loads the file and check if it has
defined the function which caused the error. If it has, the error handler returns and the
computation continues as if the error did not occur. This provides a way for you to tell
the Lisp system about the location of commonly used functions. The trace package sets
up an autoload property to point to /lisp/lib/trace.

10.6. Interrupt processing

The operating system provides one user-interrupt character that defaults to “C.%
You may select a Lisp function to run when an interrupt occurs. Since this interrupt
could occur at any time and, in particular, could occur at a time when the internal stack
pointers are in an inconsistent state, the processing of the interrupt may be delayed until
a safe time. When the first "C is typed, the Lisp system sets a flag that an interrupt has
been requested. This flag is checked at safe places within the interpreter and in the
qlinker function. If the Lisp system does not respond to the first “"C, another "C should
be typed. This causes all of the transfer tables to be cleared, forcing all calls from com-
piled code to go through the glinker function where the interrupt flag is checked. If the
Lisp system still doesn’t respond, a third "C causes an immediate interrupt. This inter-
rupt is not necessarily in a safe place, so the user should resetthe Lisp system as soon as
possible.

TActually there are two but the lisp system does not allow you to catch the QUIT interrupt.
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CHAPTER 11

The Lister Trace Package

The Lister Trace package is an important tool for the interactive debugging of a Lisp pro-
gram. It allows you to examine selected calls to a function or functions, and optionally to stop
execution of the Lisp program to examine the values of variables.

The trace package is a set of Lisp programs located in the Lisp program library (usually in
the file /lisp/lib/trace.l). Although not normally loaded in the Lisp system, the package is
loaded when the first call to traceis made.

(trace [Is_argl ...])
WHERE: The form of the Is_argiis described later.

RETURNS: A list of the function sucessfully modified for tracing. If no arguments are
given to trace, a list of all functions currently being traced is returned.

SIDE EFFECT: The definitions of the functions indicated in the argument list are (usually
temporarily) modified.

The Is_argican have one of the following forms:

foo - When foo is entered and exited, the trace information is printed.

(foo break) - When foo is entered and exited, the trace information is printed. Also, just
after the trace information for foo is printed upon entry, you are put in a special
break loop. The prompt is “T{1}> and you may type any Lisp expression and see its
x(/aluel) printed. The #&h argument to the function just called can be accessed as

arg ).

To leave the trace loop, just type ?ret and execution continues.

(foo if expression) - When foo is entered and the expression evaluates to non-nil, then the
trace information is printed for both exit and entry. If expression evaluates to nil, then
no trace information is printed.

(foo ifnot expression) - When foo is entered and the expression evaluates to nil, then the trace
information is printed for both entry and exit. If both if and ifnet are specified, then the
if expression must evaluate to non nil AND the ifnot expression must evaluate to nil for
the trace information to be printed out.

(foo evalin expression) - When foo is entered and after the entry trace information is printed,
expression is evaluated. Exit trace information is printed when foo exits.

(foo evalout expression) - When foo is entered, entry trace information is printed. When foo
exits, and before the exit trace information is printed, expression is evaluated.
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(foo evalinout expression) - This has the same effect as (trace (foo evalin expression evalout
expression)).

(foo lprint) - This tells trace to use the level printer when printing the arguments to and the
result of a call to foo. The level printer prints only the top levels of list structure. Any
structure below three levels is printed as an &. This allows you to trace functions with
massive arguments or results.

Ordinarily the output from the trace package is printed with prinlevel bound to
trace-prinlevel (default 4) and prinlength bound to trace-prinlength (default 5). Prinlevel
and prinlength, which are useful in cutting off verbose or infinite (cyclical) structures, are
described in Appendix B. If you wish to always print full lists then setting trace-prinlevel
and trace-prinlength each to nil, will accomplish this.

The following trace options permit you to have greater control over each action that
takes place when a function is traced. These options are only meant to be used by pro-
grammers who need special hooks into the trace package. Most programmers should skip
reading this section.

(foo traceenter tefunc) - This tells trace that the function to be called when foo is entered
is tefunc. tefunc should be a lambda of two arguments. The first argument is
bound to the name of the function being traced, foo in this case. The second argu-
ment is bound to the list of arguments to which foo should be applied. The func-
tion tefunc should print some sort of "entering foo" message. It should not apply
foo to the arguments, however. That is done later on.

(foo traceexit txfunc) - This tells trace that the function to be called when foo is exited is
txfunc. txfunc should be a lambda of two arguments. The first argument is bound
to the name of the function being traced, foo in this case. The second argument is
bound to the result of the call to foo. The function txfunc should print some sort
of "exiting foo" message.

(foo evfcn evfunc) - This tells trace that the form evfunc should be evaluated to get the
value of foo applied to its arguments. This option is a bit different from the other
special options since evfunc is usually an expression, not just the name of a func-
tion, and that expression is specific to the evaluation of function foo. The argu-
ment list to be applied is available as T-arglist.

(foo printargs prfunc) - This tells frace to use prfunc to print the arguments to be applied
to the function foo. prfunc should be a lambda of one argument. You may want
to use this option if you want a print function which can handle circular lists. This
option works only if you do not specify your own traceenter function. Specifying
the option lprint is just a simple way of changing the printargs function to the level
printer.

(foo printres prfunc) - This tells trace to use prfunc to print the result of evaluating foo.
prfunc should be a lambda of one argument. This option works only if you do not
specify your own traceexit function. Specifying the option lprint changes printres
to the level printer.
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You may specify more than one option for each function traced. For example:
(trace (foo if (eq 3 (arg 1)) break iprint) (bar evalin (print xyzzy)))

This tells trace to trace two more functions, foo and bar. Should foo be called with the
first argument eq to 3, then the entering foo message is printed with the level printer.
Next it enters a trace break loop, allowing you to evaluate any lisp expressions. When
you exit the trace break loop, foo is applied to its arguments and the resulting value is
printed, again using the level printer. Bar is also traced, and each time bar is entered, an
entering bar message is printed and then the value of xyzzy is printed. Next bar is applied
to its arguments and the result is printed. If you tell trace to trace a function that is
already traced, it first untraces it. Thus, if you want to specify more than one trace option
for a function, you must do it all at once. The following is notequivalent to the preceding
call to trace for foo:

(trace (foo if (eq 3 (arg 1))) (foo break) (foo lprint))

In this example, only the last option, lprint, is in effect.

If the symbol Stracemute is given a non nil value, printing of the function name and
arguments on entry and exit is surpressed. This is particularly useful if the function you
are tracing fails after many calls to it. In this case, you would tell frace to trace the func-
tion, set $tracemute to t, and begin the computation. When an error occurs, you can use
tracedump to print out the current trace frames.

Generally, the trace package has its own internal names for the Lisp functions it
uses, so that you can feel free to trace system functions like cond and not worry about
adverse interaction with the actions of the trace package. You can trace any type of func-
tion: lambda, nlambda, lexpr, or macro, whether compiled or interpreted, and you can
even trace array references. However, you should not attempt to store in an array that has
been traced.

When you are tracing compiled code, keep in mind that many function calls are
translated directly to machine language or other equivalent function calls. A full list of
open-coded functions is listed at the beginning of the Liszt compiler source. Trace does a
(sstatus translink nil) to insure that the new traced definitions it defines are called instead
of the old untraced ones. You may notice that compiled code runs slower after this is
done.

(traceargs s_func [x_level])
WHERE: If x_level is missing, it is assumed to be 1.
RETURNS: The arguments to the x_levelhcall to traced function s_func are returned.

(tracedump)

SIDE EFFECT: The currently active trace frames are printed on the terminal. It returns a
list of functions untraced.
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(untrace [s_argl ...])
RETURNS: A list of the functions that were untraced.
NOTE: If no arguments are given, all functions are untraced.

SIDE EFFECT: The old function definitions of all traced functions are restored except in
the case where it appears that the current definition of a function was not
created by trace.
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CHAPTER 12

Liszt - the Lisp compiler

12.1. General strategy of the compiler

The purpose of the Lisp compiler, Liszt, is to create an object module that, when
brought into the Lisp system using fasl has the same effect as bringing in the
corresponding Lisp-coded source module with load with one important exception: func-
tions are defined as sequences of machine language instructions instead of Lisp S-
expressions. Liszt is not a function compiler; it is a file compiler. Such a file can contain
more than function definitions; it can contain other Lisp S-expressions, which are
evaluated at load time. These other S-expressions are also stored in the object module
produced by Liszt and are evaluated at fasl time.

As is almost universally true of Lisp compilers, the main pass of Liszt is written in
Lisp.

12.2. Running the compiler

The compiler is normally run in this manner:
+ + liszt foo
This compiles the file foo.l or foo. (The preferred way to indicate a Lisp source file is to
end the file name with ¢.I’.) The result of the compilation is placed in the file foo.o, if no
fatal errors were detected. All messages that Liszt generates go to the standard output.
Normally each function name is printed before it is compiled. (However, the +q option
suppresses this.)

12.3. Special forms
Liszt makes one pass over the source file. It processes each form in this way:

12.3.1. macro expansion

If the form is a macro invocation (that is, it is a list whose car is a symbol
whose function binding is a macro), then that macro invocation is expanded. This is
repeated until the top level form is not a macro invocation. When Liszt begins, there
are already some macros defined, in fact some functions, such as defun, are actually
macros. You may define your own macros as well. For a macro to be used, it must
be defined in the Lisp system in which Liszt runs.
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12.3.2. classification

After all macro expansion is done, the form is classified according to its car. If

the form is not a list, then it is classified as an other)

12.3.2.1. eval-when

The form of eval-when is
(eval-when (timel time2 ...) forml form2 ...)

where the time/ are one of eval compile, or load The compiler examines the
formi in sequence and the action taken depends on what is in the time list. If
compile is in the list then the compiler invokes eval on each formi as it examines
it. If loadis in the list, then the compile recursively calls itself to compile each
formi as it examines it. Note that if compile and load are in the time list, then the
compiler both evaluates and compiles each form. This is useful if you need a
function to be defined in the compiler at both compile time, perhaps to aid macro
expansion, and at run time after the file is faskd in.

12.3.2.2. declare

Declare is used to provide information about functions and variables to the
compiler. It is (almost) equivalent to

(eval-when (compile) ...).

You may declare functions to be one of three types: lambda (*expr), nlambda
(*fexpr), or lexpr (*lexpr). The names in parenthesis are the Maclisp names and
are accepted by the compiler as well, and not just when the compiler is in Maclisp
mode. Functions are assumed to be lambdas until they are declared otherwise or
are defined differently. The compiler treats calls to lambdas and lexprs
equivalently, so you need not worry about declaring lexprs either. It is important
to declare nlambdas or define them before calling them. Another attribute you
can declare for a function is localf, which makes the function ‘local’. A local
function’s name is known only to the functions defined within the file itself. The
advantage of a local function is that is can be entered and exited very quickly and
it can have the same name as a function in another file and there will be no name
conflict. : '

Variables may be declared special or unspecial. When a special variable is
lambda bound, either in a lambda, prog, or do expression, its old value is stored
away on a stack for the duration of the lambda, prog, or do expression. This takes
time and is often not necessary. Therefore, the default classification for variables
is unspecial. Space for unspecial variables is dynamically allocated on a stack. An
unspecial variable can only be accessed from within the function where it is
created by its presence in a lambda, prog, or do expression variable list. It is pos-
sible to declare that all variables are special as will be shown later.

You may declare any number of things in each declare statement. A sample
declaration is
(declare
(lambda funcl func2)
(*fexpr func3)
(*lexpr func4)
(localf func5)

(special varl var2 var3)
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(unspecial var4))

You may also declare all variables to be special with (declare (specials t)).
You may declare that macro definitions should be compiled as well as evaluated at
compile time by (declare (macros t)). In fact, as was mentioned earlier, declare is
much like (eval-when (compile) ...). Thus, if the compiler sees (declare (foo bar))
and foo is defined, then it evaluates (foo bar). If foo is not defined, then an
undefined declare attribute warning is issued.

12.3.2.3. (progn ’compile form! form?2 ... formn)

When the compiler sees this it simply compiles form1 through formn as if
they too were seen at top level. One use for this is to allow a macro at top-level
to expand into more than one function definition for the compiler to compile.

12.3.2.4. include/includef

Include and includef cause another file to be read and compiled by the com-
piler. The result is the same as if the included file were textually inserted into the
original file. The only difference between include and includefis that include does
not evaluate its argument and includef does. Nested includes are allowed.

12.3.2.5. def

A def form is used to define a function. The macros defun and definacro
expand to a def form. If the function being defined is a lambda, nlambda, or
lexpr, then the compiler converts the Lisp definition to a sequence of machine
language instructions. If the function being defined is a macro, then the compiler
evaluates the definition -- thus defining the macro within the running Lisp com-
piler. Furthermore, if the variable macros is set to a non-nil value, then the
macro definition also is translated to machine language and, thus, is defined when
the object file is fasled in. The variable macrosis set to t by (declare (macros t)).

When a function or macro definition is compiled, macro expansion is done
whenever possible. If the compiler can determine that a form would be evaluated
if this function were interpreted, then it macro-expands it. It does not macro-
expand arguments to an nlambda unless the characteristics of the nlambda are
known, as is the case with cond. The map functions ( map, mapc, mapcar, and so
on) are expanded to a do statement. This allows the first argument to the map
function to be a lambda expression that references local variables of the function
being defined.

12.3.2.6. other forms

All other forms are simply stored in the object file and are evaluated when
the file is faskd in.
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12.4. Using the compiler

The previous section describes exactly what the compiler does with its input. Gen-

erally, you do not have to worry about all that detail because files that work interpreted,
work compiled. The following is a list of steps you should follow to insure that a file
compiles correctly.

(1]

[2]

(3]

[4]

Make sure all macro definitions precede their use in functions or other macro
definitions. If you want the macros to be around when you fas!/in the object file,
you should include this statement at the beginning of the file: (declare (macros t))

Make sure all nlambdas are defined or declared before they are used. If the com-
piler comes across a call to a function that has not been defined in the current file,
that does not currently have a function binding, and whose type has not been
declared, then it assumes that the function needs its arguments evaluated. That is,
it is a lambda or lexpr and generates code accordingly. This means that you do not
have to declare nlambda functions like status since they have an nlambda function
binding.

Locate all variables that are used for communicating values between functions.
These variables must be declared special at the beginning of a file. In most cases,
there aren’t many special declarations, but, if you fail to declare a variable special
that should be declared, references to those variables which are used ‘free’ will not
access the expected values. Examining the compiler listing will provide indications
of variables used ‘free’ but not declared ‘special’. You may eliminate all such mes-
sages by adding declarations. Unusual constructions calling interpreted code with
‘free’ variables can still fail if called from compiled code in which those variables
are not declared ‘special’. Here is an example. Assume that a file contains just
these three lines:

(def aaa (lambda (glob loc) (bbb loc)))
(def bbb (lambda (myloc) (add glob myloc)))
(def ccc (lambda (glob loc) (bbb loc)))

You can see that if you load in these two definitions, then (aaa 3 4) is the same as
(add 3 4) and gives us 7. Suppose you compile the file containing these definitions.
When Liszt compiles aaa, it assumes that both glob and loc are local variables and
allocates space on the temporary stack for their values when aaa is called. Thus,
the values of the local variables glob and loc do not affect the values of the sym-
bols glob and loc in the Lisp system. Now, Liszt moves on to function bbb. Myloc
is assumed to be local. When it sees the add statement, it finds a reference to a
variable called glob. This variable is not a local variable to this function, and,
therefore, glob must refer to the value of the symbol glob. Liszt automatically
declares glob to be special, and it prints a warning to that effect. Thus, subsequent
uses of glob always refer to the symbol glob. Next, Liszt compiles ccc and treats
glob as a special and loc as a local. When the object file is fasled in and (ccc 3 4)
is evaluated, the symbol glob is lambda-bound to 3, bbb is called and returns 7.
However, (aaa 3 4) fails since when bbb is called, glob is unbound. What should
be done here is to put (declare (special glob) at the beginning of the file.

Make sure that all calls to argare within the lexpr whose arguments they reference.
If foo is a compiled lexpr and it calls bar, then bar cannot use arg to get at foo's
arguments. If both fooand bar are interpreted, this works however. The macro lis-
tify can be used to put all or some of

a lexpr’s arguments in a list, which can then be passed to other functions.
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12.5. Compiler options

The compiler recognizes a number of options that are described later. The options
are typed anywhere on the command line preceded by a plus sign. The entire command
line is scanned and all options recorded before any action is taken. Thus
+ + liszt +mx foo
++ liszt +m +x foo
+ + liszt foo +mx
are all equivalent. The meanings of the options are:

C  The assembler language output of the compiler is commented. This is useful when
debugging the compiler and is not normally done since it slows down compilation.

I The next command line argument is taken as a filename and loaded prior to compi-
lation. ’

e Evaluate the next argument on the command line before starting compilation. For
example,
@ liszt +e ’(setq foobar "foo string")’ foo
evaluates the earlier s-expression. Note that the shell requires that the arguments
be surrounded by single quotes.

m Compile this program in Maclisp mode. The reader syntax is changed to the
Maclisp syntax and a file of macro definitions is loaded in, usually named
/lisp/lib/machacks. However FRANZ LISP cannot guarantee that this switch allows
you to compile any given program without some change.

0 Select a different object or assembler language file name. For example,
+ + liszt foo +0 xxx.0
compiles foo and into xxx.0 instead of the default foo.o, and
+ + liszt bar +S +o0 xxXx.s
compiles to assembler language into xxx.s instead of bar.s.

q Run in quiet mode. The names of functions being compiled and various "Note"’s
are not printed.

Q  Print compilation statistics and warn of strange constructs. This is the inverse of
the q switch and is the default.

r Place bootstrap code at the beginning of the object file, which, when the object file
is executed, causes a Lisp system to be invoked and the object file faskd in. This is
known as ‘autorun’ and is described later.

S Create an assembler language file only.
+ + liszt +S foo
Creates the assembler language file foo.s but does not attempt to assemble it. If
this option is not specified, the assembler language file is put in the temporary disk
area under an automatically generated name based on the Lisp compiler’s process
id. Then, if there are no compilation errors, the assembler is invoked to assemble
the file. :

T  Print the assembler language output on the standard output file. This is useful
when debugging the compiler.

u Run in UCI-Lisp mode. The character syntax is changed to that of UCI-Lisp and a
UCI-Lisp compatibility package of macros is read in.

w  Suppress warning messages.

x  Create a cross reference file.
++ liszt +x foo
not only compiles foo into foo.0 but also generates the file foo.x. The file foo.x is
Lisp-readable and lists for each function all functions which that function could
call. The program Ixref reads one or more of these ".x" files and produces a
human-readable cross reference listing.
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12.6. autorun

12-6

The object file that Liszt writes does not contain all the functions necessary to run
the Lisp program, which was compiled. In order to use the object file, a Lisp system
must be started and the object file faskd in. When the +r switch is given to Liszt, the
object file created contains a small piece of bootstrap code at the beginning, and the
object file is made executable. Now, when the name of the object file is given to the
operating system command interpreter (shell) to run, the bootstrap code at the beginning
of the object file causes a Lisp system to be started. The first action the Lisp system
takes is to faslin the object file that started it. In effect, the object file has created an
environment in which it can run.

Autorun is an alternative to dumplisp. The advantage of autorun is that the object
file that starts the whole process is typically small, whereas the minimum dumplisped file
is very large -- one half megabyte. The disadvantage of autorun is that the file must be
faskd into a Lisp system each time it is used, whereas the file which dumplisp creates can
be run as is. Liszt itself is a dumplisped file since it is used so often and is large enough
that too much time is spent fasing it in each time it is used. The Lisp cross reference
program, Ixref, uses autorun, since it is a small and rarely used program.

In order to have the program faskd in, begin execution (rather than starting a Lisp
top level), the value of the symbol user-top-level should be set to the name of the func-
tion to get control. An example of this is shown next.
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Suppose you want to replace the operating system
date program with one written in Lisp.

+ + cat lispdate.l

(defun mydate nil
(patom "The date is ")
(patom (status ctime))
(terpr)
(exit 0))

(setq user-top-level *mydate)

+ + liszt +r lispdate

Compilation begins with Lisp Compiler 5.2

source: lispdate.l, result: lispdate.o

mydate

%Note: lispdate.l: Compilation complete

%Note: lispdate.l: Time: Real: 0:3, CPU: 0:0.28, GC: 0:0.00 for 0 gcs
%Note: lispdate.l: Assembly begins

%Note: lispdate.l: Assembly completed successfully

This changes the name to remove the".d", (this isn’t necessary).
+ + move lispdate.o lispdate

This tests it out.
+ + lispdate
The date is Sat Aug 1 16:58:33 1984
++

12.7. pure literals

Normally, the quoted lisp objects (literals) that appear in functions are treated as
constants. Consider this function:

(def foo
(lambda nil (cond ((not (eq ’a (car (setq x ’(a b)))))
(print "impossible!!))
(t (rplaca x ’d)))))

At first glance it seems that the first cond clause is never true, since the car of (a b)
should always be a However, if you run this function twice, it prints ’impossible!!’ the
second time. This is because the following clause modifies the ’constant’ list (a b) with
the rplaca function. Such modification of literal Lisp objects can cause programs to
behave strangely as the earlier example shows, but, more importantly, it can cause gar-
bage collection problems if done to compiled code. When a file is faskd in, if the sym-
bol $purcopylits is non-nil, the literal Lisp data is put in ’pure’ space; that is, it is put in
space that need not be looked at by the garbage collector. This reduces the work the gar-
bage collector must do, but it is dangerous, since if the literals are modified to point to
non-pure objects, the marker may not mark the non-pure objects. If the symbol Spur-
copylits is nil, then the literal Lisp data is put in impure space and the compiled code acts
like the interpreted code when literal data is modified. The default value for $purcopylits
is t.
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12.8. transfer tables

A transfer table is setup by fas!/ when the object file is loaded in. There is one
entry in the transfer table for each function that is called in that object file. The entry
for a call to the function foo has two parts whose contents are:

[1]1 Function address — This initially points to the internal function glinker. It may
some time in the future point to the function foo, if certain conditions are satisfied.
(See later for more on this.)

[2] Function name — This is a pointer to the symbol foo. This is used by glinker.

When a call is made to the function foo, the call actually is made to the address in the
transfer table entry and ends up in the glinker function. Qlinker determines that foo is

the function being called by locating the function name entry in the transfer table’. If
the function being called is not compiled, then glinker just calls funcall to perform the
function call. If foois compiled and if (status translink) is non-nil, then glinker modifies
the function address part of the transfer table to point directly to the function jfoo.
Finally, glinker calls foo directly . The next time a call is made to foo the call goes
directly to foo and not through glinker. This results in a substantial speedup in compiled
code to compiled code transfers. A disadvantage is that no debugging information is left
on the stack, so showstack and baktrace are useless. Another disadvantage is that if you
redefine a compiled function either through loading in a new version, or interactively
defining it, then the old version may still be called from compiled code, if the fast link-
ing described earlier has already been done. The solution to these problems is to use
(sstatus translink value). If value is

nil  All transfer tables are cleared. That is, all function addresses are set to point to
glinker. This means that the next time a function is called gqlinker is called and
looks at the current definition. Also, no fast links are set up since (status translink)
is nil. The result is that showstack and baktrace work and the function definition at
the time of call is always used.

on This causes the Lisp system to go through all transfer tables and set up fast links
wherever possible. This is normally used after you have faskd in all of your files.
Furthermore, since (status translink) is not nil, glinker makes new fast links if the
situation arises, which is not likely unless you fas/in another file.

t This or any other value not previously mentioned just makes (status translink) be
non-nil and, as a result, fast links is made by glinker if the called function is com-
piled.

12.9. Fixnum functions

The compiler generates inline arithmetic code for fixnum only functions. Such
functions include +, —, *, /, \, 14+ and 1—. The code generated is much faster than
using add, difference, etc. However it only works if the arguments to and results of the
functions are fixnums. No type checking is done.

¥ Qlinker does this by tracing back the call stack until it finds the calls machine instruction that called it. The ad-
dress field of the calls contains the address of the transfer table entry.
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CHAPTER 13

TPL: the Top-Level Listener

13.1. Introduction

Tpl is the default top-level “‘listener’’ for FRANZ Lisp. This program reads input
from the keyboard, evaluates the input, and prints the value(s) returned by the evalua-
tion. While it is possible for a Lisp system to provide just this bare ‘‘read-eval-print
loop”’ and be quite useful, most users prefer a more ‘‘user-friendly’’ top level.

Part of the attraction of Lisp is that this or any other top-level interface to the user
is easy to change for special uses. In many cases, serious application programs replace tpl
with a different top level. Several widely-used programs replace it with an algebraic infix
parser; others use a natural language (English) parser, or a database command language.
Since the source text for tpl is available in the lisp library as tpl.l, the code can be used
by programmers as a basis for other top-level “‘listeners”.

13.2. A top-level for debugging Lisp programs

The particular goal of this top-level listener is to provide a natural link to FRANZ
Lisp debugging facilities, and support the programmer with various mechanisms to keep
track of command histories, simplify the setting and examination of debugging flags, etc.
Tpl provides enhanced debugging facilities, history command substitution, a file package,
frame evaluation, and lisp stack manipulating functions.

13.3. How to use tpl

If you start up the FRANZ LiSP system as delivered, tpl is the program which reads
your keyboard input and determines what is done with it. Tpl prints a prompt “‘=> .

Any input that is valid use at any level in FRANZ LISP will have exactly the same
meaning to tpl, with the exception that new lines beginning with a question mark (?) are
interpreted as special commands to tpl, and not passed immediately to Lisp for evalua-
tion.

In the description of the tpl commands, the notation [...] indicates optional argu-
ments, and the notation [a | b] means ‘a’ or ‘b’ or neither.

7help [topic]
prints the help text associated with a particular command within tpl. ‘topic’ can be
selected from one of the tpl keywords; if no argument is given, a list of the key-
words and a brief summary of their meanings is printed. For example:

=> %help history

prints an explanation of what you get when you type ‘?history”’.
=> %help ?

similarly, prints an explanation of “??”’
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?? [location-specifier]

finds a particular previous command line identified by the location-specifier, and
re-executes it as if it were retyped to tpl directly. If the location-specifier is a non-
numeric ymbol, tpl scans backward through the commands to find an expression
whose ‘car’ is equal to the symbol. For example, "?? print" will repeat the last
command beginning (print ....). It is not necessary to type the whole symbol: you
can type an asterisk to match ‘‘the rest of the atom”. For example, ‘“‘?? pr *”* will
also find (print ...) unless some more recent command also begins with (pr... ...).
If the location-specifier is a positive integer, the command line with that number is
re-executed. If location-specifier is a negative number (-N) then the Nth previous
command is redone. If location-specifier is not given, then the last command is
redone. Thus “??” is equivalent to *“?? -1,

?hisltory] [r]
prints the history list of recent Lisp commands. You may set the variable tpl-
history-show to alter the number of the most recent commands which are
displayed. Invoking the ‘r’ option will display the results of those commands.

relset]
is equivalent to typing the Lisp command (reset).

2tr [fnl fn2 ...]
traces ‘fnl fn2 ... While this will usually be a simple enumeration of functions to
be traced, more options can be passed to the trace function by using (name
option-list) expressions as in the normal trace package (e.g. ““?tr (foo break)”’).

2untr [fnl fn2 ..]
untraces the specified functions, or if given no argument, will untrace all traced
functions.

step [t|fnl fn2 ..]
initiates a mode of single-step execution of Lisp, If ‘t’ is the argument, this is done
immediately. Otherwise stepping is initiated upon entry to any of the functions fnl

fn2, ... . The next two commands control this mode.
?soff

turns stepping off.
?sc [n]

(step counter) steps ‘n’ times, then enters a Lisp (break). ‘n’ defaults to one. if
[P}

n’ is the symbol ‘inf’ then steps forever without breaking. When in stepping
mode, typing a <return> is equivalent to ?sc 1.

?state [sym1 vall ...]
prints/changes the state of tpl flags and variables. The variables listed by ’?state’
are the only ones which can be changed via this command. Syml is set to vall,
etc.

?prt ‘pop and retry’: does a ?pop, followed by a retry of the command which caused the
last break to be entered. This is one of the most commonly useful tpl commands,
since it resumes computation, probably after a fix-up, from the last error.

21d [filel file2 ... ]
loads the given files, or re-loads the just previously loaded file if no arguments are
supplied.

?fast sets up Lisp for fast execution, by: turning off debugging mode (?debug off), set-
ting translink to ’on’, and setting displace-macros to t. Debugging information will
be lost when this mode is entered. These settings generally would be used during
the running of compiled programs which are known to be correct and in which
high-speed execution is important.
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?pop pops up one break level. If at the top level, it has no effect.

?ret [vall
returns ‘val’ from this break level. If the argument is missing, nil is returned. The
value is returned to the function which produced the error, allowing it to continue.
The break must have originated from invoking the break function or from the sig-
nalling of a continuable error. The argument ’val’ is evaluated.

?z0 views (Zooms) a portion of the Lisp stack. You may use ?up and ?dn to move the
pointer to the current stack frame. Prior to using this you should execute the tpl
command ?debug so that sufficient information is stored on the stack.

?dn [n]
without arguments, moves the current frame pointer down one level and executes
a ?zo. If n is given, it moves that number of frames down. The stack grows
upward, so the oldest frames are on the bottom.

?up [n]
is the same as ?dn, except the current frame pointer is moved in the up direction.

?ev symbol
determines the value of symbol in the context of the current stack frame, as if the
frames above the current one had not yet been created.

?pp ‘‘pretty prints’’ the current frame with neat indentation and without ellipsis. Ordi-
narily this would be used after ?zo is used to locate a frame of interest.

<eof>
(a single character, without a ¢?” prefix) pops up one break level if it is typed to tpl
from a keyboard input stream. Depending upon the catching of signals, if it is
typed on the top level, may be used to exit from lisp. Lisp.

13.4. Tpl special symbols
The following are special symbols:

user-top-level
may be bound to a function (i.e. a lambda-expression, or more likely a symbol
which is the name of a defined function), which will be evaluated instead of (tpl)
as the read-eval-print loop.
top-level-prompt
if bound to a non-nil S-expression, will be used as the top-level prompt.
top-level-init
if bound to a function, will be used to initialize tpl. Normally, the lisprc file is
read, and the copyright notice and version number are printed.
top-level-print
if bound to a function, will be used to print values returned by the read-eval part of
the read-eval-print loop.
tpl-number-prompt
if t, will cause tpl to print an index number with the ‘=>" prompt.
tpl-prinlevel
the maximum nesting level to print lists. Beyond that point, lists are abbreviated to
&. '
tpl-prinlength
the maximum length to print a list. Beyond that point, lists are abbreviated to &.
tpl-history-show
the number of history items to show with the ?history command.
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displace-macros
if t, then displace macros with their expansion. This will speed execution, occupy
more space, and possibly interfere with debugging by replacing macro calls by pos-
sibly obscure expansions.

13.5. A sample session with TPL

; first we load in a factorial function:

=> 71d fact
[load fact.1]
(fact)
; we ‘prettyprint’ the fact function
=> (pp fact)
(def fact

(lambda (n)

(cond ((= n 0) (bug)) ((times n (fact (subl n)))))))

t

; we somehow fail to notice that there is a bug in when n equals 0

; SO we try it out:

=> (fact 10)

Error: eval: Undefined function bug

Form: (fact 10)

; we could use showstack or backtrace to find out what is wrong, but
; for this example we decide that we want to use the more powerful

; 7zo (zoom) function. In order to use ?zo, we have to be in debugging
; mode before the error occurs. Since we aren’t, we decide to turn

; on debugging and run the function again so it gets an error

c{1} ?debug

Debug is on

t

; the ?prt function pops up a break level and retries the function that
; caused the error. The line just below which says ‘=> (fact 10)’ was
; printed by tpl. It was not typed by the user. tpl is showing the

; function it is retrying.

c{1} ?prt

=> (fact 10)

Error: eval: Undefined function bug

Form: (fact 10)

; the error occurred again. Now that we are in debug mode, we can do
; a zoom

c{1} ?zo

Should I re-calc the stack(y/n):y

Rk top *okok

// current \

(bug)

(cond ((= n 0) (bug)) ((times n &)))

(fact (subl n))

(times n (fact (subl n)))

nil

; it shows that the current frame is the top frame and that is the

; evaluation of (bug).

; We can ask what the value of n is at this point:

c{1} %evn
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0 ,
; it is pretty clear that the problem is that the bug function is
; undefined. Before we correct it, we show a bit more of tpl. Here
; we go down five frames:
c{1} ?dn 5
(cond ((= n 0) (bug)) ((times n &)))
(fact (subl n))
(times n (fact (subl n)))
(cond ((= n 0) (bug)) ((times n &)))
// current \
(fact (subl n))
(times n (fact (subl n)))
(cond ((= n 0) (bug)) ((times n &)))
(fact (subl n))
nil
; Now we inquire as to n’s value at this point in the execution:
c{1} ?%evn
2 .
; Now let us fix the bug. The function fact could be edited by using
; editf (see chapter 16), or we can define (bug) as returning 1.
c{1} (defun bug O 1)
bug

; Now we pop and retry. Notice that we dndn t have to move the

; current frame to the top.
c{l} 7prt
=> (fact 10)
3628800
; this time it works.
=>

; sample session 2.
; things work slightly differently when fact is compiled

=> ?1d fact

[fasl fact.o]

(fact)

; we turn on debugging since we know that an error will occur
=> ?7debug

Debug is on

t

=> (fact 10)

Error: Undefined function called from compiled code bug
Form: (fact 10)

; look at the stack

c{1} ?zo

Should I re-calc the stack(y/n):y

ook top *okk

// current \

a:(fact (0))

a:(fact (1))

a:(fact (2))

a:(fact (3))

nil

; The call to (bug) isn’t visible on the stack, since undefined functions
; are detected in compiled code in a different manner.
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; Notice that the frames are preceded by ‘a:’ and the arguments look
; unusual. This is an ‘apply’ form, which you may think of as a shorthand for
; (apply ’fact ’(2)). This is how frames showing calls from compiled
; code look.

c{1} (defun bug O 1)

bug

; again we fix the bug and retry

c{1} ?prt

=> (fact 10)

3628800

; and it works.

=>

13.6. The File Subsystem

13-6

The FRANZ Lisp file package helps support the residential environmental style of
lisp programming in which most or all program editing is done within lisp itself, probably
using editf, editv, editp to create and debug programs. Although ordinary data files are
used by the file package to store the programmer’s alterations to the function definitions
and other data that persist between runnings of programs, management of those files is
controlled by the FRANZ LISP system.

As an interactive session proceeds, the file package (in cooperation with the top
level) tracks the changes the user makes to the lisp environment. Those changes are of
three types: function (or macro) definitions, values of variables (symbols) altered, and
properties of symbols altered. At any point the user can find out what has been changed
by typing ?changed to the top level, which will print the information out in a table form.

Each item (function, value or property) may be associated with a file. The list
printed by ‘?changed’ will show the associated file for each changed item. In order to
save a change, the user must request that the associated file be written out (using
“ileout’, described below). If an item doesn’t have an associated file, then one can be
declared using ‘?add-function’, ‘?add-var’ or ‘?add-prop’, depending on the type of item.

Command Summary for the File Package

?filein [namel name? ...] ,
loads the named files using a read-eval loop, printing the names (not the values)
being loaded. The files being read should have been written with ?fileout. If no
files are named as arguments, a list of all previously loaded files is returned. The
command

ileout [namel name? ...]
writes the given files if any of the items in the file have changed. With no argu-
ments, all files that need updating are rewritten.

?changed
reports on those data items which have changed but not stored on files, and the
names of associated files.

?add-function filen fcnl [fen2 ...]
adds ‘fenl’, ‘fen2’, etc. to the list of functions associated with the the file ‘filen’.
The file ‘filen’ should either not exist or should be the name of a file which has
been loaded with ?filein.

?add-var filen varl [var2 ...]
adds the given symbols ‘varl’, ‘var2’, etc. to the list of symbols stored in the file
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‘filen’. The file ‘filen’ should either not exist or should be the name of a file which
has been loaded with ?filein.

?add-prop
adds symi’s indi property to the list of properties stored in the file ‘filen’. The file
*filen’ should either not exist or should be the name of a file which has been
loaded with ?filein.

?rem-function filen fenl [fen2 ...]
rem-var filen varl [var2 ...]

?rem-prop filen (syml ind1) [(sym2 ind2) ...]
remove the named items from filen. They do this by deleting the association of the
item from the file. When the file is next written with ‘?fileout’, the items will not
be written out.

?whichfile fcn | var | (symbol ind) ...
for each item (which can be a function, variable or (symbol ind)), prints the asso-
ciated filename, if there is one. If a symbol is both a function and a variable (in
different files), both associated files are printed.

filestatus [filen] filen2 ...]
prints the names of the items in each file listed. If no filenames are given, prints a
summary status report of all files.

Backup Variables in the File Package

There are several variables which the user might wish to alter to assist in backup
maintenance:

file:backup-prepend ‘
is a string (or symbol) to prepend to the filename to generate a backup filename
during a ‘fileout’

file:backup-append
is a string (or symbol) to append to the filename to generate a backup filename
during a ‘?fileout’

13.7. File subsystem implementation notes

The file package maintains a database of knowledge about files. For each file it
keeps track of the items stored in that file. The file package also maintains a list of items
which have changed, called the changed-list.

Filein notes:
Filein recognizes three types of items: functions, variables and properties.

A function item has this form: (kwd functionname anything ...) where kwd is an
element of the list which is the value of file:function-modifiers. The initial value of
file:function-modifiers is (defun def defmacro). The user may wish to add something to
this list to read in a file not created by ‘?fileout’. The ‘?fileout’ function-printing func-
tion will only use the ‘def” form, which provides a superset of the capabilities of the
other forms.

A variable item has this form: (kwd variablename anything ...) where kwd is an ele-
ment of the list which is the value of file:variable-modifiers. The initial value of
file:variable-modifiers is (setq).

A property item has this form: (kwd symbol anything indicator) where kwd is an
element of the list which is the value of file:property-modifiers. The initial value of
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file:property-modifiers is (defprop). Note that the symbol and indicator are not
evaluated before they are added to the list of items, so ‘putprop’ is not a valid kwd to be
added to file:property-modifiers.

Fileout notes:

Files created by ?fileout contain only a few types of forms (def, setq and defprop).
If the file is edited externally from the lisp system and other forms are inserted (such as
declares or comments), and then the file is filed in-and-out, the other forms will be lost.
It is also important to keep forms syntactically correct (e.g. with parentheses balanced),
because then forms following the error will not be read in to the lisp system. It is gen-
erally safe to edit or merge files to add, delete or alter syntactically proper definitions of
the forms already known to the file package.

Mileout performs the following sequence of operations: it opens up a file in /tmp
and writes all items in the file. As each item is written, it is also removed from the glo-
bal changed-list if it was on that list. If a file with the same name as the one being writ-
ten exists then ?fileout will preserve the previous file by changing its name, if the user
has set one or both of the variables file:backup-prepend and file:backup-append. If both
of these variables are nil, then a backup will not be done. If file:backup-prepend is non-
nil, then its value should be a symbol or string which will be prepended to the filename
in order to create the backup name. Likewise file:backup-append will be appended to the
filename to create the backup name. If both variables are non-nil, then both will be
used. Finally, the file in /tmp is renamed to the name of the file being filed out.

A caution is appropriate: suppose you start lisp and define the function ‘solveit’.
You would like to add this function to the file ‘eqn.I’ which you created earlier and
which already contains a number of functions. Your first thought may be to type:
?add-function eqn.l solveit
Since the file ‘eqn.]’ exists on the disk but hasn’t been loaded yet, the file package is
ignorant of any functions other than ‘solveit’ associated with ‘eqn.l’. Executing
fileout eqn.1
would cause the contents of ‘eqn.’ to be replaced with the definition of the single func-
tion ‘solveit’. As a guard against this situation, the file package asks you if you want to
abort the ?add-function operation when you mention an existing file which however has
not been read-in. It is best to type ‘yes’ at this point, then
?filein eqn.1
and then
?add-function eqn.l solveit
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CHAPTER 14

Miscellaneous Topics

14.1. Keyword Arguments

FRANZ LiIsP new offers an alternative function calling convention: keyword argu-
ments. This feature is borrowed from Common Lisp and is completely compatible with
Common Lisp keywords.

Keyword arguments are used in functions which are largely given as an interface to
the user to some package which has a large number of selectable parameters. When cal-
ling a function of this type, it would be hard to remember the ordering of arguments,
since this ordering is possibly random. Keyword arguments offer the ability to tag the
parameters to a function so they can be given in any order and so they are easy to
remember.

In Common Lisp, any symbol which contains a colon (:) as the first character is
called a keyword, and is then treated very specially: keywords evaluate to themselves.
This means :foo evaluates to :foo, where normal symbols would need a quote () in front
of them to evaluate this way. Currently, in FRANZ LISP, keywords do not exist, and they
need the preceding quote to make them evaluate to themselves. In the near future this
limitation will be lifted with the implementation of the packages facility.

A keyword is a tag for an argument to a function, and keyword-argument
sequences come in pairs, in that order. To illustrate the use of keywords to tag argu-
ments, consider the function make-hash-table (explained below) which takes up to four
arguments. A possible invocation might be (make-hash-table ’:size 100). The :size key-
word tagsthe argument 100 as the size parameter to the function make-hash-table. Also,
note that the following forms (make-hash-table ’:size 10 ’:test ’equal) and (make-hash-table
":test ‘equal ’:size 10) are equivalent.

Whenever a keyword appears in a function definition in this manual, it will be
named without the quote, and it is implied that the user must supply the quote until the
packages facility has been installed.

14.2. Hash Tables

A hash table is an object that can efficiently map one object to another. Each hash
table is a collection of entries, each of which associates a unique key with a value. There
are functions to add, delete, and find entries based on a particular key. Finding a value
in a hash table is relatively fast compared to looking up values in, for example, an assoc
list or property list. '

The hash table is nota true data type, but rather a type which is constructed from
objects of the type vector. Because of this, the vector predicate returns a non- nil value
when handed a hash table. It should be noted that using vset to set a element of the
hash table will yield unpredictable results.

© 1984 by Franz Inc.
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Adding a key to a hash table modifies the hash table, and is therefore a destructive
operation.

There are two different kinds of hash tables: those that use the function equal for
the comparing of keys, and those that use eq, the default. When a hash table is created,
the type of comparator is set. If "eq" is chosen as the comparator, and a lookup of a key
is being performed, then the given key is compared to the keys in the table using "eq".

Hashing provides an efficient basis for the construction of the packages facility and
for various sorts of data retrieval techniques.

This hash table package is completely compatible with the one in Common Lisp.

14.2.1. Functions

(makeht ’x_size [ ’s_test ])

RETURNS: A hash table with x_size hash buckets. If present, s_test is used as the test to
compare keys in the hash table, the default being eq Other valid values for
s_test are equalor nil (to use the the default comparator eg).

NOTE: This function in not present in Common Lisp.

(make-hash-table :size :test :rehash-size :rehash-threshold)

RETURNS: A hash table object of some number of buckets, given by the :size argument. If
the function to compare hash table keys is be something other than eg, then the
‘test argument should be used to set this (the choices are eq, equal or nil).

NOTE: The :rehash-size and :rehash-threshold keywords are ignored at this time, and no
rehashing is done. Please see the Keywords section in this chapter for an explana-
tion of the colon.

(hash-table-p "H_arg)
RETURNS: t if H_arg is a hash table.

NOTE: Hash tables are really vectors with the car of the their property list equal to hash-
table.

(gethash ’g_key "H_htab [ ’g_defval 1)

RETURNS: two values, first, the value associated with the key g_key in hash table H_htab,
or nil if the key was not in the table, and then a Boolean value to indicate
whether or not there was a match. If g_defval is given and there is no entry in
the hash table, then g_defval is returned.

NOTE: setfmay be used to set the value associated with a key.
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(addhash ’g_key 'H_htab ’g_val)
RETURNS: g_key, after adding it with its value g_val to the hash table.

(remhash ’g_key "H_htab)

RETURNS: t if there was an entry for g_key in the hash table H_htab, nil otherwise. In the
case of a match, the entry and associated object are removed from the hash
table.

(maphash *u_fun "H_htab)

RETURNS: nil.

NOTE: The function u_fun is applied to every element in the hash table H_htab. The
function should expect two arguments: the key and value of an element. The
mapped function should not add or delete objects from the table because the
results would be unpredictable.

(cIrhash "H_htab)
RETURNS: the hash table cleared of all entries.

(hash-table-count 'H_htab)

RETURNS: the number of entries in H_htab. Given a hash table with no entries, this func-
tion returns zero.
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144

; make a vanilla hash table using "eq" to compare items...
—> (setq black-box (makeht 20))

hash-table [26]

—> (hash-table-p black-box)

t

—> (hash-table-count black-box)

0 .

—> (setf (gethash ’anykey black-box) ’(this list is the value))
anykey

—> (gethash ’anykey black-box)

(this list is the value)

—> (hash-table-count black-box)

1

—> (addhash ’composer black-box ’franz)

composer

—> (gethash ’composer black-box)

franz

—> (maphash *(lambda (key val) (msg "key=" key ",value="value N))

black-box)

key =composer,value =franz

key =anykey,value = (this list is the value)
nil

—> (cIrhash black-box)

hash-table[26]

—> (hash-table-count black-box)

0

—> (maphash *(lambda (key val) (msg "key="key ",value=" value N))

black-box)
nil

; here is an example using "equal" as the comparator
—> (setq ht (makeht 10 ’equal))

hash-table[16]

—> (setf (gethash ’(this is a key) ht) ’(and this is the value))
(this is a key)

—> (gethash ’(this is a key) ht)

(and this is the value)

; the reader makes a new list each time you type it...
—> (setq x ’(this is a key))

(this is a key)

—> (setq y ’(this is a key))

(this is a key)

; these two lists are really different lists

; they are "equal" but not "eq"

—> (equal x y)

t

—> (egxy)

nil

; since we are using "equal" to compare keys, we are OK...
—> (gethash x ht)

(and this is the value)

—> (gethash y ht)

(and this is the value)
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14.3. Multiple Value Returns

Sometimes a function logically needs to return more than one value. A function
returning a complex number might return the real and imaginary parts separately, using
multiple value returns. Only those functions which expect multiple values can receive
them, and thus the default is to return a single value. The mechanism for using multiple
values is explained below.

There are special functions which must be used to produce and receive multiple
value. If a called function produces multiple values and the calling function does not
request them, then all but the first value are discarded. If no values are produced, then
the caller receives nil for a value. The maximum number of multiple values which can
be returned by a functions is bound to the global variable multiple-values-limit.

The multiple value facility is completely compatible with the one in Common Lisp.
Here are the functions to produce and receive multiple values:

(values [’g_argl ... ’g_argn])

RETURNS: g_argl, or nil if given no arguments. The g_argi are returned as multiple
values, needing one of the special forms below to receive them.

(values-list ’1_arg)

RETURNS: the car of 1_arg, and the elements in the list |_arg as multiple values. This form
is equivalent to (apply ’values ’l_arg).

(multiple-value-call *u_fun ’g_forml [ ’g_form2 ... ])
RETURNS: the result of calling u_fun with the results of all g_formi as arguments.

(multiple-value-list ’g_form)

RETURNS: a list of the multiple values returned by g form. This form is equivalent to
(multiple-value-call #’list ’g_form).

(multiple-value-progl ’g_forml [’g_form2 ... ])
RETURNS: the values produced by g_forml, after evaluating all g_formi.

(multiple-value-setq ’l_varlist ’g_form)

RETURNS: the first value returned by g_form after setting each variable in 1_varlist to the
corresponding value returned by g_form (the first variable gets the first value,
and so on).

NOTE: If there are more variables than returned values, then the remaining variables are
given the value of nil.

(multiple-value-bind ’1_varlist ’g_values-form ’g_form1 [ ’g_form2 ... ])
RETURNS: the result of evaluating g _formi. The variables in | _varlist are bound to the
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values returned by g_values-form, and then all the g_formi are evaluated.

14.4. Miscellaneous Functions

(map-over-oblist u_fun)
RETURNS: nil. .

NOTE: u_fun is applied to every element in the oblist. When packages are implemented,
this function will disappear, and maphash will work on the oblist.

(dolist (s_var 1_form g_resultform) g_form)

RETURNS: if present, g_resultform, nil otherwise. Dolist provides a mechanism to iterate
over the elements of the list |_form, successively binding the elements to s_var,
while executing the body of the loop g_form.

(dotimes (s_var i_countform g_resultform) g_form)

RETURNS: if present, g_resultform, nil otherwise. Dotimes provides a mechanism to
iterate over a sequence of integers. First, i_countform is evaluated to produce
an integer, and then evaluates g form once for each integer from zero
(inclusive) to i_countform (exclusive), in order, binding s_var to this integer.

(do 1_vrbs 1_test g_expl ...)

RETURNS: the value of the last form in the cdr of 1_test, or a value explicitly given by a
return evaluated within the do body.

NOTE: A feature has been added for Common Lisp compatibility. Each var-init-repeat
form may be an atom, in which case it is bound to nil. Thus ‘foo’ may be regarded
as an abbreviation for the var-init-form *(foo nil)’.

(do* 1_vrbs 1_test g_expl ...)

RETURNS: the value of the last form in the cdr of 1_test, or a value explicitly given by a
return evaluated within the do body.

NOTE: This is the Common Lisp do* form. It is very similar to do except that: (1) The
var-init-repeat forms are evaluated sequentially rather than simultaneously. (2)
There is no analogue of the old-style maclisp do. In particular, 1_vrbs must be a list
of var-init-repeat forms.

(with-keywords ’1_keys ’1_keydefs ’g_forml [ ’g_form2 ... 1)
NOTE: Please see the Keywords section in this chapter.

RETURNS: The result of evaluating the g_formi. The elements of the list 1_keys represent
the calling parameters to a function using keyword arguments as tags, and takes
the form of (keywordl valuel keyword?2 value2 ...). This is a list of the argu-
ments given to a function. The 1_keydefs define which keywords are valid, what
variable the value will be bound to, and what the default value is is the
keyword-value pair does not exist in 1_keys. The g_form are forms which are
evaluated after binding the variable in the 1_keydefs list.
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—> (setq x 100)

100

—> (dolist (x’(abcdefg) ’result) (msg x " "))
abcdefgresult

—->X

100

—> (dotimes (x 10) (msg x ","))
0,1,2,3,4,5,6,7,8,9,nil

—>X

100

;; here is the definition of make-hash-table using
;; with-keywords:

(defun make-hash-table (&rest keys)
(with-keywords keys ((:test test ’eq)
(:size size 20)
(:rehash-size dummy nil) ; @ no-op
(rehash-threshold dummy nil))  ; a no-op
(makeht size test)))

(make-vector-float *x_size)
RETURNS: a vector for storing x_size float values to be passed to C routines.

(vset-float ’v_vec *x_index ’f_value)

RETURNS: f_value, after setting the x_index’th element of v_vec to f_value. v_vec should
have been created by make-vector-float

(vref-float ’v_vec ’x_index)

RETURNS: the x_index’th element of v_vec. v_vec should have been created by make-
vector-float

14.5. Sharp Sign Macro Syntax

The sharp sign macro (using the # character) in a part of the standard lisp reader.
Among it’s uses, are to have the reader evaluate expressions short hand notations, and
reading numbers in other than the standard radix.

Sharp sign macros are invoked by a two character sequence, consisting of the sharp
(or pound) sign (#), followed by an additional character, which will be discussed shortly.
Here are the macros, listed by the two character sequences:

# This is an abbreviation of function # ’foois read as (function foo).

#( read the following forms, up to a right parenthesis, into a lisp vector.
#,

#. The following form is evaluated before being returned from the read.

#\ If the form after the #\ is a one of newline, space, rubout, page, tab, backspace,
return, linefeed, vert, sharp, then the character code for the above is read. And
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14-8

#+

#o
#0
#x
#X

otherwise, the form must be a single character, and the form read is the character
code for that character.

The characters read between this marker and the characters |# are discarded. This
form does nest, so "#| #l [# [#" is valid.

The following form is read (or not read) depending on whether (or not) the follow-
ing form is on the (status features) list. This is how read-time conditionalization is
done.

read the following form as an octal number.

read the following form as a hexidecimal number.
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CHAPTER 15

The Lisp Stepper and FIXIT

Several handy debugging tools are described in detail in this chapter.

15.1. Simple Use Of Stepping

(step s_argl...)

NOTE: The Lisp ‘‘stepping’ package is intended to give the Lisp programmer a facility
analogous to the Instruction Step mode of running a machine language program.
The user interface is through the function (fexpr) step, which sets switches to put
the Lisp interpreter in and out of ‘‘stepping’® mode. The most common step invo-
cations follow. These invocations are usually typed at the top-level, and will take
effect immediately (i.e. the next S-expression typed in will be evaluated in stepping
mode). The facilities of this package are similar to those in the ‘tpl’ system, but
can be used separately. The capabilities of the two systems will be unified and
expanded in the future.

(step t) ; Turn on stepping mode.
(step nil) ; Turn off stepping mode.

SIDE EFFECT: In stepping mode, the Lisp evaluator will print out each S-exp to be
evaluated before evaluation, and the returned value after evaluation, calling
itself recursively to display the stepped evaluation of each argument, if the
S-exp is a function call. In stepping mode, the evaluator will wait after
displaying each S-exp before evaluation for a command character from the
console.
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STEP COMMAND SUMMARY
<return> Continue stepping recursively.

[Y

Show returned value from this level
only, and continue stepping upward.

Only step interpreted code.

g Turn off stepping mode. (but continue
evaluation without stepping).

n <number> Step through <number> evaluations without
stopping

p Redisplay current form in full
(i.e. rebind prinlevel and prinlength to nil)

b Get breakpoint

q Quit

d Call debug

15.2. Advanced Features

15-2

15.2.1. Selectively Turning On Stepping

If
(step fool foo2 ...)

is typed at top level, stepping will not commence immediately, but rather when the
evaluator first encounters an S-expression whose car is one of fool, foo2, etc. This
form will then display at the console, and the evaluator will be in stepping mode wait-
ing for a command character.

"Normally the stepper intercepts calls to fincall and eval When funcall is inter-
cepted, the arguments to the function have already been evaluated but when eval is
intercepted, the arguments have not been evaluated. To differentiate the two cases,
when printing the form in evaluation, the stepper prints intercepted calls to funcall
with “f:’. Calls to fincall are normally caused by compiled Lisp code calling other
functions, whereas calls to evalusually occur when Lisp code is interpreted. To step
through only calls to eval, use: (step e)

15.2.2. Stepping With Breakpoints

Step is turned off for the duration of error breaks, but not by explicit use of the
break function. Executing (step nil) inside a error loop will turn off stepping globally,
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i.e. within the error loop, and after return the return from the break loop.

15.3. Overhead of Stepping

If stepping mode has been turned off by (step nil), there is no execution overhead
for having the stepping packing in your Lisp. If one stops stepping by typing ‘‘g”’, every
call to eval incurs a small overhead--several machine instructions, corresponding to the
compiled code for a simple cond and one function pushdown. Running with (step fool
Jfo02 ...) can be more expensive, since a ‘member’ computation of the car of the current
form into the list (fool foo2 ...) is required at each call to eval.

15.4. Evalhook and Funcallhook

For ‘step’ and potentially other user-written functions to gain control of the evalua-
tion process, hooks were installed in the FRANZ LISP interpreter. In fact there are two
hooks and they have been strategically placed in the two key functions in the interpreter:
eval (which controls execution of interpreted code) and funcall (which controls compiled
code if (sstatus translink nil) has been executed). The hook in eval is compatible with
MacLisp, but there is no MacLisp equivalent of the hook in fincall

To arm the hooks two forms must be evaluated: (*rser t) and (sstatus evalhook t).
Once that is done, evaland fiuncalldo a special check when they are invoked.

If evalis given a form to evaluate, say (foo bar), and the symbol ‘evalhook’ is
non-nil, say its value is ‘ehook’, then eval will lambda-bind the symbols ‘evalhook’ and
‘funcallhook’ to nil and will call ehook, passing (foo bar) as the argument. It is ehook’s
responsibility to evaluate (foo bar) and return its value. Typically ehook will call the
function ‘evalhook’ to evaluate (foo bar). Note that ‘evalhook’ is a symbol whose func-
tion binding is a system function described in Chapter 4, and whose value binding, if
non-nil, is the name of a user written function (or a lambda expression, or a binary
object) which will gain control whenever eval is called. ‘evalhook’ is also the name of
the status tag which must be set for all of this to work.

If funcallis called on a function, say foo, and a set of already evaluated arguments,
say barv and bazv, and if the symbol ‘funcallhook’ has a non nil value, say ‘fhook’, then
JSuncall will lambda-bind ‘evalhook’ and ‘funcallhook’ to nil and will call fhook with argu-
ments barv, bazv and foo. Thus fhook must be a lexpr since it may be given any
number of arguments. The function to call, foo in this case, will be the lastof the argu-
ments given to fhook. It is fhook’s responsibility to do the function call and return the
value. Typically fhook will call the function fincallhook to do the funcall. This is an
example of a funcallhook function which just prints the arguments on each entry to fun-
call and the return value. '
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-> (defun fhook n (let ((form (cons (arg n) (istify (1- n))))

(retval))
(patom " calling ") (print form) (terpr)
(setq retval (funcallhook form ’'fhook))
(patom "returns ") (print retval) (terpr)
retval))

fhook .

-> (*rset t) (sstatus evalhook t) (sstatus translink nil)

-> (setq funcallhook 'fhook)

calling (print fhook) ;» now all compiled code is traced
fhookreturns nil

calling (terpr)

returns nil

calling (patom "-> ")

-> returns "-> "

calling (read nil Q00000)

(array foo t 10) ;; to test it, we see what happens when
returns (array foo t 10) ;; we make an array
calling (eval (array foo t 10))

calling (append (10) nil)

returns (10)

calling (lessp 1 1)

returns nil

calling (apply times (10))

returns 10

calling (small-segment value 10)

calling (boole 4 137 127)

returns 128

... there is plenty more ...

15.5. The FIXIT Debugger

15-4

FIXIT is a debugging environment for FRANZ LISP written and documented by
David S. Touretzky of Carnegie-Mellon University for MacLisp, and adapted to FRANZ
Lisp by Mitch Marcus of Bell Labs. One of FIXIT’s goals is to get a program being
tested running again as quickly as possible. The user is assisted in making changes to his
functions ‘‘on the fly”’, i.e. in the midst of execution, and then computation is resumed.

To enter the debugger type (debug). The debugger goes into its own read-eval-
print loop. Like the top-level, the debugger understands certain special commands. One
of these is help, which prints a list of the available commands. The basic idea is that you
are somewhere in a stack of calls to eval. The command ‘‘bka’’ is probably the most
appropriate for looking at the stack. There are commands to move up and down. If you
want to know the value of “‘x”’ as of some place in the stack, move to that place and
type “x”’ (or (cdr x) or anything else that you might want to evaluate). All evaluation is
done as of the current stack position. You can fix the problem by changing the values of
variables, editing functions or expressions in the stack etc. Then you can continue from
the current stack position (or anywhere else) with the ‘‘redo”> command. Or you can
simply return the right answer with the ‘‘return’” command.

When it is not immediately obvious why an error has occurred or how the program
got itself into its current state, FIXIT comes to the rescue by providing a powerful
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debugging loop in which the user can:
- examine the stack

- evaluate expressions in context

- enter stepping mode

- restart the computation at any point

The result is that program errors can be located and fixed more rapidly.

The debugger can only work effectively when extra information is kept about forms
in evaluation by the Lisp system. Evaluating (*rset t) tells the Lisp system to maintain
this information. If you are debugging compiled code you should also be sure that the
execute (sstatus translink nil).

(debug [ s msg 1)

NOTE: Within a program, you may enter a debug loop directly by putting in a call to debug
where you would normally put a call to break. Also, within a break loop you may
enter FIXIT by typing debug. If an argument is given to debug, it is treated as a
message to be printed before the debug loop is entered. Thus you can put (debug
liust before loog) into a program to indicate what part of the program is being
debugged.
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15-6

FIXIT Command Summary

TOP go to top of stack (latest expression)

BOT go to bottom of stack (first expression)

P show current expression (with ellipsis)

PP show current expression in full

WHERE . give current stack position

HELP types the abbreviated command summary found
in /lisp/lib/fixit.ref. H and ? work too.

U g0 up one stack frame

Un g0 up n stack frames

Uf g0 up to the next occurrence of function f

Unf go up n occurrences of function f

uUP g0 up to the next user-written function

UPn g0 up n user-written functions

..the DN and DNFN commands are similar, but go down
...instead of up.

OK resume processing; continue after an error or debug loop
REDO restart the computation with the current stack frame.

The OK command is equivalent to TOP followed by REDO.
REDO f restart the computation with the last call to function f.

(The stack is searched downward from the current position.)
STEP restart the computation at the current stack frame,

but first turn on stepping mode. (Assumes the stepper is loaded.)
RETURN e return from the current position in the computation

with the value of expression e.
BK.. print a backtrace. There are many backtrace commands,

formed by adding suffixes to the BK command. ‘‘BK" gives
a backtrace showing only user-written functions, and uses
ellipsis. The BK command may be suffixed by one or more
of the following modifiers:
show function names instead of expressions
show all functions/expressions, not just user-written ones
show variable bindings as well as functions/expressions
show everything in the expression, i.e. don’t use ellipsis
go no further than the current position on the stack
Some of the more useful combinations are BKFV, BKFA,
and BKFAYV.
BK..n show only n levels of the stack (starting at the top).

(BK n counts only user functions; BKA n counts all functions.)
BK.. f show stack down to first call of function f
BK.nf show stack down to nth call of function f

Om<>m

15.5.1. Interaction with trace FIXIT knows about the standard Franz trace package,
and tries to make tracing invisible while in the debug loop. However, because of the
way trace works, it may sometimes be the case that the functions on the stack are
really uninterred atoms that have the same name as a traced function. (This only
happens when a function is traced WHEREIN another one.) FIXIT will call attention
to trace’s hackery by printing an appropriate tag next to these stack entries.
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15.5.2. Interaction with step The step function may be invoked from within FIXIT via
the STEP command. FIXIT initially turns off stepping when the debug loop is
entered. If you step through a function and get an error, FIXIT will still be invoked
normally. At any time during stepping, you may explicitly enter FIXIT via the “D"
(debug) command.

15.5.3. Multiple error levels FIXIT will evaluate arbitrary Lisp expressions in its
debug loop. The evaluation is not done within an errset, so, if an error occurs,
another invocation of the debugger can be made. When there are multiple errors on
the stack, FIXIT displays a barrier symbol between each level that looks something
like <----m-ee--- UDF-->. The UDF in this case stands for UnDefined Function.
Thus, the upper level debug loop was invoked by an undefined function error that
occurred while in the lower loop.
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CHAPTER 16

The Lisp Editor

16.1. Introduction

Many people use standard text editors to edit their Lisp programs. However there
are also Lisp ‘‘structure-oriented’’ embedded editors which are particularly handy for the
editing of Lisp programs and data. These operate in a rather different fashion, namely
within a Lisp environment. Such an editor is handy for rapid fixes and re-evaluating of
tests without exiting from the Lisp system. For example, you can fix a bug and then con-
tinue your computation from a break-point. The editor has its own command structure
which includes the ability to evaluate arbitrary Lisp expressions.

The Lisp editor ‘‘editf”> and its related components in FRANz Lisp differ from
file/text editors in that editor commands directly change the internal structure of Lisp
expressions rather than an external character representation. In particular, it is not possi-
ble for the Lisp editor to create an expression with unbalanced parentheses because such
expressions cannot occur in the internal representation of a Lisp object. This editor
modifies the structure of existing Lisp objects but does not automatically update any
copies of the objects on files. See, for example, the function ‘‘pp’’ in chapter 5, for writ-
ing functions to files.

This editor is based on the InterLisp editor and has an almost identical command syntax.

16.2. Tutorial

Suppose that we wish to define a function foo which adds five to its argument if it is a
number, and returns nil otherwise. We might type the following (incorrect) expression
into the interpreter:

-> (defun foo (x) ; incorrect
((numberp x) (plus x 5))
(t nil))

foo

Executing foo will cause an error because the conditional function cond has been left out.
We can correct it by editing the function foo:

-> (editf foo)
edit
#

We are now in edit mode, with the attention of the editor focused on the expression
which defines foo. To print the expression on the screen, type:

#p
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16-2

(lambda (x) (& & ) (t nil))

This is not exactly what was typed in. defun is really a macro which expands into some-
thing involving def and lambda, so that is why the lambda is there. The comment has
been omitted and the spacing is different. The reason for these differences is that we are
editing a Lisp object, and not the characters which were typed to define the Lisp object.
The symbol “‘&’’ is just a shorthand for a more complicated subexpression. To see the
full expression, type:

#? .
(lambda (x) ((numberp x) (plus x 5)) (t nil))
This is the current expression being edited. To insert cond before the third expression
in the current expression, type:

#(-3 cond)
(lambda (x) cond (& & ) (t nil))

Now we need a pair of parentheses. The editor requires that they be entered as a pair. To
insert a left parenthesis before the third element of the current expression and a match-
ing right parenthesis at the end, type:

#(i 3)
(lambda (x) (cond & & & &))

The expression appears even more abbreviated as the default print function only shows
parenthesis nesting up to a level of two. For the full expression, type:

#?

(lambda (x) (cond ((numberp x) (plus x 5)) (t nil)))

This definition for foo will work, so we can save the change and return to Lisp by typing:

#ok

foo

-> (foo 20)

25

-> (foo ’not-a-number)

nil

->
Now suppose that we wish to change foo so that it adds ten instead of adding five. We
reenter the editor:

-> (editf foo)

edit

#7?

(lambda (x) (cond ((numberp x) (plus x 5)) (t nil)))
The current expression only has three elements and ‘5’ is not one of them, so we can-
not change ‘5’ directly. Typing ‘3" causes the editor to focus attention on the third
element, and to consider that to be the current expression.

#3

(cond ((numberp x) (plus x 5)) (t nil))
#2

((numberp x) (plus x 5))

#2

(plus x 5)

The following command replaces the third element with a 10.

#(@(3 10)
(plus x 10)

Typing ‘0> (zero) takes us to a higher level:
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#0

((numberp x) (plus x 10))

#0

(cond ((numberp x) (plus x 10)) (t nil))

#0

(lambda (x) (cond ((numberp x) (plus x 10)) (t nil)))

Suppose that we wish to change foo so that it returns ‘‘not-a-number’’ if the argument is
not a number. A quick way to find nilin the current expression is to type:

#f nil

The current expression is a valid Lisp object, but it is called the ‘‘tail”’ of an expression
because a left parenthesis would be misleading. The following commands replace nil,
check the result, and exit the editor.

#(1 ’not-a-number)

#

(lambda (x) (cond & & & &))

#7?

(lambda (x) (cond ((numberp x) (plus x 10)) (t *not-a-number)))

#ok

->
Variable values and property lists can also be edited. The following example illustrates
assigning a value and a property list to a variable, and then using the editor to make
modifications.

-> (setq foo ’(this is a chair))
(this is a chair)

-> (putprop ’foo ’blue ’color)
color

-> foo

(this is a chair)

-> (get ’foo ’color)
blue

-> (editv foo)

edit

#p

(this is a chair)

# (4 pillow)

pillow

#p

(this is a pillow)
#ok

foo

-> (editp foo)

edit

#p

(color blue)

#(Q2 red)

(color red)

#ok

foo

-> (get *foo ’color)
red

While within the editor, you can reverse the most recent change, type the command
undo. The command /undo undoes all changes made during the editing session.
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16.3. Editor Functions

(editf s x1..)

SIDE EFFECT: Edits a function with the name s x1. Any additional arguments are
optional commands to the editor.

RETURNS:s_x1.
NOTE: If s_x1 is not an editable function, editf generates a ‘‘fn not editable’ error.

(editv s_var [ g_coml ... ])

SIDE EFFECT: Edits values in a manner similar to the way editf edits functions. The value
of the variable can be changed by subsequent editing commands.

RETURNS: the name of the variable whose value was edited.

(editp s_x)
SIDE EFFECT: Edits property lists.
RETURNS: the atom whose property list was edited.

(editfns s_x [ g_comsl ... ])

SIDE EFFECT: Performs the same editing operations on several functions. The symbol s_x
is the function or list of functions, and the following arguments are the
editing commands. Evaluation of editfns will map down the list of func-
tions, print the name of each function, and call the editor (via editf) on
each function.

RETURNS: nil.

EXAMPLE: (editfns foofns (r fie fum)) will change every fie to fum in each of the func-
tions in the list called foofns.

NOTE: The call to the editor is errset protected, so that if the editing of one function
causes an error, editfns will proceed to the next function. In the above example,
if one of the functions did not contain a fie, the r command would cause an error,
but editing would continue with the next function.

(editracefn s_com)

NOTE: This is available to help the user debug complex edit macros, or subroutine calls to
the editor. It is initially an undefined function, to be defined by the user. When-
ever the value of editracefn is non-nil, the editor calls the function editracefn
before executing each command (at any level), giving it that command as its argu-
ment.
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(editfindp x pat nil)
NOTE: Allows a program to use the editor find command as a pure predicate from outside
the editor. It searches for the pattern patin the expression x.

RETURNS: t if the editor command fpat would succeed, nil otherwise.

16.3.1. The Edit Chain The edit-chain is a list of which the first element is the
expression you are now editing (‘‘current expression’), the next element is what
would become the current expression if you were to type a 0, etc., until the last ele-
ment which is the expression that was passed to the editor.

EDIT CHAIN COMMAND SUMMARY

mark . Adds the current edit chain to the front of the list marklist.

_ . Makes the new edit chain be (car markist).

(_ pattern) . Ascends the edit chain looking for a link which matches pattern.

__. A double underscore is similar to a single underscore (_) but also erases the mark.

/. Makes the edit chain be the value of unfind. Unfind is set to the current edit chain by each command that makes a
“‘big jump”’, i.e., a command that usually performs more than a single ascent or descent, namely ", _, _, !nx, all com-
mands that involve a search, e.g., f, Ic, !!, below, et al and / and /p themselves. If the user types f cond, and then f

car, / would take him back to the cond. Another / would take him back to the car, etc.

/p. Restores the edit chain to its state as of the last print operation. If the edit chain has not changed since the last
printing, /p restores it to its state as of the printing before that one. If the user types p followed by 3 2 1 p, /p will

return to the first p, i.e., would be equivalent to 0 0 0. Another /p would then take him back to the second p.

(\# g_coml ..)

RETURNS: what the current expression would be after executing the edit commands com1
starting from the present edit chain, generating an error if any of comi
cause errors. The current edit chain is never changed.

EXAMPLE: (i r (quote x) (\# (cons ..z))) replaces all x’s in the current expression by the
first cons containing a z.

16.4. Printing Commands

PRINTING COMMAND SUMMARY

p Prints current expression in abbreviated form. (p m) prints mth element of current expression in abbreviated form.
(p m n) prints mth element of current expression as though printlev were given a depth of n. (p 0 n) prints the
current expression as though printlev were given a depth of n. (p foo) will search for the first occurrence of foo and
then print it.
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? . prints the current expression as though printlev were given a depth of 100.

pp . pretty-prints the current expression.

pp* is like pp, but forces comments to be shown.

16.5. Scope of Attention

Attention-changing commands allow you to look at a different part of a Lisp expression
you are editing. The sub-structure upon which the editor’s attention is centered is called
‘“‘the current expression’’. Changing the current expression means shifting attention
and not actually modifying any structure.

SCOPE OF ATTENTION COMMAND SUMMARY
n (> 0) . Makes the nth element of the current expression be the new current expression.
-n (> 0). Makes the nth element from the end of the current expression be the new current expression.

0 Makes the next higher expression be the new correct expression. If the intention is to go back to the next
higher left parenthesis, use the command !0.

up . Unless the current expression is a tail, up changes the current expression to the one which has the previous
current expression as its first element. Tails are unchanged. (A tail is an expression which starts with ‘‘...”> when
printed with the p command.)

10. Goes back to the next higher left parenthesis.

" . Makes the top level expression be the current expression.

nx. Makes the current expression be the next expression. It will not go through an unmatched right parenthesis, so it
generates an error if the current expression is the last

(nx n) n> Oequivalent to n consecutive nx commands.

Inx . Makes current expression be the next expression at a higher level. Goes through any number of right
parentheses to get to the next expression. It always gives a different result from nx.

bk. Makes the current expression be the previous expression in the next higher expression.

(nth n) n> 0. Makes the list starting with the nth element of the current expression be the current expression.

(nth $) . This generalized nth command locates $, and then backs up to the current level, where the new current
expression is the tail whose first element contains, however deeply, the expression that was the terminus of the loca-

tion operation.

!, asin (pattern !! . $) . Searches for an expression or tail which starts with pattern and ends with $. For example,
(cond !! return) finds a cond that contains a return, at any depth.

(below com x) . This ascends to higher levels searching for com and then changes the current expression to the one
which is xlevels below com. The default value of x is 1. For example (below cond) will cause the cond clause contain-
ing the current expression to become the new current expression.

(nex x) . same as (below x) followed by nx. For example, if you are deep inside of a selectq clause, you can advance to
the next clause with (nex selectg).

16-6 4404P30 LISP PROGRAMMERS



LISP EDITOR

nex . The atomic form of nexis useful if you will be performing repeated executions of (mex x). By simply
marking the chain corresponding to X, you can use nex to step through the sublists.

16.6. Pattern and Search Commands

In many of the editor commands it is possible to specify a pattern to direct an
operation to a subexpression or change the attention of the editor. This section describes
the types of patterns and searches.

PATTERN SPECIFICATION SUMMARY

A pattern patmatches with x if:

- patis eqto x. In this case, x may not be a tail, so (a b) will not match ... a b).

- x is a list, (car pad matches (car x), and (cdr pad matches (cdr x).

- patis &.

- patis a number and equal to x.

- (car pad is the atom *amy* (cdr pad is a list of patterns, and one of those patterns matches x.

- patis a literal atom or string, and (nthchar pat-1) is @, then parmatches with any literal atom or string which has the
same initial characters as pat, e.g. ver@ matches with verylongatom, as well as ‘‘verylongstring”’.

- if (car pad is the atom --, patmatches x if (a) (cdr pad=nil, i.e. par=(--), e.g., (a --) matches (a) (abc) and (a. b)
in other words, -- can match any tail of a list. (b) (cdr pad matches with some tail of x, e.g. (a -- (&)) will match with
(@abc (d), butnot (abcd), or (abc (d)e). however, note that (a -- (&) --) will match with (a b ¢ (d) e). in other
words, -- will match any interior segment of a list.

- if (car pap is the atom ==, patmatches x if and only if (cdr pad is egto x. (This pattern is for use by programs that
call the editor as a subroutine, since any non-atomic expression in a command typed in by the user obviously cannot be
eq to existing structure.)

- pat has !!! for its car, and either its cdr matches with x or x is a tail which would match if it had a left parenthesis.
For example, searching for a match with (!!! b ¢) will succeed on (a (b c¢)) as well as on (a b c).

SEARCH COMMAND SUMMARY
fpattern. Finds the next instance of pattern. If no pattern is given then the last pattern is used.
(f pattern n). Finds the next instance of pattern. (Here, n stands for next, and not an integer.)

(f pattern t). Similar to f pattern, except, for example, if the current expression is (cond ..), f cond will look for the
next cond, but (f cond t) will not.

(f pattern n) n> 0. Finds the nth place that pattern matches. If the current expression is (fool foo2 foo3), (f foo@ 3)
will find foo3.
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(f pattern) or (f pattern nil). only matches with elements at the top level of the current expression. If the current
expression is (prog nil (setg x (cond & &)) (cond &) ...) f (cond --) will find the cond inside the setq, whereas (f (cond
--)) will find the top level cond, i.e., the second one.

(s patternl ... patternn) . Is equivalent to f patternl followed by f pattern? ... followed by f patternn, so that if a search
fails, the edit chain is left at the place where the previous pattern matched.

(f= expression x) . Searches for a structure eqto expression.

(orf patternl ... patternn)‘. Searches for an expression that is matched by either patternl or ... patternn.

bf pattern .. This backwards find searches for the first previous occurrence of the pattern. If the current expression is the
top-level expression, then the entire expression is searched in reverse print order. For example, if the current expres-
sion is (prog nil (setg x (setg y (list z))) (print x)) , then f list followed by bf setg will change the current expression to
(setg y (list z)), as will £ printfollowed by bf setq.

(bf pattern t). This is similar to the above backwards find. Search always includes current expression, i.e., starts at end
of current expression and works backward, then ascends and backs up, etc.

16.7. Location Specifications

Many editor commands use a method of specifying position called a location
specification. The meta-symbol $ is used to denote a location specification. $ is a list of
commands interpreted as described above. $ can also be atomic, in which case it is inter-
preted as (list $). A location specification is a list of edit commands that are executed in
the normal fashion with the following exception. All commands not recognized by the
editor are interpreted as though they had been preceded by f The location specification
(cond 2 3) specifies the third element in the first clause of the next cond.

The if command and the \# function provide a way of using in location
specifications arbitrary predicates applied to elements in the current expression.

LOCATION COMMAND SUMMARY

& In descriptions of the editor, the meta-symbol $ is used to denote a location specification. $ is a list of commands
interpreted as described above. $ can also be atomic.

(ic . $) . Provides a way of explicitly invoking the location operation. (Ic cond 2 3) will perform a search for a cond
clause and then change the current expression to the third element of the cond clause.

(Ilc1 . $) . Same as Ic except search is confined to current expression. To find a cond containing a return, one might
use the location specification (cond (icl return) /) where the / would reverse the effects of the Icl command, and make
the final current expression be the cond.

(second . $). same as (Ic. $) followed by another (Ic . $) except that if the first succeeds and second fails, no change
is made to the edit chain.

(third . $) . Similar to second.
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16.8. Structure Modification Commands

All structure modification commands are undoable. See section 16.11 for a descrip-
tion of undoing commands.

In insert, delete, replace and change, if $ is nil (empty), the corresponding opera-
tion is performed on the current edit chain, i.e. (replace with (car x)) is equivalent to (!
(car x)). For added readability, here is also permitted, e.g., (insert (print x) before
here) will insert (print x) before the current expression (but not change the edit chain).
It is perfectly legal to ascend to insert, replace, or delete. For example (insert (return)
after ~ prog -1) will go to the top, find the first prog, and insert a (return) at its end, and
not change the current edit chain.

The a, b, and ! commands all make special checks in el thru em for expressions of the
form (\# . coms). In this case, the expression used for inserting or replacing is a copy
of the current expression after executing coms, a list of edit commands. (insert (\# f
cond -1 -1) after3) will make a copy of the last form in the last clause of the next cond,
and insert it after the third element of the current expression.

STRUCTURE MODIFICATION COMMAND SUMMARY

(n) n>1 deletes the corresponding element from the current expression.

(nel ... em) n,m>1, replaces the nth element in the current expression with el ... em.
(-nel ... em) nm>1 inserts el ... em before the n element in the current expression.

(nel ... em) (the leiter “n” for “‘next” or “‘nconc’’, not a number) m>1 attaches el ... em at the end of the current
expression.

(ael...em) . insertsel ... em after the current expression (or after its first element if it is a tail).

(bel .. em). inserts el ... em before the current expression. To insert foo before the last element in the current
expression, perform -1 and then (b foo).

("el ... em) . replaces the current expression by el ... em. If the current expression is a tail then replace its first ele-
ment.

(r x y) replaces each occurrence of x with yin the current expression. The term x can be an atom, a list, or a location
specification.

(sw n m) switches the nth and mth elements of the current expression. For example, if the current expression is (list
(cons (car x) (car y)) (cons (cdr y))), (sw 2 3) will modify it to be (list (cons (cdr x) (cdr y)) (cons (car x) (car
y))). (swcar cdr) would produce the same result.

delete or (1) . deletes the current expression, or if the current expression is a tail, deletes its first element.

(delete . $). does a (ic. $) followed by delete. current edit chain is not changed.

(insert el ... em before . $) . similar to (ic. $) followed by (b el ... em).

(insert el ... em after. $). similar to insert before except uses a instead of b.

(insert el ... em for. $). similar to insert before except uses ! for b.

(replace $ with el ... em) . here $ is the segment of the command between replace and with.

(change $to el ... em). same as replace with.
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EXTRACTION AND EMBEDDING COMMAND SUMMARY
(xtr . 8). Replaces the original current expression with the expression that is current after performing (icl . $).

(mbd x) . If x is a list, substitutes the current expression for all instances of the atom * in x, and replaces the current
expression with the result of that substitution. If x is atomic, (mbd x) is the same as (mbd (x *)).

(extract $1 from $2) . This is an editor command which replaces the current expression with one of its subexpressions
(from any depth). (81 is the segment between extract and from.) For example, if the current expression is (print
(cond ((null x) y) (t z))) then following (extract y from cond), the current expression will be (print y). (extract 2 -1
from cond), (extract y from 2), (extract 2 -1 from 2) will all produce the same result.

(embed $ in . x). Replaces the current expression with a new expression which contains it as a subexpression. ($ is the
segment between embed and in.) Some examples: (embed print in setq x), (embed 3 2 in return), (embed cond 3 1

in (or * (null x))).

MOVE AND COPY COMMAND SUMMARY

(move 31 to com . $2). (81 is the segment between move and to.) where com is before, after, or the name of a list
command, e.g., :, n, etc. If $2 is nil, or (here), the current position specifies where the operation is to take place. If $1
is nil, the move command allows the user to specify some place the current expression is to be moved to. If the
current expression is (a b d ¢), (move 2 to after 4) will make the new current expression be (a ¢ d b).

(mvcom . $). is the same as (move here to com . $).

(copy $1 to com . $2) is like move except that the source expression is not deleted.

(cp com . $). is like mv except that the source expression is not deleted.

16.9. Parentheses Moving Commands The commands presented in this section permit
modification of the list structure itself, as opposed to modifying components. Their
effect can be described as inserting or removing a single left or right parenthesis, or pair
of left and right parentheses. Some people find that use of only ‘bi’ and ‘bo’ to be less
confusing and quite adequate for use instead of the 4 additional commands.

PARENTHESES MOVING COMMAND SUMMARY
(bi n m) . This “both in” command inserts parentheses before the nth element and after the mth element in the
current expression. example: if the current expression is (a b (c d e) f g), then (bi 2 4) will modify it to be (a (b (c d

e) f) g). (bin): same as (bi n n). example: if the current expression is (a b (c d e) f g), then (bi -2) will modify it
tobe ab cde) () g).

(bo n). This “both out” command removes both parentheses from the nth element. example: if the current expres-
sion is (a b (cd e) fg), then (bo d) will modify it to be abcdefg).

(li n) . This ‘“left in” command inserts a left parenthesis before the nth element (and a matching right parenthesis at
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the end of the current expression). example: if the current expression is (a b (c d e) f g), then (i 2) will modify it to
be (a(b(cde) fg)).

(lo n). This “left out” command removes a left parenthesis from the nth element. all elements following the nth
element are deleted. example: if the current expression is (a b (c d e) f g), then (lo 3) will modify it to be (@b cd
e).

(ri n m) . This “‘right in”> command moves the right parenthesis at the end of the nth element in to after the mth
element. inserts a right parenthesis after the mth element of the nth element. The rest of the nth element is
brought up to the level of the current expression. example: if the current expression is (a (bcde) fg), (ri 2 2) will
modify it tobe (a (bc) defg).

(ro n) . This ‘“‘right out”” command moves the right parenthesis at the end of the nth element out to the end of the
current expression. removes the right parenthesis from the nth element, moving it to the end of the current expres-
sion. all elements following the nth element are moved inside of the nth element. example: if the current expres-

sionis ab (cde) f g), (ro 3) will modify ittobe (ab (cdefg)).

Certain commands can be made to made to operate on several contiguous elements of a list by
using the to or thru command in their respective location specifications. These commands are
to, thru, extract, embed, delete, replace, and move. to and thru can also be used directly with xzr
(which takes after a location specification), as in (xtr (2 thru 4)) (from the current expression).

TO AND THRU COMMAND SUMMARY

(81 to $2) . same as thru except last element not included.

(81 to). same as (81 thru -1)

(81 thru $2) . If the current expression is (a (b (c d) (e) (f g h) i) j k), following (c thru g), the current expression
will be ((c d) (¢) (f g h)). If both $1 and $2 are numbers, and $2 is greater than $1, then $2 counts from the begin-

ning of the current expression, the same as $1. in other words, if the current expressionis (at d e fg), (3 thru 4)
means (c thru d), not (c thru f). in this case, the corresponding bi command is (bi 1 $2-$1+1).

(81 thru). same as (81 thru -1).

16.10. Undoing Commands FEach command that causes structure modification automati-
cally adds an entry to the front of a list called undolst. The undo command undoes the
most recent such command based on information in undolst.

UNDO COMMAND SUMMARY

undo . the undo command undoes most recent, structure modification command that has not yet been undone, and
prints the name of that command, e.g., mbd undone. The edit chain is then exactly what it was before the ’undone’
command had been performed.

lundo . undoes all modifications performed during this editing session, i.e., this call to the editor.

unblock . removes an undo-block. If executed at a non-blocked state, i.e., if undo or !undo could operate, types not
blocked.
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test adds an undo-block at the front of undolst. Note that By using test together with /undo, the user can perform a
number of changes, and then undo all of them with a single /undo command.

?? prints the entries on undolst. The entries are listed most recent entry first.

16.11. Commands that Evaluate

These commands allow you to execute arbitrary Lisp expressions, perhaps including
calling a function you are editing! All the changes you have made are ‘‘in place’ in the
interpreted version of the function under edit.

EVALUATION COMMAND SUMMARY

e. when typed in as a single atomic command, passes the next s-expression to the Lisp reader and evaluates and prints
it. Other uses of the symbol ‘¢’ are unaffected: (i.e., (insert d before e) will treat e as a pattern) (e x) evaluates x and
prints the result. (e x t) is the same as (e x) but does not print.

GicxI... xn) same as (c yl ... yn) where yi=(eval xi). example: (i 3 (cdr foo)) will replace the 3rd element of the
current expression with the cdr of the value of foo. (i n foo (car fie)) will attach the value of foo and car of the value
of fie to the end of the current expression. (i f= foo t) will search for an expression eq to the value of foo. If ¢ is not
an atom, it is evaluated as well. (The coms and comsq commands below provide more general ways of computing
commands.)

(coms xI ... xn). Each xi is evaluated and its value executed as a command. For example, (coms (cond (x (list 1
x)))) will replace the first element of the current expression with the value of x if non-nil, otherwise do nothing. (Note
that nil as a command does nothing.)

(comsq coml ... comn) . Executes coml ... comn and used mainly useful in conjunction with the coms command.
For example, suppose the user wishes to compute an entire list of commands for evaluation, as opposed to computing
each command one at a time as does the coms command. He would then write (coms (cons ’comsq x)) where x com-

puted the list of commands, e.g., (coms (cons ’comsq (get foo ’commands)))

16.12. Commands that Test

TESTING COMMAND SUMMARY

(if x) Generates an error unless the value of (eval x) is non-nil. Thus an error is generated if either (eval x) causes an
error or if (eval x) is nil.

(if x coms1) Evaluates x and if it is non-nil, executes comsl. Otherwise, generates an error.

(if x coms1 coms2) Evaluates x and if it is non-nil, executes comsl. If (eval x) causes an error or is equal to nil, coms2
is executed.

(Ip . coms) . repeatedly executes coms, a list of commands, until an error occurs. (Ip f print (n ¢)) will attach at
at the end of every print expression. (Ip f print Gf (\# 3) nil ((n t)))) will attach a t at the end of each print expres-
sion which does not already have a second argument. (i.e. the form (\# 3) will cause an error if the edit command 3
causes an error, thereby selecting ((n t)) as the list of commands to be executed. The if could also be written as (f
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(cddr (\#)) nil ((n 1))).).
(Ipg . coms) same as Ip but does not print n occurrences.

(orr coms! ... comsn) . orr begins by executing comsl, a list of commands. If no error occurs, orr is finished. other-
wise, orr restores the edit chain to its original value, and continues by executing coms2, etc. If none of the com-
mand lists execute without errors, i.e., the orr ‘“‘drops off the end”, orr generates an error. Otherwise, the edit chain

is left as of the completion of the first command list which executes without error.

16.13. Editor Macros

Many of the more sophisticated branching commands in the editor, such as orr, if, etc.,
are most often used in conjunction with edit macros. The macro feature permits the
user to define new commands and thereby expand the editor’s repertoire. (However,
built in commands always take precedence over macros, i.e., the editor’s repertoire
can be expanded, but not modified.) Macros are defined by using the m command. If a
macro is redefined, its new definition replaces its old.

(m c . coms) defines ¢ as an atomic command, where ¢ is an atom and coms is a list.
Executing c is then the same as executing the list of commands coms. see the next
paragraph for an example. Macros can also define list commands, i.e., commands that
take arguments. (m (c¢) (argll] ... arglnl) . coms) ¢ an atom. m defines c as a list com-
mand. Executing (c el ... en) is then performed by substituting el for argli], ...
en for arg[n] throughout coms, and then executing coms. a list command can be
defined via a macro so as to take a fixed or indefinite number of ’arguments’. The
form given above specified a macro with a fixed number of arguments, as indicated by its
argument list. If the of arguments. (m (c) args . coms) c, args both atoms, defines
cas a list command. executing (c el ... en) is performed by substituting (el ... en),
i.e., cdr of the command, for args throughout coms, and then executing coms.

(m bp bk up p) will define bp as an atomic command which does three things, a bk,
an up, and a p. note that macros can use commands defined by macros as well as built in
commands in their definitions. For example, suppose z is defined by (m z -1 (f
(null (\#)) nil (p))), i.e. z does a -1, and then if the current expression is not nil, a p.
now we can define zz by (m zz -1 z), and zzz by (m zzz -1 -1 z) or (m zzz -1 zz). We
could define a more general bp by (m (bp) (n) (bk n) up p). (bp 3) would perform
(bk 3), followed by an up, followed by a p. The command second can be defined as
a macro by (m (2nd) x (orr ((c. x) (c. x)))).

Note that for all editor commands, ‘built in’ commands as well as commands defined
by macros, atomic definitions and list definitions are completely independent. In
other words, the existence of an atemic definition for ¢ in no way affects the treatment
of ¢ when it appears as car of a list command, and the existence of a list definition for ¢
in no way affects the treatment of ¢ when it appears as an atom. In particular, c can be
used as the name of either an atomic command, or a list command, or both. In the latter
case, two entirely different definitions can be used. Note also that once c is defined as
an atomic command via a macro definition, it will not be searched for when used in a
location specification, unless ¢ is preceded by an f. (insert -- before bp) would not
search for bp, but instead perform a bk, an up, and a p, and then do the insertion. The
corresponding also holds true for list commands.
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(bind . coms) This is an edit command which is useful mainly in macros. It binds three
dummy variables #1, #2, #3, (initialized to nil), and then executes the edit com-
mands coms. Note that these bindings are only in effect while the commands are being
executed, and that bind can be used recursively; it will rebind #1, #2, and #3 each
time it is invoked.

usermacros is a Lisp variable which contains a list of the user-defined editing macros
with their definitions. These macros remain in effect from one editing session to
another. you can save your macros for another Lisp session by saving usermacros on a
disk file.

editcoms! is a Lisp variable which contains a list of the “‘list commands’’ recognized by
the editor. (These are the commands such as /i whose execution takes the form (com-
mand argl arg2 ...).)

16.14. Miscellaneous Editor Commands

This section contains a descriptions of those editing functions which can be called from
the lisp top level. These include functions for merely entering the editor as well as some
which perform some editing tasks and return to the top level.

MISCELLANEOUS EDITOR COMMAND SUMMARY

ok . Exits from the editor.

nil. Unless preceded by f or bf, is always a null operation.

ny . Calls the editor recursively. The user can then type in commands, and have them executed. The tty com-
mand is completed when the user exits from the lower editor (with ok or stop). The tty command is extremely
useful. It enables the user to set up a complex operation, and perform interactive attention-changing commands
part way through it. For example the command (move 3 to after cond 3 p tty) allows the user to interact, in effect,
within the move command. He can verify for himself that the correct location has been found, or complete the
specification ‘‘by hand”’. In effect, tty says ‘“I’ll tell you what you should do when you get there.”

stop . Exits from the editor with an error. This is mainly for use in conjunction with tty commands that the user
wants to abort. Since all of the commands in the editor are errset protected, the user must exit from the editor via a
command. The stop command provides a way of distinguishing between a successful and unsuccessful (from the
user’s standpoint) editing session.

t. Calls (top-level). To return to the editor just use the refurn top-level command.

repack . Permits the ‘editing’ of an atom or string.

(repack 3) Does (Ic . $) followed by repack, e.g. (repack this@).

(makefn form args n m) nm > 0 Makes (car form) an expr with the nth through mth elements of the current
expression with each occurrence of an element of (cdr form) replaced by the corresponding element of args. The
nth through mth elements are replaced by form.

(makefn form args n). Same as (makefn form args n n).

(s var) . Sets var (using setq) to the current expression. If the current expression is a tail, the appropriate left
parenthesis is generated.

(s var . $). Performs the location command (Ic . $) and then sets var to the new current expression. For example, (s
foo -1 1) will set foo to the first element in the last element of the current expression.
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(CIPRASH "H_BEAD) .o.viviiieiiieiiciiicccte ettt et sb e bbbt s s e b s s ens 14-3
(COMMANA-TINIE-BIES) .....c.oovovieiiieiieeiee ettt et ettt et s e se st et ese s ens e st et eeeaseasetenseneans 6-2
(comment [Z_arg ...]1) .ooiiiiieiieee ettt et essanens 4-4
(comeat Dstn_argl ... 1) oiiiicceeecece ettt 2-11
(COMERLL "L ATE) ...oviviuieiiiieietet ettt es ettt b s s bbbt e b e s e b e s b s s sesessresa s eseseseseneans 2-11
(€omd [1_CIAUSEL ...]) 1ottt e n e nenas 4-4
(COMS "8 ATBL Z ATE2) ....ocieiiieiitiiiicieieeeeieee ettt s st a bbbt b ettt et ettt bt s s s s s st b teaas 2-1
(CODY "B ATB) oevevivierieieriteeeiee ettt ettt ete st ettt et e b e s et esseseseseseesesesesesses st enese s ebeaseseseanenesesnesena 2-25
(COPYANE® "X ATE) ..oviviiiiiiiieieeeiet ettt ettt ettt et e e s et eb e s st esesesseseasbesese s essasss et snesesesnnas 2-25
(copySYmMDBO] >S_arg "8 Pred) ...ccooveviueieieiieieieieiie ettt ettt ea et ettt et bt n s eaeaaeaas 2-11
(COS *FX_AINBIE) ....vivieieieieeeieee ettt ettt ettt ettt ettt ettt et et eae et et ettt et eesenan sttt eteneans 3-4
(cprintf >st_format *xfst val [P _POrt]) .....ocoiiiiiiiieicieeeeee e 5-2
(CPYT "XVE_AIE) .euiiiieieieieteteteteteie ettt ettt et ettt et e b et et es et teae st e st et et ensasas e esesereseteaas 2-25
(EVEEOTTAMZIIS) ......oveveeeceeeeeeeeeee ettt et s et a st et e et eteste et et ese e e eneneneeae e 4-4
(EVREOEIEIISP) «.ovvoeviieieeieieceeee ettt ettt ettt a et ae et st e e aeeteete e e e e eneene 4-4
(CVEEOMMACKIS) ...oovveieieeieeieeie ettt et e et ea e et e e e eaeea e eas e ssseestesseenseensensesntenaeeneennas 4-4
(EVEEOUCTIESI) ....vvoveeeeece ettt ettt s ettt st e st ss e st eneeteete st et ene e e eaesseaeena 4-4
(EXT "X _NA "HRUNK) oottt ettt b e s bbb sese et s te b e e eaeatere e 2-20
(AebUE [S MSE 1) ..eeirieiieieiee ettt 15-5
(AEDUE S IMSE) ...ttt ettt ettt ettt a et ettt sttt s st esesseaeseas et ese et etene e eseneaeesenene 4-4
(EDUGGINE Z AIB) ....ovivvieiieiieeeieeee ettt ettt ettt s e ettt et s e tese e tess st etesaemess s esesneseaenene 4-5
(declare [Z arg ...]) cooioeioeeece ettt ettt ettt e et ene e 4-5
(def s name (s_type 1 argl 8_eXPL ...)) eoeuiviiiiiiieeiieec ettt 4-5
(defemacro s_name 1_arg 8_eXPL ..)cceoiiiiieeeeiie et 4-5
(defmacro s Name 1 arg 8 €XPL ...) oiiiouiiieiiece ettt 4-5
(defprop Is_name g_val § ind) ...ceveveveviiereritieiiie ettt ettt 2-23
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(defun s_name [s_mtype] Is_argl 8_eXPl ... ) cooceeiiiniriiiirieeeecee s 4-5
(defvar s_variable Dg_init]) .........cccouviiiiiioiiiiie ettt 4-6
(delete ’g_val *1 list DX _COUNED) .c.coviiiiiiieieiiiiccc ettt 2-5
(delq ’g_val *1 1ist ['X_COUNLD) o..oiiviiiiiiiicicceeeee e ns 2-5
(AET@f "X _AAAT) .......viveveeeeieceeecieteteee ettt et ettt ettt s ettt eae ettt ettt ettt erens s enesens 6-2
(desetq s1_patternl g expl [.. ...]) oo e 2-14
(QHFE D1 ArT . 1) ettt b et s b n e 31
(difference [’n_argl ... 1) .o es 3-1
(A0 1_vIDS 1_teSt 8 EXPL 1. ) wovieieiiiiieieieieii ettt ettt ettt ettt 14-6
(Ao 1VIDS 1 St 8 EXPL ..)iiiiiieiiiieieieiet ettt ettt bbb s e s s st 4-6
(do s_name g_init g_repeat g_test § eXPL ...) cuoieirieiiieiece et 4.7
(do™ 1_vIbS 1 teSt 8 EXDPL .o ) evviiiiieieieieieiicii ettt s 14-6
(dolist (s_var 1_form g_resultform) g fOrm) .......ccocureirinieiiirieiieieieeees e ss e s 14-6
(dotimes (s_var i_countform g_resultform) g_fOrm)..........cococurririninninnineneerese et 14-6
(Arain PP _POTt]) oottt n e 5-2
(dremove *g_val *1_list ['X_COUNtD) ......coovoiiiiiieeicicice e 2-5
(ASUDSE "8 X "8 ¥ "1 S) 1oveiiieeiieieiieetee ettt sttt ettt a b bt n ettt e st ebe s esennrenn 2-6
(BEPT P ATE) «.eeeeeeeeeeee ettt ettt a et s sttt et ettt e s e st et et eae et et ettt e e st et eneatesenenens 2-3
(BEPT Z ATB) ..eveeieiieieie ettt ettt ettt s e b et b ettt h s et et e st a st e s st sese e s ene 2-8
(QUMPIISD S NAIME) ...c.ooviviiiietiietie ettt ettt ettt ettt s s eb s bete s eassaeseseebesessebessesessesennnsasas 6-2
(EAEHF S X1 ...) ceoeeiieeiee ettt ettt ettt b ettt ettt et ettt ae st eae s ese e s e e esere e 16-4
(@AEHANAD X PAL D) .ottt ettt e et et este e e e te et e e teeaeesteeatesteebenateeteetesnenneertesaaens 16-5
(editfns 5 X [ COMSL ... 1) oot 16-4
(EEED 5_X) ..evivevirieeerieeeeeeeeet ettt ettt et et ettt et ettt a bbbt b et et b et et et ebe s e ere st beae b be e b ere s eaeeaereteeres 16-4
(EAITACEII S _COM) ....vuvvieivieitiicietcieee ettt ettt ettt et b et sb st s et e s e s assseesesesen e e esene 16-4
(edity s_var [ 8 CoOmML ... 1) oottt 16-4
(environment [I_whenl 1_whatl 1_when2 1_what2 ...]) ......cocoooiiiiiiiiiicecc e 4-8
(environment-Imlisp [I whenl 1 whatl 1 when2 1 what2 ...]) ..o 4-8
(environment-maclisp [I_whenl 1_whatl 1_when2 I_what2 ..])....c.ccccecoriimiiiinnieiiiececnes 4-8
(€ 78 _ATBL "2 ATE2) w.viviuiiiiiceceiet ettt bbbt a bbb bbb s bt re s sesesans 2-9
(@QSEE "B_aTB1 "8 ATE2) ....cieieiieiieiieieieie ettt ettt bbbt b s s senn s 2-10
(eqUALZ_ATB1 *Z aTE2) ...cvoveieiciiiiieiieieieicie ettt et bbbttt b et b e s b sesennaes 2-10
(err [’s_value [NHllD).....ooovoiieeecieeee ettt ettt b e 4-8
(error [’s_messagel [’s_ mesSage2l]).......cccoiviviiiiiinieieieieieciecec b 4-8
(errset 8_expr [S_fIA]) ....oovieieiiieieeeeeee ettt ettt 4-8
(eval *g_val P'X_bind-pointer]).........ccccoiviiiiiieieiieeicee ettt ev ettt ettt eane 4-9
(eval-when 1_time 8 _eXPL ...) ceoiiiiiiiiieie ettt st b b neenes 6-2
(evalframe *X_PAIPOINLET) ......cveuieiirieiieiieieiieiieterertrte ettt eeeesestestetessestestesaebeseessssesessasassassessasens 4-9
(evalhook ’g_form ’su_evalfunc [’su_funcallfuncl).........cccccoeiiniirinneniiieeecee e 4-10
(EVEIIP "X_AE) ...ovivivieiieiiiietit ettt ettt ettt et et ase ettt e b b eb et e b e s e bt esea b e sb b et e e b ese et ete s ereeseaeteenas 3-3
(exec s argl ..)..ccooveeeiieccieee e ettt e e e ————eat o ————eete it et et e otaattenteeateenteerenareseennes 4-10
(exece ’s_fname [1_args D1 envirl]) ..o 4-10
(@XAt [X_COACY) ....ovivieirceieeteeee ettt ettt ettt ettt o622
(EXIP "FX_ATE) coevivieiiieee ettt ettt ettt ettt ettt et ettt ettt e b et et et ae et erteabers et et eneere s entersereeneaeens 3-6
(explode ’g_arg) ................... ettt e———e—eet e e et et eateata—eate et e et eate et eaateetaene s e ereenneenaenreeneas 2-14
(EXPIOAEC *8_AE) .....ovvvieiieietiiee et ettt ettt et et et e s et etete et beaeebeaeereebeesessete b eneeteer et eneerenenna 2-14
(EXPIOEI "8 _8I8) .....ovvoviviietiiitite et etett et et e st ettt et s et e s st e se s estebaseeseebaebestebeebe s eseese b ensetesnennas 2-14
(EXPt "N_DASE "N POWEL) ..ueveiivieieiiiereteietessiesis et ettt bt ses s s b et e s e st s sesebesesesseseseseseseasssasesesa 3-6
(FACE *X_ATB) ..vvieieierieiiet ettt ettt ettt et ettt a ettt esese b e s e bt e b et te et ebeteebebe e b ebe s ereaeeserenaas 3-6
(FAKE "X _AAT) c.oviviiiitieiietieeiete ettt ettt ettt et et et ettt et et et b et et rere st eteerensenere e 6-2
(fFasl ’st_name [’st_mapf g warnll) .........ccocoiiiiiiiiniiieice et 5-2
(fclosure ’1_vars *g_fUNOD)) .....c.euiieieiirieieienieieiittert ettt ettt es et eese e ebe s se s eansaenas 2-25
(FClOSUTE-ALISE *V_CIOSUTE) ......vcvieieeeiieieteietiiietee sttt es et s s s s re s e b se s s esebesssssssenas 2-25
(Felosure-function *v_fCIOSUTE) ............ceuiueuiiiiieeisiietetet ettt ss st aese e sbebesens s st esesnasasenas 2-25
(fclosure-list 1 list u_function [...]) ....cooiiiiiiiiieceee et 8-8
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(FClOSUEEP *V_FCIOSUTE) .....e.vvevieiiiieteiiietetee ettt ettt sttt sttt b etttk et st etebeenen 2-25
(B1ep0S *P_POTt ['X_POSI) co.vuieieiiieiiiiiiieiecetee ettt 5-3
(lleStat *St_fIENAME) ........c.coovieieiveretetiseeect ettt ettt ettt es et ae st s e s bs bbb snssss s s ssesesesesesesens 5-3
(BATTAY ’S_AITAY 1 AIMIS) ©oveviiveieiiieieteteeetesesteeseeseteteteteesesasesesbre e steeesesesesanesesaesesebeseseennssesenas 2-19
(BIX "T1LATE) vttt ettt st es s e b s ea e st h ettt h bbbttt ettt ea e 3-6
(XD 8 ATE) ..vvvevevetieeecieteee ettt e st et et ettt aees et s et etk et e ettt etk s st n bttt r e st et benas 3-3
(flate *g_form DX _max]) .....cccoooiiiiieicicccee et e 53
(Aatsize >g_form PX_max]) ......coooiiiieiiiceccc s e 5-3
(ORE *N1_ATE) ....evevieeieciieicce ettt ettt et s ettt s s s st bbb bbb s s bt et ea st tens 3-6
(ORED *B_AT) ..ottt ettt ettt s ettt b b a e e s s bbb bbbt e bt et s b s s b s b et b s tee 3-3
(FOTK) ..ottt ettt ettt et a ettt ettt ettt ettt r e ereat et eteas et ene et et ebe et et ernen et 6-2
(freturn *X_pdI-POINtEr "8 TEIVAL) ....c.ovoverieivireiiiereteteteteeeie st teae et esesss et bes et tesessa s s sesssesesesens 4-10
(FP@XD *F AT) ...oooeieecee ettt ettt ettt ettt ettt ettt bbb s bt ae et ettt ebereaserene s 4-10
(fseek *p_port *X_offSet *X_f1ag) .....ccoevriirieiiiiriteieieietetete ettt 5-3
(funcall *u_func [g_argl ...1) oo 4-11
(funcallhook ’1_form ’su_funcallfunc [’su_evalfunc]).........ccccocovemiiineiiiiceeiccecc e 4-11
(FURCHON U_FUNC) ...ttt 4-11
() eeoeieiee ettt ettt e aa b oateeh b s s tee sate s et et e e ea e et e et e e eae s et e st s eaaeeeaaeen 6-3
(BCATLET S LYDPE) ...ovivvvieitiieiitetect ettt ettt ettt ettt et s e s e s e se b s et et et eb e s st esessesese bt esseberesesberas 6-3
(genSYM [’ 182AET]) ......ooiiiiicieccteccc ettt et 2-11
(et *1S_NAME *B_INA) ..ouoviveriiiiieieieieecceets ettt s ettt ettt et b s aane 2-23
(BEt_PNAME *S_ATE) ...ovveeiiiieieteiireieteeeteese et s et b bbb saas ettt 2-13
(BELACCESS "B ATTAY) ....vurveeiiiieteteieieeeteesteses et tets b esesesse e e bbb e b ebesebebebes et es e s bbb esebasnssss st esesesesennas 2-17
(getaddress ’s_entryl ’s_binderl ’st_disciplinel [.. ... ... D 2-26
(BELRUX "B _ATTAY) ....oviiieriieeieteieeeetet ettt et et ettt s et e te b eae b et s s b e seese b e b essesessebsesa s eneereneseebens 2-17
(Zetchar ’S_aTg *X_INAEX) ....ecvivivirireierereteeeietiiis ettt teae et s s b et ettt e s s b e s e s ss s s s b benas 2-13
(8etChAIN *S_Arg X _ANAEX) ..e.vovevevirereretiteetisieteiseeteteses st s bbb bbb tebes s s s s s esesess s esesesesesnas 2-13
(BELA *S_ATB) ...viviiiiiiieiieteieet ettt ettt ettt et e bbbt e s b st et et et e s b bt e e b e s s bt ere et ese e b ese st et eteseata 2-13
(ZEtAALR "3 ATTAY) .....ovoeiviveieieiiiieteeie et tet et ettt ettt seaeae e et es bbb b eses et esess st s esesesnanas s esereseseteaas 2-17
(ZEtdEItR *A_AITAY) ......ocoviiieeiieieteiciete ettt eeb ettt se st s bbb sse b b e s s an e ss et seteaese e snan s enena 2-17
(ZELAISC "Y_DCA) ...vovieieeeiieieieeeeec ettt ettt ettt s s bbb st b ese s tetest et 2-21
(ZELAESC *Y_FUNC) ...vvvierieiececeiiteteee ettt ettt a ettt s e st s bbbt et et b st et s s s nee e 4-11
(ZELEMETY 'Y _DCA) o.ovviveitiieieieieeeies ettt ettt s et bbbttt et b s e se st seb et e b st s bkttt be e 2-21
(gethash ’g_key "H_htab [’g_defval 1)......cccccoeiiiiiiieiciciecceeee et 14-2
(get] ’Is_NAame "1 iNAICAIOTS) ....c.cveviveveviriieictiieiseiereteteseese st b s st ebe e s b s eseassssbe s s s st 2-23
(BELIENGER 8 _AITAY) ...c.cvoviviieeiiieicicietet ettt ettt s e b s s b se b e e b b r e sa e s et et ese b betenn et 2-17
(ZEtSYILAX S SYMLDOL) ...ocvviieieiieciet ettt sa bttt bt enn s ae b s sns 7-10
(B0 8_1DEXD) ...eeeeieeeiecieeieiieeeete ettt ettt b bbb e s et a et ettt nn s nes 4-11
(greaterp [’n_argl ...]) oottt 33
(Baipart bX_NUMDET X_DItS) ...cecveiriiieiierieierieieetec sttt esest et et res e ebesesbesesa s etesasseseseebesesaesesns 3-4
(hash-table-count "H_htab)...........c.ccooueiiiiuiiieicite ettt ettt b ettt 14-3
(BaSh-table-P "H_ATE) .........cccooiiieiiieieie ettt ettt ettt b et bese e b et bt esese et ess st ereetetereesenene 14-2
(RAESIERDSERL) ......c.oviveiiieieieieeceee ettt ettt ettt et et s et et et eses s stese et et eseasese s esesanseresese et eaens 6-3
(BAUIONE DX NUMDET) ......oooviviiiieieiiiiet ettt ettt ettt ettt ae s bbb e st ese e sss s s bebe et se e 3-4
(hunk *g_vall Pg_val2 ... ’8 Valfl) ..ottt et 2-19
(BUnK-£0-1St "h_NUNK) .....coeiiriiiiriieii ettt et 2-20
(BUBKP "8_ATE) ...oueviviieieeetee ettt ettt et e bt ettt et et eb et se s ss et essebete s et ens et eteae s etesessereneas 2-8
(BUNKSIZE "h_AT) ..vviveviiicieiitieiic ettt et b et bbbt et b bbb bt s bbbt aees 2-20
(f’ga’g b’8 C...) vt e e eetee—e—teteateaateeeat et aeeeaeeaate et et eeateae et et aeeteneeeraas 4-12
(78 8 8 D) coeerereeceiceceetce ettt ettt ettt a ettt sttt a bttt s et ne e teneaseees 4-12
(if 'g_a then ’g b [...] [elseif g c then g d ...] [else g e [...]) ccceiviereiniiiecce, 4-12
(if ’g_a then ’g_b [...] [elseif ’g_c thenret] [else >g_d [...]) ........ccooovviiniiiniiiiiie e, 4-12
(IMPIOGE "1 8T) ...voviviieiiieieiecectete ettt en ettt ae s et a b s s s bbbt en st ses et et eesenenans 2-11
(include S_fIIENAME) ........c.cvevivieiiiiietcteeet ettt es bttt se st s et ae s e annes 6-3
(include-if >g_predicate s_fIlENAME) .......ccoceeeviieiiieiieiceeee ettt a e 6-4
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(includef >s_fIlENAME) .........ccorieieieieritiieiee ettt et ettt s b 6-4
(includef-if ’g_predicate s_flename) ...........cccoovoiiuieieieicieiiiictceee et 6-4
(infile °S_fIENAME) ......voviviveeiiieieieeetice ettt ettt ettt st es b e s s et b bbb ne et es 5-3
(insert ’g_object ’1_list *u_comparefn *g_N0AUPS) .......cceoerueririeieeiieieieeeieiesiec et 2-6
(EIEEITE "S_8IB)....eeiuiieiirietiie ettt ettt s et a et et s et e se bbb ent et et be e et et eb et ene 2-12
(KWOLE *B_8TZ) ...veuiieiirieiitiieieeete it etete et s ese sttt st e s s b e s ae st e bt eaess e s et es s s e s essesaesebes e s et et ebeneesesnasesansans 2-26
(TRSE "1_AIB) 1.oveieeieieieieieete ettt ettt ee ettt bbbt b e s st s sttt bene et et h ekt b et ne et ene 2-4
(IEOMC “I_PHE "1 X) cveieeieiitetenieies ettt ettt sttt sa bbbt s et bt et e bbbttt bttt 2-24
QUHE "1 X "LY) vovvvvvoeereoeoeseeeseseeeeeeeeeeeeseeeeseeseeeeeseseseseseseeseessessss st esseessessesseeserssseseessssrees 2-5
(IENEER 1 ATZ) .....voveiveeeeteeeeee ettt ettt ettt ettt s et ae et s e b st etese et et e s st ene s ebe b eae b ere s 2-3
(1eSSP D'11_ArL ...]) ettt 3-3
(let 1.args g €XPl ... 8_EXPIN) wovoviuiiieiiiiiecee ettt ettt se e v bt e s se s eaeseasebessesesessesssesesne 4-13
(Iet™ 1.args 8 €XPl ... 8 EXPI) .eoviieuiiiiiieieieieieie ettt ettt es ettt et s e eetes 4-13
(lexpr-funcall ’g_function ['g_argl ...] "L argn) .......ccocoiiiiiiiiiiniceccee s 4-13
(St P8 ar8l o ) ettt ettt ettt et s 2-1
(HiSt-t0-DAZNUIM "1 INLS) .....eiitiiiiitiieiictit ettt ettt ettt et e e e sbete b eaeebe b eseesasesseseeneens 2-3
(listarray ’sa_array X_€lements]) .......ccccocouiioioieiiiieicec et 2-18
(TESEEFY "X _COUNL) .ottt ettt ettt ettt es e te et eteese e ebbesaebesbeseebessesaesaesassanseneenas 4-13
(TESEP "B ATE) 1.ttt e ettt se et e bbb e s eas s e s e b e s e be b e st eb et e b eseebebenbereerene 2-3
(HESED "B_ATE) coveeiieieiieee ettt ettt ettt ettt et et e s et et et et et saseae et et es b ere et eneereere b eabenaeneeseaeenes 2-8
(load ’s_filename [’st_ map [’g_ warnll) .......cccocoovoiiiiiiccce e 5-4
(BOB FX_AT) ..veeeetieeieeeee ettt ettt et e et et et e et et et eaa e et e eteeaeete et e eteteete et erbentens 3-6
(ISh X VAL X_BIMIE) 1.ttt ettt ettt ettt et e et ettt teete ettt e et eae et et enserebe et eseere e 3-5
(ISUDSE *1_X "8 ¥ "1 8) cueuiiiieiiiiiieiietce et ettt et ettt ettt et et et eteeae et e b eseete b e b es e et ense s erebeane 2-7
(mMAcroexpand ’g_fOIM) .......c.ccooiiriiiiiiic ettt ettt et et sa et b e ers et s et ne b e b nee 2-26
(make-hash-table :size :test :rehash-size :rehash-threshold) ...........c.cccoevevieieieiieeeieiee e, 14-2
(mMake-vector-Float "X SIZE).........cocveieuieiiiiiiitiiiieteeet ettt ettt ettt st seas 14-7
(makeht *X_Size [ S teSt 1) .o.ooiiiiiiiiii e 14-2
(makereadtable [’s_flag]) ...........cccocouiiiiiiiieice s 5-4
(MAKRUNK *X1_ ) c.oviviiiiiiiiiieietiet ettt ettt ettt eve ettt eae et e seebeseersessebessesassesesseseesaesassensans 2-20
(MAKDAIM *T_81) ..ottt ettt bbbt s e bbb e e be b e s e st be b esses e b anbe it eneenene 2-11
(MAKNUIN 8 8IE) ....oiiiiiiiiietecteee ettt ettt ettt et et eta et et e et e stestebesbesseebsessessessessessansesseensessesens 6-4
(MAKUNDOUNG *S_ATZ) .....c.oiiiiiiiiiiiiiiiii et 2-14
(AP "U_FUNC L ATEL ...) oottt et ettt et et ene et as 4-13
(mMAP-0VEr-0bliSt "U_fUN) ......ooiitiiiiiiiic ettt ssebe bbb v e eresbaeaeebensenes 14-6
(MAPE "U_fUNC "1 AIZL ...) oottt b bbbt b e s 4-13
(mapean "u_fUnc 1 argl ...) oot ettt nen 4-14
(MAPCAr "U_fUNC "1 aTB1 ...) oottt ns 4-14
(MAPCON "U_FUNC "1 AL ...) ooiieiieicicc ettt ettt ettt erene 4-14
(maphash *u_fun "H_Btab)........ccccoceiiiiiiiiiiiieiciececete ettt re bbbt ers b sens 14-3
(mMaplist *u_func 1argl ...) .ottt s s 4-14
(marray ’g_data >s_access ’g_aux *X_length "X _delta)..........ccccooovveririeierenririeeerecieeee e 2-17
(MAX "N_ATZL ... )ittt ettt ettt et a et ettt eb e et e bt ebeeae b reeraereeneneenas 3-6
(member *g_argl 1 arg2) ......ccc.iviiuieieiieiiieeieeeet ettt ettt ettt ettt et eb et rsere et e aereereens 2-10
(memQ *8_r81 1 AIE2) ....cciiieiiiieiecietieiete ettt ettt ettt ettt r et et b et e reere b ersetseaeebenrens 2-10
(merge ’1_datal ’1_data2 *u_COMPArEfN).......c.coveriiiriereicieneeeiee ettt ettt eve s s enseaeereeenes 2-6
(MUnCION t_ENLIY *S_dISC) c.veviiririeiiieieie ettt ettt es et easevs bbb s e s ereeresaesaerenres 4-14
(IED "N_AFBL .. ) oottt ettt ettt et n e ne et et et eneeaenna 3.7
(MEDUS "NUATE) oottt ettt et a e et et et se st cse e ese et et etes e et ensetese et ene et enerenees 3-2
(IENUSP *8_ATE) c.ovveeieeeeieteeee ettt ettt ettt aee et e et et e tsetet e et et ese et enseneese et et entereseneens 3-3
(Mod *i_dividend *i_diVISOT) ........ccooiiuiiieeieticieece ettt ettt eaeeae et e saeaseneeaeersennens 3-7
(msg [1 option ...] P8 mSg ...]1) oo 5-4
(multiple-value-bind ’1_varlist *g_values-form ’g_form1 [’g _form2 ... 1) ..cccoeviniiiiiiiiiins 14-5
(multiple-value-call "u_fun ’g_forml [’g_form2 ... 1) ..cooeiiiiiiiiee s 14-5
(multiple-value-list *g FOTM) ..........cccoiiiiiiiiiiiiicet ettt ettt bbb s b et neaenenes 14-5
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(multiple-value-progl *g_forml [’g_form2 ... 1) .....cccooiioioniicieeee s 14-5
(multiple-value-setq *1_varlist g _fOIM) ........cccooeueuiririniniririereeeeieeeeeiee ettt s e ene 14-5
(nconc ’Largl *1.arg2 [1.arg3 ...]) oot 2-7
(ICOMIS *B_ATZ) c..vveveieieieiieieeeete et e st et ettt se b be et e s ese s b et e s s e s easaesssesasesese b ese st et esesseseseseenens 2-1
(EQ "8 X P8 J) eeueeeriuiieiereteeet et ettt ettt eb et et as et re e b eae e bt et ae et ene et ere e reeee s 2-10
(new-vector x_size ['g_fill [’g Propll) ......ccoiiiriiieieee e 2-15
(new-vectori-byte *x_size [’g _fill ['g propll) .......cccioiiiiiceceee e 2-15
(new-vectori-long ’x_size Pg_fill [’8_Propll) .....ccccoueimeiiiiiieirieieiece e 2-15
(new-vectori-word *x_size ['g_fill Pg_propll) .......coouiriieiiririeieieeece e 2-15
(IOt *B_AI) ...vvviieieieeeceeeee ettt ettt et et s bttt s s st s bt t e s et et beteasasasa st s esetetete it s st eteaes 2-10
(DPECOMC 1 ATE "8 ATE) ...voviviievieieeciiieeeteteee ettt et et se et se s ebesessssesesessesessseseseesensas s esessasesensan 2-8
(IPEVETSE "1_ATZ) ....oueuierinieiiiieieie ettt ettt ettt e stsa et b et esases e s e s s et bt enensaensnenas 2-8
(th "X _A0AEX "1 IISE) .veuvviieiietiiiieteetetceeete st ettt e et ete bt etesbese b e e et esessssseasese s eneesesseneesenesesenes 2-4
(DEhedr X _ANAEX "1 ISt ...ouvieieieieieieteeiiciee ettt ee et bbb bbb ans st seseasas s s s sesenas 2-4
(Dthehar >s_arg *X_INAEX) .....cveueeieieiiieriiiicieteeet ettt s et eas et st esssese s b essesebeseseenas 2-13
(nthelem "X _argl 1 TZ2) .....c.ccocveviviiiieriieteeteeiite et et ese ettt st ae et as st s ees ettt es e e rsene et 2-4
(IULL B ATE) ...vicviieeeeceetete ettt ettt ettt ettt e r et a s e s et eae bbb et es et es st et es s s eaeae et eseereneananeteneans 2-10
(MUIMDEIP *B_8TZ) ...ttt a ettt st be s s ae e sesese et b e st esessae s s et et esnenseenasane 3-2
(UIMDP *Z_8TE) c..vvieiieiieeet ettt ettt es et b s b et ae s et e e st s et eaeaeas st s eaeteseteanaes 3-2
@WEN PP_POTt]) oottt ettt eae et ns 5-5
(OBIESE) ...ttt bttt 4-14
(OAD *X_BI) ...evovieeirieeeeieeeteeeeee ettt ettt ettt a bttt et e bt s et e bt et et en et et s e et enteneeteneereanas 3-3
(OMEP *B_ATE) ...eevieeieieieeieieeetee ettt ettt ettt e sttt b et en et et r st et ent et et en et ene et s e eanenenes 3-3
(0pval ’s_arg P8 NeWVall) ......ccooviiiiiiciice ettt r et 6-4
(OF [Z_aTB1 ... 1) oottt ettt ettt eae s 4-15
(outfile ’s_filename [’st_tyPel)........ccoiuiuiiiiiiiiiiiceeeetceete ettt 5-5
(PAtOM *Z_eXP I’DP_POT]) oot 5-5
(PHISE *S_8IZ) ..veveerevieierieereeceeet ettt et ettt ese sttt etete s s ensas e seseas s ssesensesesssetssest et ensasesssenseaeean 2-13
(PHSE *S_NAIMIE) ..vvvivieiieetieee ettt ettt ettt ettt se et easae st eseasattese s esssess et es st eses e s enesesseneaeas 2-22
(PIUS IN1_ArEL ..]) oottt ettt sttt ettt ettt 3-1
(PIUSP "1 ATE) oottt ettt sa bttt t s s s s e s s a s sa et st st easseaese s st ea et enes et eee e 3-3
(PIEIEN *XFS ATE) ...ooviuivieieieiiieeetetetetee et ettt ettt es sttt et s ettt ses st et etetessssasesenereeeretenas 5-5
(POTED *B_ATZ) ...vviviiieieieeieietet ettt ettt ettt ees st ettt s s esst st ese st eses et et essssaeabesensassetesenas 5-6
(PP [1 0ption] §_NAMET ...) c.ooviiiieiiecececcctceeeet ettt ettt ettt n ettt ean et 5-6
(pp-form *g_form P POTt]) ...oooviiiiicecececece ettt sttt 5-6
(Prine *Z_arg PP _POTt]) coveieiicieeeeeeeee ettt ettt 5-6
(Print *g_arg [’P_POTt]) ..ooiieieieiiicce ettt ettt tean 5-6
(PODEE *St_fI1E) ....c.ouievceeeeeiieieeeteeee ettt ettt ettt a et n e ee s s et easat et st eaeases e 5-6
(process s_pgrm [s_frompipe S_tOPIPE]) ....ccvoviiviueeeieiiicectceetccee et 6-5
(Product Pn_argl ... 1) .ottt 3-2
(PrOg 1_VIDIS 8 XD ...) ouiuiiciiieiciceeet ettt ettt ettt ae s s st ss s es s ess et eaen st ess et etenens e 4-15
(progl ’g_expl D8_eXP2 ...]) coroiiicece et et 4-15
(prog2 g_expl ’g_exXp2 D8 €XP3 ...]) oottt 4-15
(progn ’g_exXPl P8 eXDP2 ...]) cooeieccee et 4-15
(Progv "1 10CV "NtV 8_EXP1 ...) cuevvieeitieeececececectecec ettt ettt 4-15
(DHEIIIE) ..ottt e et et e et ees e e eeeateaaesae e eenseestensenseseseneesesanseeteesesaeaneenas 6-5
(PEE Z_ATE) wovoeiieiieeieceeet ettt ettt ettt s st et b et e s e et et et et et e st eae st ete st et ete b e e et esteneereeaetenneneas 2-26
(DUTCOPY Z_EXD) ceeuvivirieeetieeeetesieietete e etetese st esesee st ete et et etssesseae et st sesensasesesessesesseeseseneseneeseaeneseeeene 4-14
(DUFEP *B_EXD) «vveveeviretitieieteeee e tete et et eae et et sess st et e e ste st ese e ess b et easenesseseeseseensssessesesseesesesesseasenean 4-16
(Putaccess ’a_array "SU_fUNC) ......cooueveiiueirierieeiteete ettt ettt se et sttt se e s enes s s st eseeens 2-19
(PULAUX *8_ATTAY "B_AUX) .ovoveverieiiiiietetereeetesesetet et se st sess s eseseseseasaess st et esstesesesesessassesesssesesees 2-19
(PUtd ’S_NAME "U_FUNC) ..ottt ettt eeet st etese e et e e eneseneseeaene e enene 4-16
(PULAALA *8_AITAY "B ATB) ...ovcveveviiieieeetereetetesetet et s ettt etessss s aese st et st etesesesensnsasesesesesesene 2-19
(putdelta *a_array "X _delta)........ccocoviirieieieieiereieice ettt sttt et 2-19
(putdisc *y_func ’s_diSCIpling) ..........cecevevevererereriecricieieiereeeeeete e ettt enena 2-21
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(putlength *a_array *X_18NGHH) ......cccceiueieiiieieieiieiet ittt b et s 2-19
(putprop ’1s_name *g_val *Z_iNA) ....ocviviriiiieriiecceeteee ettt 2-23
(QUOBE  ATE) ....vviviieieiieieeetceeet ettt ettt ettt ettt et et b e s s e b e b s s st st s e b e s snseaa st bt s e s e e s s s eae e 2-26
(quote! [g_gforma ...[! "g_eformd ... [1’1_formd ...) oo, 2-2
(quotient [n_argl ...1) oo e 3-2
(random PX_TmMit]) .oooovoiiiiieece ettt 3-7
(ratom [’p_port 1’8 €0f11)...c.oiiiiiiiiciicc et 5-7
(read [’p_port P8 _€0f11) .ooviviiiiicieicici et eb e e 5-7
(readc [’p_port P8 _€0fT1) .c.iiiiiiiiicicce et s 5-7
(FEAAIESE "I AIB) ....ovivivivieeeieeeteteteecetett ettt ettt s e ettt ettt b et s s e s st e b e b e s saessesennaes 5-7
(remainder ’i_dividend *i_diVISOT) ..........ccociiiiiiiieiiieiete ettt 3-7
(TEMALOM ™S ATE) ....o.iovevieieietiietieiet et etetete ettt ettt e b et e b e s bt ebes s e s eses s et esaeaebeseebese st esesensesansenensenan 2-12
(remhash ’g_Key "H Ntab).......coccoeirieiiiiiiiiieieieeieteetese sttt ettt ese e b s e s s sene s 14-3
(FEIMOD *S_SYMDOL) ...oviuiiiitiiite ettt ettt ettt et et e e et e s ete b e s e b e asebaebesbetesaessenseteseebesaensesens 2-12
(FEMOVE "E_ X 1 1) 1ottt b e ettt b bbbttt ns 2-6
(removeaddress ’s_namel ['s name2 ...]) ... 5-7
(remprop ’1S_NAme g iNd) ....ccooveveviiieiiiie ettt e b st naesenene 2-23
(remq g X "1 1 PX_COUNED wviviiiiiieiciii ettt et 2-6
(replace *8_argl g arB2) ....o.occoiviiiiiieiiieet ettt ettt b et b et b s se e st sennesens 2-26
(T@SEL) ....e.eceeeeeeiee ettt ettt et ettt ettt ettt ettt a ettt a et e et te et e rere s te st et enensene s etennesses 6-5
(FESEEI0) .......voeiiiieit ettt ettt sttt 5-7
(return 18 vall). ..ottt bbbt enas 4-16
(TEVETSE "1 ATE).....viviiieieiiiieiiitietecteate et etestee et et eteste bt eb e st esaba st esese et esbessebes s ssesassesesbesaessesesansensasessenne 2-8
(POt "X VAL X _BIMIE) oottt ettt ettt b ettt ss e e sk e st e b esene b bebese s s s et se s 3-6
(rplAca *1h_argl "8 ATE2).....c.iiiieieieiiriiieeie ettt ettt b et b et e s e e s s b b essanse s esessssesesens 2-5
(rplacd *Th_argl "8 arE2)......ccecieieieririiiiie ettt es e s st b et b et s bbb s s ss s eteaeas e enae 2-5
(rplacx X_ind "h_HUNK *8_VAL ...ooiiiiiiiiiiietiieieceece ettt r e re e v s ss s b e s eneeraeneere e 2-20
(sass0c *g_argl 1 arg2 ’SI_fUNC) .....cocoiiviiiiiiiiiieieeeect ettt ettt b bbb n e ra b b ne 2-21
(5a55q g _argl 1. arg2 "Sl_fUNC) ..c.cvoieieiiiiieiiieieietct ettt ettt b e b s et s s e 2-21
(SCOMS *X_ATE "DS_TESE) ..vvviviuieierieietitietetisesietestesesesestesesessesesessetesassesesesessesassesesesesaseesenesesessenesesenen 2-27
(SEEMENL *S_tYPE "X_SIZE) ..vovevevivereririieiiiieiiisisesese st sess e s s sttt b et b et ebe bbb e s e ea s nss s s e 6-6
(selectq *g_key-form [1_clausel ...1) oot 4-16
(Set ’S_ArBL "B ATE2) .oveuiieieiiieieiteteie ettt a ettt ettt s bt ser s e b easetereerens 2-13
(set-in-fclosure *v_fclosure ’s_Symbol *g_NEWVAIUE)..........cceriiverieririirineietiiereeeresieseesesnesessesenas 2-25
(Setarg *X_argnum "8 VAL ......ccooiiieiiiiiiiieieieirtetetett ettt ettt se st neese st eseesaesasaesensenn 4-16
(Setf g _TEfEXPr "8 VAIUE) .......ceviviveiiiiicectctctce ettt ettt et s ettt b et et ea et s tetens 2-27
(SELPLISE *S_ALM "1 PISE) .o.viveveeeeiieietesieteietiieteaieteseteseteseeteses st et e s sesesssasasesese s e bessesesesessssesesenan 2-14
(SELPLISE *S_ALM "1 PLISE) ...viveververiieeeteieeeiesieietesiste s e esaetes s eses et ebete s s eaes et assebesesesbebessesesessessesenesaesas 2-22
(setq s_atml ’g_vall [s_atm2’g val2 ... ... D) e 2-13
(setsyntax ’s_symbol ’s_synclass[’ls_funcl) ..o 7-10
(setsyntax >s_symbol ’s_synclass [’1s_funcl) ..........ccccoeviiiiiiiiiiiiiiicc e 5-7
(SIEID) ...ttt ettt ettt ettt ettt e te et e e e e e etne et e eteene e eateareeaeenaeenreenns 6-6
(SMOWSEACK) ......vveveieceeeeteeee ettt ettt ettt ettt et s et et s st et et eeesess et et eseseteesse s esenensasesesenas 6-6
(signal *X_SIZNUM ’S_NAIME) ....coovvieieerieieeiietesitiee ettt te et ese et se bbb eteebesetebese st eresaesensesensenenseses 6-6
(SIGMP S_LESE "B VAL) c.ovitiiiiiieietieietee ettt ettt ettt et e b et eb e et re bt te s et e et ae et e s eneneeres 2-9
(ST "FX_ANEIE) w.veieeeeeie ettt ettt ettt ettt ettt et ettt eae et et ene e enenenaes 3-4
(STZEOE "Z_AT) ..v.viviveeiieieeeet ettt ettt sttt e et et s et et s et es bt es e et et et et t et et e et enseaeneeaetenras 6-6
(SBORA *S_fI1E) ..ottt ettt ettt ettt et eae bt ereeae et et anseneetenra 5-7
(small-segment ’S_tyPE "X _CEIIS) ......cevieriviiereiieieiiereet sttt ettt etese ettt eaess et ete e ere s ereseserennas 6-6
(50Tt *1_data "U_COMPATEN) ......oiviviveiireieieieieeeiecte ettt teese et ettt s ettt ss s esenesseeeeseassesenns 2-27
(sortcar *1_list "U_COMPATEIN) .....c.ooviviiriieeiiteeetee ettt es et et e st ete e eaessstesressenaenesneas 2-27
(SQIE "FX_ATE) 1.voviveiiveriicteiet ettt ettt vttt ettt ettt ae s et es et et et et s et e st et eae s et et et et eneereneeeetennas 3-7
(sstatus apPendmAaP § VA1) ........cocooiiiieiiiiiiiiietceetetct ettt s sttt ettt et eae et ere s erenrenas 6-7
(sstatus AULOMAIC-TESEt B VA1) ........c.ocveveeiiiiiiiiieteeete ettt ettt v ettt e e eneerebena 6-7
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(sstatus ChAINALOM 8_VAL) ..........cccovvviiiiiieieiiiieiee ettt ettt sb ettt e e e e e 6-7
(SStAtUS AUINPCOTE § VAL) ....c.oovivinirieiiieeieetetetetetese ettt et b e se et s e s bt sesasesesteeseseseseneseanes 6-7
(5Status eVATNOOK S_VAL) ......cccoviiriiiiiiiiiieieeieteste ettt ettt ae sttt ete et bebe et e b e b st esesbe e 6-7
(SSLAtUS FEALUTE §_VAL).......c.c.euiiiiiiiiiiiiiitiiieieie ettt ettt 6-7
(SSEAtUS FGMOTEEOF §_VAl) .......o.viiiiieieitcietiecces ettt ettt bbbt asa et s s nesneees 6-8
(SStAtuS NOFEALUTE § VA1) .......c.o.oveviieieiuetieiteteiercectc ettt b s aste s bbb s b s s ssnasanans 6-8
(SStatus tranSHNK € VAL ...........cccoveviiiiiieiiiieieeetie ettt s e b st se et e e b e b e seesesens 6-8
(SSEALUS UCLOIC §_VAL) ...vovieitiiieiicieiceet ettt ettt b et b b e sbesseb e e besbas e esessasaebeseensanans 6-8
(SSEREUS & _LYPE B_VAL) c..eouiiiieiiiereieieteiciesetes ettt s et ese bttt b s e b et esa e s ass s s eseseseaesesensesenes 6-7
(SERLUS CHINME) .........cooviviveeieiictcctete ettt a et s et b et ese s ebe b eseaessebasaesesese s eseseesesens 6-8
(StALUS FEALUTE §_VAL) ...c.oooveiereiieiecieecce ettt ettt s et s bbb bt et s et et s et nene 6-8
(SERLUS FERLUTES) .........oeovivieirieiieteteeiet ettt et et et st ae e st ae s esese st essebesess s esesssseteasaseseasasas 6-9
(SERATUS ISALEY) ....eoevieieeiieeeeeicte ettt et et et e et eeat et e ee e eas e s e estesssetseaesenssensessesaesnssessenseentesaeennes 6-9
(SEALUS JOCAILIIMIE) .........ovevievvieeeieicteet ettt ettt ettt s sttt st aes st et e s s esensesetens e 6-9
(SERALUS SYNEAX S CHAT) ...o.ouieiireicieieietcicet ettt ettt ettt eb et s e st et s e an s s seseses 6-9
(StAtUS UNAEMFUIIC) .........voeieeeeeeieeece ettt ettt a ettt et aeasnssesesesenas 6-9
(SEALUS VETSTOM) ......ocooveviiieietieieictiite ittt ettt a ettt s s s sseaes s seses s b eae s ebess et eseae s eseses 6-9
(SERALUS B COUE) ...vviviviririeiiiieececte ettt ettt st s st b et seseseae e ssss s sesesesessanansnesesieesns 028
(SEEP S_ATEL...) woviviitiiieieeiee ettt ettt et ettt et e et ettt ettt ae ettt ent et e s e s st e et eanas et eae st ean et 15-1
(sticky-bignum-leftshift *bX_arg X_amOUNL) .........c.cceeuverieirieieieieeiiere e eae s e ese e nens 3-5
(SEOT@ "1 aTEXP *B_VAL) ...ouiiiiieeiiiciieieiee ettt ettt et e st b s as b enas 2-19
(SEFEIED "Z_ATE) ...vivieiiieieicieeeieete ettt ettt ettt bttt eae e ebese e s et e st et es s b esesesseseanasesesnaseseasera 2-9
(SHDL "N_ATE) w.evivecvieieiieicett ettt ettt ettt se st et s et et s e s e bt et eas et eae et esese s erene e 3-2
(SUBIES "L AISt "L EXD) 11rsssssessssssssssesssssresorooeeeemeneneeeeeeeeeeeeeeeeeeeeee s e 222
(SUDPARIE 1_01d *1_NEW *L_EXPI) c.vivivrvereeiaieeieiciesesetese st s s s sesseses s aese s s s s s ssssess s sesesesens 2-7
(SUDSE 8_X "8 ¥ "1 8) wveeteieieieeiiieit ettt ettt a bbbttt a s et es bttt s e b et sttt eee e 2-6
(substring ’st_string *x_index [PX_Iengthl) .......cccceooriieiiinioiiireeeeeee e 2-13
(substringn ’st_string ’x_index [X_1ength])..........coccoiiiiiiieiiinciiceccecce e 2-13
(S PN_ATZ1 ...1) ettt ettt ettt renena 31
(SYMDOID "8 AIE) ....vvvveieieeieeieicteteie ettt ettt ettt a e a e e aea s et et et et et e s et en s etet et s ese e 2-9
(SYMEVAL *S_ATE) ....vvvitieiectiiet ettt ettt ettt ettt as st st as e s e st et et e s et enene b st et s et eseesanes 2-12
(symeval-in-fclosure *v_fclosure ’s_SYmDbOI)..........cc.cooeieuieiiieceereieereete et nens 2-25
(sys:access ’st_filename *X_MOAE) .......ccccevveriiieereriieieeeieee ettt es ettt aeae s eae e 6-9
(sys:chmod ’st_filename *X_MOdeE) .........ccccevveireriireuinieieeieeeseet et a e s se s s ss s 6-9
(SYSIBEEPIA) ...ttt et ettt et e st a et et a ettt et s et et e st et et et esesene st eneas 6-9
(sys:link ’st_oldfilename ’st_newfllename) ............ccooveviveeieeiininiiiinieeeeee ettt 6-9
(SYSIEIITIE) ...ttt ettt ettt ettt et e et eat et etsen e ae et enseteeae et e e aeeteene et eneeneeanens 6-9
(Sys:unlink *st_fl€Name) ...........ccceceueviviieiieiecieicieeeee ettt ettt 6-9
(8D °X_COL I’P_POTE]) oottt sttt sttt nnennans 5-8
(BRI 1 X ") oottt ettt ettt ettt sttt s s ettt b s terens et sttt tenens e 2-3
(BEOMC "1 DT "8 X) ceeurereeeieieieteteresceeieseeeetetae et et teseseseseseasesas et et et sesetesetesebeses s e eseseseseseseseesases et sereseseas 2-24
(BeXPT D _POTL]) .ottt ettt ettt ettt eneas 5-8
(£erPFL I'D_POTt]) .oivieceiiieee ettt ettt ettt sns 5-8
(throw *g_val [S_tag]) ......ccoeuiiicieiee ettt ettt 4-16
(time-string X _SECONAS]) ........cciiuiiiiieiiiiie ettt 6-10
(tEMES P11 ... 1) oottt ettt 3-2
(BOP-1EVED) ...ttt ettt st be ettt a e bt e s st a et e st ea et et e st et et s et eteenentetesteneas 6-10
(trace [15_arg1 ...]) oottt s bt aes 11-1
(traceargs s_func [X_1EVEI]) ........cccoviiiiiiiieuiieieicicieece ettt 11-3
(tracedump) ............cccovveevnenes eressetssisestesstesebesiat it sAe b e b e R e LSRR e R RO RO e RSSO SR e b e b e R R e RSB RS e e r s R et ens 11-3
(EYE IP_POTED) oottt ettt bttt ettt 5-8
(tyipeek [P _POTt]) ..o ettt tena 5-8
(850 *X_Char [P POTL]) ..ottt ettt ettt 5-8
(YD BLATE) woveveiveieiiecectetetetce et ettt s et a sttt et b et sttt b et bbbt s et ettt b et et sns 2-9
(EYDED *B_ATE) «.vovvveeeieieieierietete ettt ettt ettt et ettt b s et bt et bt s as st ettt et et r et enasan s nas 2-9
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(eomeat ISt argl ... 1) .ottt 2-11
UDLTACE [S_ATE1 ...1) coovieiiieieiie ettt et ne s 11-4
(untyd *X_Char PP _Port]) .oo.oeiiiiiieeecce ettt ne e 58
(unwind-protect g_protected [g_cleanupl ...]1)....ccccooviiiiiiiic e 4-16
(VAIUEP “B_ATE) ...veveueniieiiieteiietetete e te st ese st e st ete e ese et bese s ss et tese s ebassesesessesensebeneeseneseseseeneneeseneas 2-9
(values [’g_argl ... "8 argnl) ...ccooiiieiiiicce ettt s 14-5
(VAIUES-TESE 1 ATE) ....coouiiviitiiiiieticecete ettt ettt ettt s et te et eseess b assessesessessesaesasseseessesesbassenes 14-5
(vector 2 _val0 *g_vall ...]) oo st 2-15
(vectori-byte ['X_val0 *X_val2 ...]) ccooioiiciiciee bbb 2-15
(vectori-long [’x_val0 *X_Val2 ...]) ....ccooiiiiiiiiciceeeee et e 2-15
(vectori-word ['x_val0 X _val2 ...]) ...t 2-15
(VECEOTAD "V VECLOT) ..vivieniititeetieeetcteet ettt ettt ea e se e es s e et et aesenseasesessessesseseneesseanssensenns 2-9
(VEOLOTP "V_VECLOT) ....iveuiiiiieueiiisiieetetetese e seaetebe ettt et et et eseseses s eseebeseses et et et beseseaeseabebeneaeasenas 2-9
(VEet "VV_VECE "B INA) ..oviiieieieciiictiieet ettt ettt eb st et e s e bbb e s ben s anaeseesaenan 2-16
(VITOP "VV_VECE) c.oeieieieieeeeeiete ettt ettt ettt ettt eae sttt et essebebessebessesesessesesseaeasesan 2-16
(vputprop *Vv_vect g value "8 ind) .......ccoovivieieieiieiicieteeee ettt eneseas 2-16
(VT *V_VECE "X_IMAEX) 1.evveuiniiieieieiet ettt ettt st st ets et ettt es e es bbb b e s bt e b et et seneaes 2-15
(Vref-float "V _VEC "X INAEX) ...ocuiiciiieiiciciiieecteteteee ettt et bbbt ba st ee s esa b s nee 14-7
(vrefi-byte "V _vect "X _DINAEX) .....c.coevveiiiiriririireieteetet et ettt ee et te s e s ereea et essesabanbeneereeaaenan 2-15
(vrefi-10mg "V _VECt *X_TINAEX) ....ovouiirieieiieriteieieieeet ettt s et esee sttt se st se st nens 2-15
(VIefl-WOrd "V _VECt "X_WINAEX) ....oeviieieieiieieteieieeieietetetete ettt aese s sa s besesesa s besesenesenas 2-15
(vSet *V_VECt *X_INAEX "B VAL ...cviuiiiiieiiieieietisiee ettt et te e te ettt sae e etebe et e b e e ese et et e ae e aeaseene 2-16
(vset-float *v_vec *X_iNdeX *f VAIUE) .......occoveviiiieiieieieeeeeeeee ettt bbb ne 14-7
(vseti-byte *V_vect *x_bindex *x_val).............. ettt etereeteeeeetatetete b ertes e bese et et e s et e beseebe s ebeneebenrens 2-16
(vseti-long *V_vect *X_INAEX *X_VAL) ....ccooveriiiiiiiiiiiteieteeteee ettt ettt eae et b et a e re b e 2-16
(vseti-word *V_vect *X_WINAeX "X_VAL) .....cccoueveueieieriiiririeeeteieieeeseeestetsesse e eeee s seseseneneseas 2-16
(VSELPIOD "VV_VECE "8 VAIUE) .....ocuiiviriiericeirieieteeere ettt es et sb e ta s ese s essessesessensaasaseeseesas 2-16
(WSEZE "VV_VECL) ..uiiiiiiictiiectee ettt ettt ettt ea et et s ettt te st et et e s ebe b e st essesensensenseransessas 2-16
(VSHZE-DYLE "V _VECE)....oiiuiiiieeiieeictetiet ettt ettt e et sttt et et b e st b e b essesessessessesssbensesseseesensenes 2-16
(VSIZE-WOTA "V _VECL) ..veuiieieniietiieicteite ettt ettt a b s ea et s bbb be e sa b e e esa e s esesaesensesaneas 2-16
(WREE) ..e.eeeeitetet ettt ettt e a et b ettt ae st etes s e s ete b et et e st e et et et ebesese et ebeteaenn et eseaeresnas 6-10
(with-keywords ’1_keys ’_keydefs ’g_form1 [’g_form2 ... ] )..c.cccccoeviinninnnnncnreeeee 14-6
(XCOMS *8_ATZ1 "8 AT2)....oiiviitiiceiitiieeectetee ettt ettt te et e s atete et et ebe b et ens et e s enbeaeerenenren 2-1
(ZADIINE) ...ttt ettt sttt ae et eraer e et eaeete et e e eae et et enterteteern 5-8
(ZETOD & ATE) ......ooveverieiiieiietceet et et et ettt s e et et e et eses e s et eseae s eseseaseseasasetesseteaessetesaenensereenen 3-3
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APPENDIX B

Special Symbols

The values of these symbols have a predefined meaning. Some values are counters, while
others are simply flags whose value the user can change to affect the operation of the Lisp sys-
tem. In all cases, only the value cell of the symbol is important; the function cell is not. The
value of some of the symbols (like ER%misc) are functions. What this means is that the value
cell of those symbols either contains a lambda expression, a binary object, or symbol with a
function binding.

The values of the special symbols are:
$gccount$ — The number of garbage collections which have occurred.

$geprint — If bound to a non nil value, then, after each garbage collection and subsequent
storage allocation, a summary of storage allocation is printed.

$ldprint — If bound to a non nil value, then, during each fas/or cfasl a diagnostic message is
printed.

ER%all — The function that is the error handler for all errors. (See Chapter §10)

ER%brk — The function that is the handler for the error signal generated by the evaluation of
the break function. (See Chapter §10).

ER%err — The function that is the handler for the error signal generated by the evaluation of
the err function. (See Chapter §10).

ER%misc — The function that is the handler of the error signal generated by one of the
unclassified errors. (See Chapter §10). Most errors are unclassified at this point.

ER%tpl — The function that is the handler to be called when an error has occurred which has
not been handled. (See Chapter §10).

ER%undef — The function that is the handler for the error signal generated when a call to an
undefined function is made.

"w — When it is bound to a non-nil value, this prevents output to the standard output port
(poport) from reaching the standard output (usually a terminal). Note that “w is a two
character symbol and should not be confused with "W which is how control-w is
denoted. The value of "w is checked when the standard output buffer is flushed, which
occurs after a terpr, drain, or when the buffer overflows. This is most useful in con-
junction with ptport described later. System error handlers rebind "w to nil when they
are invoked to ensure that error messages are not lost. (This was introduced for
Maclisp compatibility.)

defmacro-for-compiling — This has an effect during compilation. If it is non-nil, it causes mac-
ros defined by defmacro to be compiled and included in the object file.

environment — The operating system environment in assoc list form.
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errlist — When a reset is done, the value of errlist is saved away and control is thrown to the
top level. Evalis then mapped over the saved away value of this list.

errport — This port is initially bound to the standard error file.

evalhook — The value of this symbol, if bound, is the name of a function to handle evalhook
traps (see §14.4)

float-format — The value of this symbol is a string that is the format to be used by print to
print flonums. See the documentation on the operating system function printf for a list
of allowable formats.

funcallhook — The value of this symbol, if bound, is the name of a function to handle fun-
callhook traps. (See Chapter §14.4).

gedisable — If it is non-nil, then garbage collections are not done automatically when a collect-
able data type runs out.

ibase — This is the input radix used by the Lisp reader. It may be either eight or ten.
Numbers followed by a decimal point are assumed to be decimal regardless of what
ibase is.

linel — The line length used by the pretty printer, pp. This should be used by print but it is
not at this time.

multiple-values-limit — The maximum number of multiple values that can be returned. This
is a read-only variable.

nil — This symbol represents the null list and, thus, can be written (). Its value is always nil.
Any attempt to change the value results in an error.

piport — Initially bound to the standard input (usually the keyboard). A read with no argu-
ments reads from piport.

- poport — Initially bound to the standard output (usually the terminal console). A print with no
second argument writes to poport. See also: “w and ptport.

prinlength — If this is a positive fixnum, then the printfunction prints no more than prinlength
elements of a list or hunk and further elements abbreviated as ‘.... The initial value of
prinlength is nil.

prinlevel — If this is a positive fixnum, then the print function prints only prinlevel levels of
nested lists or hunks. Lists below this level are abbreviated by ‘&’ and hunks below
this level are abbreviated by a ‘%’. The initial value of prinlevel is nil.

ptport — Initially bound to nil. If bound to a port, then all output sent to the standard output
is also sent to this port as long as this port is not also the standard output. since this
would cause a loop. Note that ptport does not get a copy of whatever is sent to poport
if poport is not bound to the standard output.

readtable — The value of this is the current readtable. It is an array, but you should NOT try
to change the value of the elements of the array using the array functions. This is
because the readtable is an array of bytes and the smallest unit the array functions work
with is a full word (4 bytes). You can use sefsyntax to change the values and (status
syntax ...) to read the values.
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t — This symbol always has the value t. It is possible to change the value of this symbol for
short periods of time, but you are strongly advised against it.

top-level — In a Lisp system without /lisp/lib/tpl.l loaded, after a resetis done, the Lisp system
funcall’s the value of top-level if it is non-nil. This provides a way for you to introduce
your own top level interpreter. When /lisp/lib/tpl.1 is loaded, it sets top-level to tpl and
changes the reset function so that once tpl starts, it cannot be replaced by changing
top-level. tpl does provide a way of changing the top level however, and that is
through user-top-level.

user-top-level — If this is bound, then after a reset the top level function funcall’s the value of
this symbol rather than going through a read eval print loop.
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APPENDIX C

The Garbage Collector

The FRANZ LISP storage management ‘‘garbage collector’’ is invoked automatically when-
ever a collectable data type’s current allocation is exhausted. All data types are collectable
except for strings. After a garbage collection finishes, the collector calls the function gcafer,
which should be a lambda of one argument. The argument passed to gcafter is the name of the
data type that ran out and which caused the garbage collection. It is gcafter's responsibility to
allocate more pages of free space. The default gcafter makes its decision based on the percen-
tage of space still in use after the garbage collection. If there is a large percentage of space still
in use, gcafter allocates a larger amount of free space than if only a small percentage of space is
still in use. The default gcafter also prints a summary of the space in use if the variable Sgcprint
is non-nil. The summary always includes the state of the list and fixnum space, and includes an
additional type if that type caused the garbage collection. The type that provoked the garbage
collection is preceded by an asterisk.
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